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Foreword

(This Foreword is not part of IEEE Std 828-1990, IEEE Standard for Software Configuration Management Plans.)

This standard is concerned with the activity of planning for software configuration
management (SCM). SCM activities, whether planned or not, are performed on all software
development projects; planning makes these activities more effective. Good planning results in a
document that captures the planning information, makes the information the property of the
project, communicates to all who are affected, and provides a basis for ongoing planning.

SCM is a formal engineering discipline that, as part of overall system configuration
management, provides the methods and tools to identify and control the software throughout its
development and use. SCM activities include the identification and establishment of baselines;
the review, approval, and control of changes; the tracking and reporting of such changes; the
audits and reviews of the evolving software product; and the control of interface documentation
and project supplier SCM.

SCM is the means through which the integrity and traceability of the software system are
recorded, communicated, and controlled during both development and maintenance. SCM also
supports reduction of overall software life cycle cost by providing a foundation for product and
project measurement.

SCM constitutes good engineering practice for all software projects, whether phased
development, rapid prototyping, or ongoing mamtenance It enhances the reliability and quality
of software by

¢ Providing a structure for identifying and controlling documentation, code, interfaces, and

databases to support all life cycle phases

¢ Supporting a chosen development/mamtenance methodology that fits the requirements,

standards, policies, organization, and management philosophy

* Producing management and product information concermng the status of baselines, change

control, tests, releases, audits, etc.

IEEE Std 828-1983 was originally prepared by a- Working Group of the Software Engineering
Standards Subcommittee of the Technical Committee on Software Engineering of the IEEE
Computer Society and approved in June, 1983, by the IEEE Standards Board. This current standard
is the first revision and has been completely rewritten to

* Update the standard to recognize current software engineering practices

* Be consistent with IEEE Std 1042-1987, IEEE Guide to Software Configuration Management,

which is anticipated to be reviewed and revised as Std 828.1 to maintain this consistency

* Be more flexible and easier to use for all levels of expertise

The following individuals contributed to IEEE Std 828-1990 by attendance at two or more
working sessions or substantial written commentary or both:

H. R. Berlack, Co-Chair M. Updike-Rumley, Co-Chair
Editorial Committee
R. Frederick D. L. Knirk L. Roy
Working Group
B. Banerjee A. Hartman L. Siwiec
F. J. Buckley R. Horner M. Swain
B. Conger W. M. Osborne L. Tran
M. A. Daniels B. F. Rospide R. L. Van Tilburg
N. P. Ginex D. P. Schwartz A. M. Vaughan

E. Showalter
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IEEE Standard for Software
Configuration Management Plans

1. Introduction to the Standard

1.1 Scope. IEEE Std 828-1990 establishes the
minimum required contents of a Software
Configuration Management (SCM) Plan (the
Plan). It is supplemented by IEEE Std 1042-
1987 {41!, which provides approaches to good
software configuration management
planning. This standard applies to the entire
life cycle of critical software; for example,
where failure could impact safety or cause
large financial or social losses. It also applies
to noncritical software and to software already
developed. The application of this standard is
not restricted to any form, class, or type of
software.

The Plan documents what SCM activities
are to be done, how they are to be done, who is
responsible for doing specific activities, when
they are to happen, and what resources are
required. It can address SCM activities over
any portion of a software product’s life cycle.

The content of the Plan is identified in
Section 2 of this standard. The required in-
formation is indicated by the words “shall”
and “required.” Additional optional informa-
tion is also identified as appropriate. The user
of this standard, however, is expected to ex-
pand and supplement the minimum require-
ments as necessary for the development envi-
ronment, specific industry, organization, and

1The numbers in brackets correspond to those of the
references listed in 1.2.

project. Tailoring of a plan in conformance
with this standard is described in Section 3.

The primary users of this standard are
assumed to be those planning SCM activities
or performing SCM audits.

In considering adoption of this standard,
regulatory bodies should be aware that specific
application of this standard may already be
covered by one or more IEEE Standards
documents relating to quality assurance,
definitions, or other matters (see [2]). It is not
the purpose of IEEE Std 828-1990 to supersede,
revise, or amend existing standards directed
to specific industries or applications.

1.2 References. This standard may be used in
conjunction with the following IEEE Software
Engineering Standards:

[1] IEEE Std 610.12-1990, IEEE Standard
Glossary of Software Engineering Term-
inology.2

(2] IEEE Std 730.1-1989, IEEE Standard for
Software Quality Assurance Plans (ANSI).

[3] IEEE Std 1042-1987, IEEE Guide to Software
Configuration Management (ANSI).

2JEEE publications may be obtained from the IEEE
Service Center, 445 Hoes Lane, P.O. Box 1331, Piscataway,
NJ 08855-1331.
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Table 1
SCM Classes of Information
Class of Section in Section
Information Description Standard in Plan
Introduction Describes the Plan’s purpose, scope of application, 2.1 1
key terms, and references
SCM Management (Who?) Identifies the responsibilities and authorities 2.2 2
for accomplishing the planned activities
SCM Activities (What?) Identifies all activities to be performed 2.3 3
in applying to the project
SCM Schedules (When?) Identifies the required coordination of 24 4
SCM activities with the other activities in the project
SCM Resources (How?) 1dentifies tools and physical and human 2.5 5
resources required for execution of the Plan
SCM Plan Maintenance Identifies how the Plan will be kept current while in effect 2.6 6
1.3 Definitions and Acronyms. The 2. The Software Configuration
definitions below describe specific terms as Management Plan

used within the context of this standard.

control point (project control point). A project
agreed on point in time or times when speci-
fied agreements or controls are applied to the
software configuration items being developed,
e.g., an approved baseline or release of a
specified document/code.

release. The formal notification and distribu-
tion of an approved version.

Additional terms that are relevant are de-
fined in IEEE Std 610.12-1990 [1], and are as
follows: baseline, component, configuration,
configuration audit, configuration control,
configuration control board, configuration
identification, configuration item, configura-
tion management, configuration status ac-
counting, interface, interface control, soft-
ware, software library, software life cycle,
unit, version.

The following acronyms appear within the
text of this standard:

CCB  Configuration Control Board
CI Configuration Item
SCM  Software Configuration Management

The term “the Plan” is used throughout this
standard to refer to the Software Configuration
Management Plan.

SCM planning information shall be parti-
tioned into the six classes described in Table
1. The referenced sections of the standard pro-
vide the reader with detailed requirements for
each class of-information.

SCM planning information may be
presented in any format, sequence, or loc-
ation that is meaningful to the intended users
of the Plan with the following restrictions:

(1) * A document with the title “Software
Configuration Management Plan”
shall exist either in stand-alone form
or embedded in another project doc-

: ument.

- 42). .This document shall contain all SCM
planning information either by inclu-
sion or by reference to other locations,
such as other documents or automated
systems.

(3) A format for this document shall be
defined.

The writer of the Plan shall use the sequence
of sections specified in Table 1 unless a
different format has been defined in the
Introduction of the Plan (see 2.1).

2.1 Introduction. Introduction information
provides a simplified overview of the SCM ac-
tivities so that those approving, those perform-
ing, and those interacting with SCM can ob-
tain a clear understanding of the Plan. The
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Introduction shall include four topics: the pur-
pose of the Plan, the scope, the definition of key
terms, and references. .

The purpose shall briefly address why
the Plan exists and who the intended aud-
ience is.

The scope shall address SCM applicability,
limitations, and assumptions on which the
Plan is based. The following items shall be
included: .

(1) Overview description of the software

development project

(2) Identification of the software CI(s) to
which SCM will be applied

(3) Identification of other software to be in-
cluded as part of the Plan (e.g., support
or test software)

(4) Relationship of SCM to the hardware or
system configuration management
activities for the project

(5) The degree of formality, depth of con-
trol, and portion of the software life cy-
cle for applying SCM on this project

(6) Limitations, such as time constraints,
that apply to the Plan

(7) Assumptions that might have an im-
pact on the cost, schedule, or ability to
perform defined SCM activities (e.g.,
assumptions of the degree of customer
participation in SCM activities or the
availability of automated aids)

Key terms shall be defined as they apply to
the Plan in order to establish a common ter-
minology among all users of the Plan.

All references in the Plan to policies, direc-
tives, procedures, standards, terminology,
and related documents shall be uniquely
identified to enable retrieval by users of the
Plan.

2.2 SCM Management. SCM management in-
formation describes the allocation of responsi-
bilities and authorities for SCM activities to
organizations and individuals within the
project structure.

SCM management information shall in-
clude three topics: the project organization(s)
within which SCM is to apply; the SCM respon-
sibilities of these organizations; and refer-
ences to the SCM policies and directives that
apply to this project.

2.2.1 Organization. The organizational
context, both technical and managerial,
within which the planned SCM activities are to

IEEE STANDARD FOR

be implemented shall be described. The Plan
shall identify the following:

(1) Al organizational units that partici-
pate in or are responsible for any SCM
activity on the project

(2) The functional roles of these organ-
izational units within the project
structure

(3) Relationships between organizational
units

Organizational units may consist of a
vendor and customer, a prime contractor and
subcontractors, or different groups within one
organization. Organization charts, supple-
mented by statements of function and rela-
tionships, can be an effective way of present-
ing this information.

2.2.2 SCM Responsibilities. The allocation
of SCM activities to organizational units shall
be specified. For each activity listed within
SCM activities (see 2.3), the name of the orga-
nizational unit or job title to perform this ac-
tivity shall be provided. A matrix that relates
the organizations defined above to the SCM
functions, activities, and tasks can be useful
for documenting the SCM responsibilities.

For any review board or special organiza-
tion established for performing SCM activities
on this project, the Plan shall describe its

(1) Purpose and objectives

(2) Membership and affiliations

(3) Period of effectivity

(4) Scope of authority

(6) Operational procedures

2.2.3 Applicable Policies, Directives, and
Procedures. Any external constraints placed
on the Plan by other policies, directives, and
procedures shall be identified. For each, its
impact and effect on the Plan shall be stated.

2.3 SCM Activities. SCM activities informa-
tion identifies all functions and tasks re-
quired to manage the configuration of the
software system as specified in the scope of the
Plan. Both technical and managerial SCM
activities shall be identified. General project
activities that have SCM implications shall be
described from the SCM perspective.

SCM activities are traditionally grouped
into four functions: configuration identifica-
tion, configuration control, status accounting,
and configuration audits and reviews. The
information requirements for each function
are identified in 2.3.1 through 2.3.4.
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Configuration Identification Processes

Due to their high risk nature, the
requirements for interface control and
subcontractor/vendor control activities are
identified separately in 2.3.5 and 2.3.6.

2.3.1 Configuration Identification.
Configuration identification activities shall
identify, name, and describe the documented
physical and functional characteristics of the
code, specifications, design, and data
elements to be controlled for the project. The
documents are acquired for configuration
control. Controlled items may be intermediate
and final outputs (such as executable code,
source code, user documentation, program
listings, data bases, test cases, test plans,
specifications, and management plans) and
elements of the support environment (such as

compilers, operating systems, programming
tools, and test beds).

The Plan shall identify the project
configuration items (CI) and their structures
at each project control point. The Plan states
how each CI and its versions are to be uniquely
named and describes the activities performed
to define, track, store, and retrieve Cls. The
following sections specify information
required for configuration identification (see
Fig 1).

2.3.1.1 Identifying Configuration Items.
The Plan shall record the items to be con-
trolled, the project Cls, and their definitions as
they evolve or are selécted. The Plan shall
also describe how the list of items and the
structures are to be maintained for the project.
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As a minimum, all Cls that are to be delivered
shall be listed.

Appropriate baselines shall be defined at
control points within the project life cycle in
terms of the following:

(1) The event that creates the baseline

(2) The items that are to be controlled in the
baseline

(3) The procedures used to establish and
change the baseline

(4) The authority required to approve

changes to the approved baselined
documents

A means of identifying changes and
associating them with the affected Cls and the
related baseline shall be specified.

2.3.1.2 Naming Configuration Items. The
Plan shall specify an identification system
for assigning unique identifiers to each item
to be controlled. It shall also specify how dif-
ferent versions of each are to be uniquely
identified. Identification methods could in-
clude naming conventions and version num-
bers and letters.

The Plan shall describe the methods for
naming controlled items for purposes of stor-
age, retrieval, tracking, reproduction, and
distribution. Activities may include version
marking, labeling of documentation and exe-
cutable software, serialization and altered
item marking for executable code or data em-
bedded on a microchip, and identification of
physical packaging.

Subcontracted software, vendor proprietary
software, and support software may require
special identification schemes and labeling.

2.3.1.3 Acquiring Configuration Items.
The Plan shall identify the controlled soft-
ware libraries for the project and describe how
the code, documentation, and data of the iden-
tified baselines are to be physically placed
under control in the appropriate library. For
each library the format, location, documenta-
tion requirements, receiving and inspection
requirements, and access control procedures
shall be specified.

The Plan shall specify procedures for the
actual storage of documents and magnetic
media, including the physical marking and
labeling of items. Data retention periods and
disaster prevention and recovery procedures
may also be described.

Procedures shall describe how to retrieve
and reproduce controlled items from library

10
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storage. These activities include verification
of marking and labeling, tracking of con-
trolled copies, and protection of proprietary
and security information.

2.3.2 Configuration Control. Configuration
control activities request, evaluate, approve or
disapprove, and implement changes to base-
lined CIs. Changes encompass both error cor-
rection and enhancement. The degree of
formality necessary for the change process de-
pends on the project baseline affected and on
the impact of the change within the configura-
tion structure.

For each project software library identified
according to 2.3.1.3, the Plan shall describe
the change controls imposed on the baselined
Cls. The Plan shall define the following
sequence of specific steps:

(1) Identification and documentation of
the need for a change

(2) Analysis and evaluation of a change
request

(3) Approval or disapproval of a request

(4) Verification, implementation, and

release of a change

The Plan shall identify the records to be
used for tracking and documenting this se-
quence of steps for each change. Any differ-
ences in handling changes based on the origin

of the request shall be explicitly documented.
2.3.2.1 Requesting Changes. The Plan
shall specify the procedures for requesting a
change to a baselined CI and the information
to be documented for the request. As a
minimum, the information recorded for a

proposed change shall contain the following:

(1) The name(s) and version(s) of the Cls
where the problem appears

(2) Originator’s name and organization

(3) Date of request

(4) Indication of urgency

(5) The need for the change

(6) Description of the requested change

Additional information, such as priority or
classification, may be included to clarify the
significance of the request and to assist in its
analysis and evaluation. Other information,
such as change request number, status, and
disposition, may be recorded for change
tracking.

2.3.2.2 Evaluating Changes. The Plan
shall specify the analysis required to deter-
mine the impact of the proposed change and the
procedures for reviewing the results of the
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For any CCB established to control
interfaces, the Plan shall identify its
responsibilities and procedures as specified in
2.2.2.

2.3.6 Subcontractor/Vendor Control. Sub-
contractor/vendor control activities incorpo-
rate items developed outside the project envi-
ronment into the project Cls. Included are
software developed by contract and software
acquired in its finished form. Special atten-
tion should be directed to these SCM activities
due to the added organizational and legal
relationships.

For both subcontracted and acquired
software, the Plan shall define the activities to
incorporate the externally developed items
into the project CIs and to coordinate changes
to these items with their development
organizations.

For subcontracted software, the Plan shall
describe the following:

(1) What SCM requirements, including an
SCM Plan, are to be part of the sub-
contractor’s agreement

(2) How the subcontractor will be moni-
tored for compliance

(3) What configuration audits and reviews
of subcontractor items will be held

(4) How external code, documentation,
and data will be tested, verified,
accepted, and merged with the project
software

(6) How proprietary items will be handled
for security of information and trace-
ability of ownership (e.g., copyright
and royalties)

(6) How changes are to be processed, in-
cluding the subcontractor’s partic-
ipation

For acquired software, the Plan shall de-
scribe how the software will be received, tested,
and placed under SCM; how changes to the
supplier’s software are to be processed; and
whether and how the supplier will participate
in the project’s change management process.
Acquired software can come from a vendor, a
subcontractor, a customer, another project, or
other source.

2.4 SCM Schedules. SCM schedule infor-
mation establishes the sequence and coordi-
nation for the identified SCM activities and
for all events affecting the Plan’s implemen-
tation.
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The Plan shall state the sequence and de-
pendencies among all SCM activities and the
relationship of key SCM activities to project
milestones or events. The schedule shall cover
the duration of the Plan and contain all major
milestones of the project related to SCM activi-
ties. SCM milestones shall include establish-
ment of a configuration baseline, implemen-
tation of change control procedures, and the
start and completion dates for a configuration
audit.

Schedule information shall be expressed as
absolute dates, as dates relative to either SCM
or project milestones, or as a simple sequence
of events. Graphic representation can be par-
ticularly appropriate for conveying this
information.

2.5 SCM Resources. SCM resource informa-
tion identifies the software tools, techniques,
equipment, personnel, and training neces-
sary for the implementation of the specified
SCM activities.

SCM can be performed by a combination of
software tools and manual procedures. Tools
can be SCM-specific or embedded in general
project aids; they can be standard organiza-
tional resources or ones specially acquired or
built for this project. Tools can be applied to
library structure and access control; docu-
mentation development and tracking; code
control; baseline system generation; change
processing, communication and authoriza-
tion; change/problem tracking and status
reporting; archiving, retention, and retrieval
of controlled items; or the SCM planning
process itself.

.For each type of SCM activity identified, the
Plan shall specify what tools, techniques,
equipment, personnel, and training are
required and how each resource will be
provided or obtained.

For each software tool, whether developed
within the project or brought in from outside
the project, the Plan shall describe or reference
its functions and shall identify the configura-
tion controls to be placed on the tool.

2.6 SCM Plan Maintenance. SCM plan
maintenance information identifies the ac-
tivities and responsibilities necessary to en-
sure continued SCM planning during the life
cycle of the project. The Plan shall state the
following:
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(1) Who is responsible for monitoring the
Plan

(2) How frequently updates are to be

performed

(3) How changes to the Plan are to be

evaluated and approved

(4) How changes to the Plan are to be made

and communicated

The Plan should be reviewed at the start of
each project software phase, changed accord-
ingly, and approved and distributed to the
project team.

If the Plan has been constructed with
detailed procedures documented elsewhere in
appendixes or references, different mainte-
nance mechanisms for those procedures may
be appropriate.

3. Tailoring of the Plan

This standard permits significant flexibil-
ity in preparing an SCM Plan. A successful
Plan reflects its project environment. It
should be written in terms familiar to its users
and should be consistent with the development
and procurement processes of the project.

To conform to the requirements set forth in
other applicable standards or to accommodate
local practices, a Plan may be tailored up-
ward, to add information, or tailored to use a
specified format. The Plan may also be tai-
lored downward, omitting information re-
quired by this standard, when specific stan-
dard requirements are identified as not appli-
cable to this project.

3.1 Upward Tailoring. Some information re-
quirements applicable to a particular project
may not be stated in this standard due to its
scope of establishing the minimum required
contents of an SCM Plan. If additional re-
quirements are applicable to the project, the
Plan shall so state these additions as part of
the Introduction and indicate the reason for
their insertion. A cost-benefits analysis
should be completed for each additional re-
quirement. Requirements that are additional
should be agreed on by all affected project
functions and the parties responsible for ap-
proval of the plan,

3.2 Downward Tailoring. Some information
requirements stated in this standard may not
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apply to a particular project due to the project’s
limited scope, low complexity, or unusual en-
vironment. If a requirement is not applicable
to the project, the Plan shall so state this dele-
tion as part of the Introduction and indicate the
reason for removal. Requirements that are
inapplicable should be agreed upon by all af-
fected project functions and all parties respon-
sible for approval of the Plan.

The Plan shall omit none of the six major
classes of information. Detailed information
may be omitted as indicated above but within
the limits of the consistency criteria stated in
Section 4.

If certain information has not been decided
on or is unavailable at the time the Plan is
initially approved, the Plan shall mark those
areas or sections as “to be determined” and
shall indicate, as part of Plan maintenance,
information on how and when further infor-
mation will be provided.

3.3 Format. The information may be pre-
sented in the Plan in any sequence or presen-
tation style deemed suitable for the Plan’s
users. To achieve consistency and conve-
nience within a single organization or indus-
try segment, a standard format for SCM plans
is desirable and appropriate. To customize this
standard for a particular group of users, a sup-
plement to the standard specifying Plan
structure and standard terminology may be
used.

4. Conformance to the Standard

An SCM Plan shall satisfy the following
criteria in order to conform with this
standard.

4.1 Minimum Information. The Plan shall
include the six classes of SCM information
identified 1in Section 2: Introduction,
Management, Activities, Schedules,
Resources, and Plan Maintenance. Within
each class, all of the required information
stated in Section 2 of this standard, as indi-
cated by the words “shall” and “required,”
shall be documented within the Plan. If cer-
tain required information is not applicable,
the reasons shall be so stated. If a sequence of
information other than the sequence of this
standard is used, an explicit cross reference
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between the Plan and the standard shall be
provided.

4.2 Presentation Format. One document, sec-
tion title, or such reference shall exist that is
specifically labeled “Software Configuration
Management Plan.” Within this document,
each of the six classes of information shall be
included. While the information may. be
provided in a number of presentation styles,
the requirement is to provide all Plan
information and references in a single
document. '

4.3 Consistency Criteria. The documented
information shall satisfy the following
consistency criteria:

14
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(1)

All activities defined in the Plan (see
2.3.1 to 2.3.6) shall be assigned to an
organizational unit (see 2.2.2).

All activities defined shall have
resources identified to accomplish the
activities (see 2.5).

All Cls identified in the Plan (see
2.3.1) shall have defined processes for
baseline establishment and change

control (see 2.3.2).

(2)

(3)

4.4 Conformance Declaration. If the preceding
criteria are met, then the conformance of any
SCM planning documentation with this
standard may be stated accordingly: “This
SCM Plan conforms with the requirements of
IEEE Std 828-19390.”
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An American National Standard

IEEE Guide to
Software Configuration Management

1. Introduction

1.1 Scope. This guide describes the application
of configuration management (CM) disciplines to
the management of software engineering projects.
Software configuration management (SCM) con-
sists of two major aspects: planning and imple-
mentation. For those planning SCM activities, this
guide provides insight into the various factors
that must be considered.

Users implementing SCM disciplines will find
suggestions and detailed examples of plans in this
guide. This guide also presents an interpretation
of how ANSI/IEEE Std 828-1983 [2]! can be used
for planning the management of different kinds of
computer program development and maintenance
activities.

The guide is presented in two parts. The first
part, the main body of the guide, presents issues
to consider when planning software configuration
management for a project or organization. The
second part of the guide presents, for those pre-
paring SCM Plans, a series of sample Plans illus-
trating different concepts discussed in the body of
the guide.

The text of the guide introduces the essential
concepts of SCM, particularly those of special
significance (for example, libraries and tools) to
software engineering. It then presents the plan-

IThe numbers in brackets correspond with those of the
references in 1.2. h

ning for SCM in terms of documenting a Plan fol-
lowing the outline of ANSI/IEEE Std 828-1983 [2]
so that a user who is unfamiliar with the disci-
plines of software configuration management can
gain some insight into the issues. For those pre-
paring SCM Plans, the second part of the guide
provides sample plans for consideration.

The sample SCM Plans include a variety of
software configuration management applications
for different types of projects and organizations.
Appendix A illustrates a software configuration
management plan (SCMP) for a project develop-
ing a complex, critical computer system. It de-
scribes a Plan for managing a typical software
development cycle where the development is con-
tracted to an organization that does not have
responsibility for its maintenance or use. Appen-
dix B illustrates a SCMP for a small software
development project. It describes a Plan for
supporting a prototype development activity
where the goal of the project is to demonstrate
the feasibility of a concept. Appendix C illustrates
a SCMP used by an organization where the
emphasis is on maintaining programs developed
by other activities or organizations. Appendix D
illustrates a SCMP for an organization developing
and maintaining computer programs embedded
in a hardware product line. It describes a Plan for
managing both software development and main-
tenance of a commercial product line. Some of the
different characteristics illustrated are shown in
Table 1.

Table 1
Characteristics of Appendixes*
Appendix Emphasis of Control Type Relative Size SCM Tools Life Span Writing
Number (Life Cycle Phase) of Project (Dollar/Manhour) Available of Plan for Plan
1 Development Critical Medium Advanced Short Highly structured
2 Concept Prototype Small Basic Short Informal
3 Operations Support sw Large On-line Full life cycle Structured
4 All Commercial Small Integrated Full life cycle Organizational

Informal

*NOTE: The purpose of the Appendixes is not to provide an illustration for every possible combination of project characteristics
but rather to show that the ANSI/IEEE Std 828-1983 [2] can be applied to a wide variety of projects.
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1.2 References. This guide shall be used in con-
junction with the following publications:

\
[1] ANSI/IEEE Std 729-1983, IEEE Standard
Glossary of Software Engineering Terminology.2

[2] ANSI/IEEE Std 828-1983, IEEE Standard for
Software Configuration Management Plans.

Additional references useful in understanding
software configuration management are given in
Appendix E.

1.3 Mnemonics. The following acronyms are
used in the text of this guide:

CCB Configuration Control Board

CDR Critical Design Review

ClI Configuration Item

CM Configuration Management

CPC Computer Program Component

CPCI Computer Program Configuration
Item

CSC Computer Software Component

CSCI Computer Software Configuration
Item

[EPJROM ([Electrically Programmable] Read
Only Memory

FCA Functional Configuration Audit

OEM Original Equipment Manufacturer

PCA Physical Configuration Audit

PDR Preliminary Design Review

RAM Random Access Memory

ROM Read Only Memory

SCA System/Software Change Authori-
zation

SCCB Software Configuration Control
Board

SCM Software Configuration Manage-
ment

SCMP Software Configuration Manage-
ment Plan

SCR System/Software Change Request

SQA Software Quality Assurance

vDD Version Description Document

1.4 Terms. Some terms used in SCM circles have

restricted meanings or are not defined in the
~ guide. General statements of the contextual
meanings are given to aid in understanding the
concepts in the guide. These are not formal defi-
nitions, subject to review and approval as in a
standard, but contextual definitions serving to

2 ANSI/IEEE publications are available from IEEE Service
Center, 445 Hoes Lane, Piscataway, NJ 08855-1331 and from
the Sales Department, American National Standards Institute,
1430 Broadway, New York, NY 10018.
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augment the understanding of configuration
management activities as described within this
guide.

As used here, the term baseline? represents
the assignment of a documented identifier to
each software product configuration item (CI)
and associated entities, That is, the source code,
relocatable code, executable code, files control-
ling the process of generating executable code
from source code, documentation, and tools used
to support development or maintenance of the
software product should all be captured, labeled
and somehow denoted or recorded as parts of the
same baseline. As computer programs move from
an initial idea to the maintenance phase, it is
common for a series of developmental baselines of
increasing complexity to be established during
the various internal and external reviews con-
ducted by management (and customers) to deter-
mine progress and technical suitability. The
baseline concept is as useful to engineering during
development as it is after release for use and
maintenance,

The various SCM functions are dependent on
the baseline concept. Several valuable uses of the
baseline concept include

(1) To distinguish between different internal
releases for delivery to a customer (that is,
successive variants of the same product
baseline)

(2) To help to ensure complete and up-to-date
technical product documentation

(3) To enforce standards (SQA)

(4) To be used as a means of promoting (that
is, internally releasing) each CI from one
phase of development or test to another

(5) To identify customer involvement in inter-
nal (developmental) baselies

Since SCM disciplines are an integral part of the
engineering process they guide the management
of internal developmental baselines as well as the
more formal functional, allocated, and product
baselines. The SCM disciplines, as applie’dA< to
developmental baselines, are used (implicitly or
explicitly) to coordinate most engineering activi-
ties that occur within the context of each base-
line. Varying levels of formality provide flexibility
and responsiveness to the engineering process,
yet maintain the benefits of recognizing SCM
disciplines.

3A specification or product that has been formally reviewed
and agreed to by responsible management, that thereafter
serves as the basis for further development, and can be
changed only through formal change control procedures.
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The term promotion is used here to indicate a

transition in the level of authority needed“”ta,:_j
approve changes to a controlled entity, such as a ™~

baseline CI.

Promotions typically signify a change in a CI's
internal development state. The term release is
used to designate certain promotions of CI that
are distributed outside the development organi-
zation.

In general, as the development process con-
tinues, there are more constraints imposed on the
change process (coordination with interfacing
hardware, user’s adaptations, etc) and corre-
spondingly higher levels of authority are needed
for approving the changes. When an entity is
finally released as a formal baseline, a high level of
authority is needed to approve changes. When
internal or developmental baselines are created
as a part of the engineering process and entitites
are moved or released to another internal activity
for additional work, integration, or testing the
term promotion is used to distinguish this type of
release from the more formal releases to users.

Promotion from one developmental baseline to
another represents the visibility granted to some
organizations for a given baseline. As develop-
mental baselines are promoted within an organi-
zation, they tend to become more stable. The
more stable a baseline is, the higher the level of
visibility it is granted.

The term version is used here to indicate a
software CI having a defined set of functional
capabilities. As functional capabilities are added,
modified, or deleted the CI is given a different
version identifier. It is common and recommended
practice to use a configuration identification
scheme that permits easy and automatic identifi-
cation of particular version labels.

The term revision is commonly associated with
the notion of bug fixring, that is, making changes
to a program that corrects only errors in the
design logic but does not affect documented func-
tional capabilities since none of the requirements
have changed. The configuration identification
scheme must provide for clear identification of
revisions and versions of each specific promotion
and release.

2. SCM Disciplines in
Software Management

2.1 The Context of SCM. This guide discusses
SCM as a set of management disciplines within
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the context of the software engineering process
rather than as a set of specific activities per-
formed, or as functions within an organization.
The reason for this approach is that software CM,
as contrasted with hardware CM, tends to be
more deeply involved in the software engineering
process and, while the same general CM functions
are performed, the disciplines are extended to
include the process of developing a baseline.

Software CM and release processing are per-
formed within the context of several basic CM
functions: configuration identification, baseline
management, change control and library control,
status accounting, reviews and audits, and release
processing. In practice, the ways in which these
functions are performed are different for the dif-
ferent kinds of programs being developed (com-
mercial, embedded, OEM, etc), and may vary in
the degree of formal documentation required
within and across different life-cycle management
phases (research phase, product development,
operations, and maintenance).

Software CM also provides a common point of
integration for all planning, oversight and imple-
mentation activities for a project or product line.
These functions are performed within the context
of a project — providing the framework (labeling
and identification) for interfacing different
activities and defining the mechanisms (change
controls) necessary for coordinating parallel
activities of different groups. SCM provides a
framework for controlling computer program
interfaces with their underlying support hard-
ware, coordinating software changes when both
hardware and software may be evolving during
development or maintenance activities.

Finally, SCM is practiced within the context of
management, providing management with the visi-
bility (through status accounting and audits) of
the evolving computer products that it needs to
perform effectively.

2.1.1 SCM is a Service Function. Software CM
is a support activity that makes technical and
managerial activities more effective. Effectiveness
of the SCM processes increases in proportion to
the degree that its disciplines are an explicit part
of the normal day-to-day activities of everyone
involved in the development and maintenance
efforts, (as opposed to a separate SCM organiza-
tion or activity). This holds true whether SCM is
administered by a separate SCM group, distrib-
uted among many projects, or a mixture of both.

2.1.2 SCM is a Part of the Engineering Proc-
ess. The disciplines of SCM apply to the devel-
opment of programmed logic, regardless of the
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form of packaging used for the application. Soft-
ware engineering technology is effectively used in
the generation of stored programmed logic when
the complexity of the function is large. SCM disci-
plines assist in the identification and evolution
of changes during the engineering process, even
though the final package may be ROM, and man-
aged as a hardware configuration item.

Configuration management is practiced in one
form or another as a part of every software engi-
neering activity where several individuals or
organizations have to coordinate their activities.
Although the basic disciplines of configuration
management are common to both hardware and
software engineering activities, there are some
differences in emphasis due to the nature of the
design activity. Software products (as compared
to hardware products) are easy to change* (little
if any lead time is needed for parts procurement
and production setup).

Software CM is a discipline for managing the
evolution of computer program products, both
during the initial stages of development and. dur-
ing all stages of maintenance. The designs of pro-
grams are not easily partitioned into independent
tasks due to their complexity. Therefore, configu-
ration management disciplines are more valuable
during the design (and redesign during mainte-

nance) phases. This is when using techniques of

multiple levels of baselines and internal releases
(or promotions) to a larger degree than is typi-
cally practiced by hardware CM really pays off.
Whether software is released for general use as
programs in RAM or embedded in ROM, it is a
form of logic. Therefore, SCM disciplines can and
should be extended to include development of the
computer programs’ component parts (for exam-
ple, source code and executable code) whereas
hardware CM focuses mainly on the management
of documentation.
The differences between hardware and soft-
ware CM, of importance to software CM, include
(1) Software CM disciplines are used to simul-
taneously coordinate configurations of
many different representations of the soft-

4Even what is traditionally thought of as hard software —
that is, firmware, is becoming easier to modify. An example is
card edge programming where the programs in a ROM are
easily modified, though not under program control during
execution.
NOTE: While the time to changé a design may be the same for
hardware engineering as for software engineering, implemen-
tation and installation time is greater and consequently more
expensive for hardware configuration items.
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ware product (source code, relocatable
code and executable code) rather than just
their documentation. The nature of com-
puter programs requires this extension and
the SCM disciplines and related SCM sup-
port software adapt readily to this task.
The use of interactive software develop-
ment environments extends the concepts
of software CM to managing evolutionary
changes that occur during the routine
generation of specifications, designs, and
implementation of code, as well as to the
more rigidly documented and controlled
baselines defined during development and
system maintenance.

Software development environments are
rapidly becoming automated with interac-
tive tool sets. This modifies many of the
- traditional methods used in hardware CM
but the fundamental concepts of CM still
apply.

2.1.3 SCM Manages all Software Entities.
Software CM extends the management disciplines
of hardware CM to include all of the entities of the
product as well as their various representations
in documentation. Examples of entities managed
in-the software engineering process mclude

(1) Management plans

(2) Specifications (requirements, design)

(3) User documentation

(4) Test design, case and procedure specifi-

cations

(5)-Test data and test generation procedures

(6) Support software

(7) Data dictionaries and various cross-refer-

(8)

ences
Source code (on machine-readable media)
€)
(10)

Executable code (the run-time system)
(11)

(2)

(3

Libraries

Data bases:

(a) Data which are processed,

(b) Data which are part of a program
Maintenance documentation (listings, detail
design descriptions, etc)

All supporting software used in development,
even though not a part of the product, should also
be controlled by configuration management disci-
plines.

Not all entities are subject to the same SCM
disciplines at the same time. When the software
product is under development, the documenta-
tion entities (baselined specifications and user
requirements) are the most important. When
coding begins, the documentation representing
the design is the most important entity to be

(12)
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managed. Finally, when the product is ready for
general use, the source code is the most accurate
representation of the real product and the docu-
mentation is related so that representation is
most important. These transitions of disciplinary
focus over time are common to all SCM disciplines
and need to be recognized in planning systems for
effectively supporting project management.

Firmware® raises some special considerations
for configuration management. While being devel-
oped, the disciplines of software CM apply; but
when made a part of the hardware (burned into
[EP]ROM), the disciplines of hardware CM apply.
Testing may vary but the SCM requirements are
generally the same. The packaging of [EP]ROM
versus RAM code also introduces and necessitates
different identification procedures, which are
noted in 3.3.1.

2.1.3.2 The issue of what entities are to be
managed often arises in the practical context of
what gets captured in each library, and when.
Consideration need also be given to the hierarchy
of entities managed during this process. There are
several different ways of looking at this hierarchy
of entities; one, for example, is-a three-level
hierarchy: ,

(1) Configuration item (CSCI, CPCI, System,
System Segment, Program package, mod-
ule)

(2) Component (CPC, CSC, Subsystem, Unit,
Package, Program function)

(3) Unit (Procedure, function Routine, Mod-
ule)

The configuration control boards (CCB) that
are oriented to business type management deci-
sions usually select one level in this hierarchy as
the level at which they will control changes. Other
CCB may focus on more technical issues and
would each select other levels, the module
for example, as the control level for reviewing
changes. See 2.2.5 for further discussion of control
levels.

5Firmware. Computer programs and data loaded in a
class of memory that cannot by dynamically modified by the
computer during processing. Used here to generically refer to
any programmed code implemented in nonvolatile memory
such as [EP]ROM, regardless of its function; contrasts with
code designed to execute out of volatile memory, such as RAM.
There are differences between software intensive firmware
and hardware intensive firmware. The key is ease of adaptabil-
ity or degree with which programmed instructions are used,
and the size of the program. Software intensive firmware
denotes an activity that has available a set of tools commonly
used in software engineering. Hardware intensive firmware
denotes a development activity that has available a minimum
of tools necessary for creation (burn in) of the firmware.

11
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Another way of looking at entities to be man-
aged is in terms of the interrelationships between
the computer programs being developed and the
other software entities used during development
and testing of that program. This hierarchy is
illustrated in Table 2.

Table 2
Hierarchy of Controlled Entities

Entity Layer

Released entities Product layer

Promoted entities Test layer

Modifiable unique entities and
support software

Invocation layers

Product development
environment

Support software layer

Operating system Run-time software layer

The SCM process should support each of these
layers.
2.1.3.3 Still another way of viewing the enti-
ties is in terms of the intermediate products
generated in the process of building the computer
program product. Each of these intermediate
products may be viewed as:

(1) Modifiable entities. These items are the
individually modifiable units that are re-
quired to produce the deliverable entities.
They are the source code, control files, data
descriptions, test data, documents, etc, that
constitute the focus of SCM. The entities at
this level are referenced as units or com-
ponents in this guide.

(2) The compilation or assembly entities, such
as compilers. These are needed to develop,
test and maintain the program throughout
the life cycle of the product. These entities
are referenced as support software in this
guide.

(3) Application-specific entities. These are
the different representations that are cre-
ated in the process of producing the deliv-
erables. Examples are the results produced
by the compilation and assembly entities,
and link/load entities, such as a link
editor/locator. These culminate in the
product that is released for general use.
These entities are referenced as configura-
tion items (CI) in this guide.
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2.2 The Process of SCM

2.2.1 Management Environment of SCM. Soft-
ware engineering, and therefore SCM, takes place
within an organizational business environment.
To be effective, SCM must blend in with and
reflect the organization. It must take into account
the management style —entrepreneurial, very
disciplined, etc. The technical skills of the imple-
menting organization must be taken into account
as well as available resources when specifying
whether SCM is to be performed by a single organ-
ization or distributed among several. The organ-
ization must also be responsive to the kinds of
controls needed by the organization that will
ultimately be using the product.

SCM management provides support to the
organization by working within it to define imple-
ment policies, techniques, standards, and tools
that facilitate their control of the SCM process.
These processes assist other managers (and cus-
tomers as required) by supporting effective con-
figuration identification, change controls, status
accounting, audits, and reviews.

2.2.2 Dynamics of SCM. The cornerstone ac-
tivity of SCM is managing the change process and
tracking changes to ensure that the configuration
of the computer program product is'accurately
known at any given time. The change manage-
ment is accomplished by completely identifying
each baseline and tracking all subsequent changes

Identify Structure

Identify and Label
Baseline IEntities
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made to that baseline. This process is used
whether the baseline represents preliminary doc-
umentation, such as requirements, or a fully
documented program including source and object
code. All entities (specifications, documents, text
data, and source code) are subject to this change
management discipline.

Effectively managing baseline changes requires
that a scheme for identifying the structure of the
software product must be established. This struc-
ture relates to the hierarchical organization of the
computer program and is extended to include
all entities or work-products associated with the
program. This identification scheme must nor-
mally be maintained throughout the full life of the
computer program product. Usually a numbering
scheme or file name scheme is associated with the

- structure, and unique and appropriate labels are

assigned to each entity of the product.

. As new baselines are created in transition by a
promotion or release, the aggregate of entities is
reviewed or audited to verify consistency with the
old baseline, and the identification labeling is
modified to reflect the new baseline. Changes to
the different versions and revisions of each base-
line are maintained. The history of changes to
baselined configurations is maintained and made
available to engineering and management in sta-
tus reports. Figure 1 illustrates a model of the
SCM process.

.. Baseline A

| » Track Changes to Baseline A
| ® Report status of changes

j ® Verify new Baseline

Baseline B

| ® Track Changes to Baseline B
| * Report status of changes

| ¢ Verify new Baseline
|

Baseline C

* Track Changes to Baseline C

¢ Verify configuration

|
: * Report status of changes
|
|

Release Product

Baseline

Fig 1
Model of Change Management
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2.2.3 Role of Source Code in SCM. A key
entity to be managed is the source code, since it is
the basic representation in readable form of the
product being controlled. Other forms of docu-
mentation and data are verified by comparison to
this entity. At different phases in a development
cycle, source code may not be available and dif-
ferent baselined entities may be defined as the
basic representation. However, for most of the
software life cycle, the source code provides the
key entity for verification. The creation of exe-
cutable code for the machine is directly derived
(in the majority of computer systems) from the
source code by various mechanized tools, such as
assemblers, compilers, link/loaders, and interpre-
ters. Recreation of source code (and object code)
from design documentation can be costly. There-
fore, to control only design documentation does
not usually fully capture the implementation of
the software. If the source code were to be lost
because of improper, unreliable, or insufficient
controls, the cost of recreating all of the source
code would (in the majority of cases) be very
expensive because of the typically incomplete
state of the documentation.

Design documentation is verified against the
product represented by the source code. The test
entities (test design, text cases and procedures),
test data (including data generation procedures)
and test reports, are used to verify that the
executable code (produced by the source code)
matches the documentation. Documentation
needed for maintenance (programming note-
books, etc) and user documentation are also veri-
fied against the source code.

Depending on the difficulty of rebuilding a
complete set of executable code, the relocatable
code may also be identified and considered an
entity. However, the source code is generally
considered to be the primary, if not sole source in
establishing the product configuration.

Since source code can be interpreted differently
by different compilers, it is necessary to control
the versions of the support software used for a
specific released product so as to have full control
over the computer program product.

2.2.4 Different Levels of Control. Manage-
ment delegates the authority for action downward
to and including the work done by nonmanage-
ment personnel. Management also selectively
delegates aspects of control to nonmanagement
personnel. In this guide, the term levels of control
includes all control exercised by both manage-
ment and nonmanagement. The term authority
refers to control reserved by management for
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management decisions relative to allocation of
resources: schedule, production cost, customer
requirements for product cost, performance,
delivery, etc. Nonmanagement provides technical
data to support these evaluations. Since the SCM
Plan must identify all software CI (or classes
thereof) that will be covered by the Plan, it must
also define the level of management needed to
authorize changes to each entity. As the software
product evolves, it may be wise or necessary to
increase the management authorization level
(that is, level of control) needed. This can be
accomplished through the internal part promo-
tion hierarchy.

A general-use facility, which has many released
software CI as well as CI under development, will
often require many separate levels of control, and
possibly different levels of authority for approving
changes. For example, software CI that are used
by several organizations may require change
approval by management that is in charge of all
those organizations. Not only the CI that will be
delivered by the development group but also the
level of authority for all vendor-supplied or inter-
nally developed software tools, utilities, operating
systems, etc, used in the development need to be
identified. Software CI used within any interme-
diate organization may usually require change
approval by that organization’s management.
These intermediate organizations may have
unique design or analysis tools for their own use
on the project and can have change control
authority over these tools.

2.3 The Implementation of SCM

-2.3.1 Using Software Libraries. The tech-
niques and methods used for implementing con-
trol and status reporting in SCM generally center
around the operation of software libraries. Soft-
ware libraries provide the means for identifying
and labeling baselined entities, and for capturing
and tracking the status of changes to those
entities.

Libraries have been historically composed of
documentation on hard copy and software on
machine readable media, but the trend today is
towards all information being created and main-
tained on machine-readable media.8 This trend,
which encourages the increased use of automated
tools, leads to higher productivity. The trend also

8There may still be valid legal needs for maintaining hard
copy versions of all baselined materials. The ability to elimi-
nate hard copy media should not be construed as a necessary
or even wise thing for an organization to do.
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means that the libraries are a part of the software
engineering working environment. The SCM func-
tions associated with the libraries have to become
a part of the software engineering environment,
making the process of configuration management
more transparent to the software developers and
maintainers.

The number and kind of libraries will vary from
project to project according to variations in the
access rights and needs of their users, which are
directly related to levels of control. The entities
maintained in the libraries may vary in physical
form based on the leve] of technology of the soft-
ware tooling. When the libraries are automated,
the libraries that represent different levels of
control may be functionally (logically) different
even though they are physically the same. The
insertion of entities and changes to entities in a
controlled library should produce an auditable
authorization trail.

The names of libraries may vary, but fundamen-
tally three kinds should be considered, as outlined
in Fig 2.

The dynamic library, sometimes called the pro-
grammer’s library, is a library used for holding
newly created or modified software entities (units/
modules or data files and associated documenta-
tion). This is the library used by programmers in
developing code. It is freely accessible to the pro-
grammer responsible for that unit at any time. It
is the programmers’ workspace and controlled by
the programmers.

The controlled library, sometimes called the
master library, is a library used for managing the
current baseline(s) and for controlling changes
made to them. This is the library where the units
and components of a configuration item that have
been promoted for integration are maintained.

IEEE GUIDE TO

Entry is controlled, usually after verification.
Copies may be freely made for use by programmers
and others. Changes to units or components in
this library must be authorized by the responsible
authority (which could be a configuration control
board or other body with delegated authority).

The static library, sometimes called the soft-
ware repository, is a library used to archive
various baselines released for general use. This is
the library where the master copies plus autho-
rized copies of computer program configuration
items that have been released for operational use
are maintained. Copies of these masters may be
made available to requesting organizations.

2.3.2 Controlling Changes to Libraries. Sev-
eral possible methods for controlling access to
libraries are illustrated in the Appendixes. Appen-
dix B prescribes formal change control of several
configuration items at the component level within
established baselines. Another approach is having
rather informal methods for authorizing changes
to configuration items. This method is used for
fast integration of changes in a research type
environment, as in Appendix B. For libraries hav-
ing several configuration items including both
external (third-party software) and internal (in-
house developments) sources of supply, a mixture
of formal methods for authorizing changes is
applicable, as illustrated in Appendix C. Exter-
nally developed computer programs may be con-
trolled at CI levels, whereas internally developed
computer programs may be controlled at more
discrete component levels. The procedures for
authorizing changes may be integrated with the
software tools in an integrated environment, as
illustrated in Appendix D.

In summary, the levels of control described in
each appendix are illustrated in Table 3.

Promote Release
Actions Actions
Dynamic Library Controlled Library
»  USER
Controlled by Controlled by
Generation Affected Operations
Activity
Impound
Actions
|
Static Library

Fig 2

Maintained by
Corporate Entity

Three Types of Libraries
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Table 3
Levels of Control in Sample Plans
Appendix A Appendix B Appendix C Appendix D
Number of CI Several CI (internal) 3 CI (internal) Internal CI 2 CI (internal)
External ClI
Components (CSC) All components Internal components Unit
Type of control Formal Informal Formal Formal (automated)

2.3.3 Using Configuration Control Boards.
Another functional concept of SCM is the ex-
tended use of configuration control boards
(CCB). This concept provides for implementing
change controls at optimum levels of authority.
Configuration control boards can exist in a hier-
archical fashion (for example, at the program,
system design, and program product level), or one
such board may be constituted with authority
over all levels of the change process. In most
projects, the CCB is composed of senior level
managers. They include representatives from the
major software, hardware, test, engineering, and
support organizations. The purpose of the CCB is
to control major issues such as schedule, function,
and configuration of the system as a whole.

The more technical issues that do not relate
to performance, cost, schedule, etc, are often
assigned to a software configuration control
board (SCCB). The SCCB discusses issues related
to specific schedules for partial functions, interim
delivery dates, common data structures, design
changes and the like. This is the place for deci-
sion-making concerning the items that must be
coordinated across CI but which do not require
the attention of high level management. The SCCB
members should be technically well-versed in the
details of their area; the CCB members are more
concerned with broad management issues facing
the project as a whole and with customer issues.

2.4 The Tools of SCM. The SCM software tools
selected for use by a project and described in a
Plan need to be tompatible with the software
engineering environment in which the develop-
ment or maintenance is to take place.

SCM tools are beginning to proliferate and
choices have to be made as to the tool set most
useful for supporting engineering and manage-
ment. There are many different ways of examin-
ing available SCM tools. One way is to categorize
them according to characteristics of their prod-

ucts: a filing system, a data-base management
system, and an independent knowledge-based
system.” Another way is to examine the functions
they perform: clerical support, testing and man-
agement support, and transformation support.f A
third way of categorizing the SCM tools is by how
they are integrated into the software engineering
environment on the project. The current set of
available SCM tools is classed in terms of the level
of automation they provide to the programming
environment on a project.
2.4.1 Basic Tool Set. This set includes:
(1) Basic data-base management systems
(2) Report generators
(3) Means for maintaining separate dynamic
and controlled libraries
(4) File system for managing the check-in and
check-out of units, for controlling compila-
tions, and capturing the resulting products
This set is compatible with a programming
environment that is relatively unsophisticated.
The tools control the information on hard copy
regarding a program product. They assume a
capability for maintaining machine processable
libraries that distinguish between controlled and
uncontrolled units or components. The tools sim-
plify and minimize the complexity, time, and
methods needed to generate a given baseline.
Appendix B illustrates a project using such a tool
set.
2.4.2 Advanced Tool Set. This set includes:
(1) Items in the basic tool set
(2) Source code control programs that will
maintain version and revision history
(3) Compare programs for identifying (and
helping verify) changes

7Reference: British Alvey Programme.

8Reference: Life Cycle Support in the Ada® Environment by
Mc Dermid and Ripken.

9Ada is a registered trademark of the US Government,
AJPO.
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(4) Tools for building or generating executable
code

() A documentation system (word process-

ing) to enter and maintain the specifica-

tions and associated user documentation

files

A system/software change request/authori-

zation (SCR/SCA) tracking system that

makes requests for changes machine read-

able

This set provides a capability for a SCM group
to perform more efficiently on larger, more com-
plex software engineering efforts. It assumes a
programming environment that has more com-
puting resources available.

It provides the means of efficiently managing
information about the units or components and
associated data items. It also has rudimentary
capabilities for managing the configurations of
the product (building run-time programs from
source code) and providing for more effective
control of the libraries. Appendix A illustrates use
of such a tool set.

2.4.3 On-Line Tool Set. This set includes:

(1) Generic tools of the advanced tool set inte-
grated so they work from a common-data
base : '

An SCR/SCA tracking and control system
that brings generation, review, and approval
of changes on-line )
Report generators working on-line with the
common data base, and an SCR/SCA track-
ing system that enables the SCM group to
generate responses to on-line queries of a
general nature

This set of tools requires an interactive pro-
gramming environment available to the project. It
also provides an organization with the minimal
state-of-the-art SCM capabilities needed to sup-
port the typical interactive programming environ-
ment currently available in industry. It assumes
on-line access to the programming data base and
the resources necessary for using the tools.
Appendix C illustrates use of such a SCM tool set.

2.4.4 Integrated Tool Set. This set includes:

(1) On-line SCM tools covering all functions

(2) An integrated engineering data base with
SCM commands built into the on-line engi-
neering commands commonly used in de-
signing and developing programs (most
functions of CM are heavily used during
design and development phases)

The integration of the SCM commands with
on-line management commands for build-
ing and promoting units and components

(6)

(2)

3

(3)
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This set integrates the SCM functions with the
software engineering environment so that the
SCM functions are transparent to the engineer.
The software engineer becomes aware of the SCM
functions only when he/she attempts to perform
a function or operation that has not been autho-
rized (for example, changing a controlled entity
when the engineer does not have the required
level of authority or control). Appendix D illus-
trates a project having such an approach to SCM.

2.5 The Planning of SCM. Planning for SCM is
essential to its success. Most of the routine activi-
ties associates with SCM are repetitious, clerical-
type activities, which can be automated fairly
easily. Effective SCM involves planning for how
activities are to be performed, and performing
these activities in accordance with the Plan. The
more important disciplines of SCM, such as defin-
ing a scheme for identifying the configuration
items, components, and units, or the systematic
review of changes before authorizing their inclu-
sion in a program, are management activities that
require engineering judgment. Relating engineer-
ing judgment-with management decisions, while
also providing the necessary clerical support
without slowing the decision-making process, is
the critical role of SCM personnel and tools, or
both.

SCM defines the interaction between a number
of activities extending throughout the life cycle of
the product. The SCM Plan functions as a central-
ized document for bringing together all these dif-
ferent points of view. The cover sheet of the Plan
is usually approved by all of the persons with
responsibilities identified in the Plan. This makes
the Plan a living document, to be maintained by
approved changes throughout the life of the com-
puter programs.

Maintenance of the Plan throughout the life of
the software is especially important as the dis-
ciplines of identification, status reporting, and
record keeping apply throughout the maintenance
part of the life cycle. Differences may be expected
in how change processing is managed; and these
need to be understood by all participants.

It should be clear from the information given
above, but it is stated explicitly here, that the
application (and thus the planning) of SCM is
very sensitive to the context of the project and
the organization being served. If SCM is applied as
a corporate policy, it must not be done blindly,
but rather it should be done in such a way that
the details of a particular SCM application are
reexamined for each project (or phase for very
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large projects). It must take into consideration
the size, complexity, and criticality of the soft-
ware system being managed; and the number of
individuals, amount of personnel turnover, and
organizational form and structure that have to
interface during the life of the software system
being managed.

This guide provides suggestions as to how
ANSI/IEEE Std 828-1983 [2] can be interpreted
for specific projects, and items to be considered in
preparing a plan. The objective of the planner is
to prepare a document that

(1) Clearly states the actions to be performed

by software engineering and supporting
activities that are required to maintain vis-
ibility of the evolving configuration of the
computer program products
Supports management in the process of
evaluating and implementing changes to
~each configuration
(3) Assures that the changes have been prop-
erly and completely incorporated into each
computer program product.

()

3. Software Configuration
Management Plans

3.1 Introduction. Because SCM extends through-
out the life cycle of the software product, the SCM
Plan is the recommended focal point for inte-
grating and maintaining the necessary details for
software CM. Projects do differ in scope and com-
plexity and a single format may not always be
applicable. ANSI/IEEE Std 828-1983 [2] describes
a minimum format for plans with a maximum
amount of flexibility. If a section of the format is
not applicable, the sentence There is no pertinent
information for this section should be inserted to
indicate that the section has not been overlooked.

It is desirable to provide a synopsis for users of
the Software Configuration Management Plan and
for the managers who must approve it. In each
Appendix to this guide, a synopsis has been pre-
pared to set the context surrounding the genera-
tion of the sample SCM Plan. For purposes of this
guide, the viewpoint of each synopsis in the
Appendixes is directed towards the user of the
guide.

3.1.1 Purpose. The theme here is to inform
the reader of the specific purpose of the SCM
activity(ies) to be defined in the SCM Plan. It is
sufficient to write a brief paragraph identifying
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the system to which the particular SCM Plan
applies, noting any dependencies on other SCM or
CM Plans. For example, Appendix A emphasizes
thoroughness of audits and reviews to assure
conformance to contractual requirements for a
computer program product; the theme is rigorous
control of the configuration during development.
Appendix B is directed towards low cost, quick
response to changes, and documentation of the
as-built versions of the computer programs. In
Appendix C the theme is maintaining configura-
tion control of many computer program products
after development and while they are in use. This
is complicated by the necessity to manage third-
party software and subcontracted software along
with internally developed software. Appendix D is
directed towards the complex process of generat-
ing computer programs, and includes third-party
software and subcontracted software in an envi-
ronment where changes to configurations are
driven by marketing, engineering, vendor changes,
and customer demands, as well as the normal
iteration of engineering changes.

3.1.2 Scope. The scope of the Plan encom-
passes the tasks of SCM. The function of the sub-
section is to

(1) Identify the specific SCM concerns

(2) Define what the Plan will and will not

address

(3) Identify the items to be managed.

3.1.2.1 It is also important to identify the
(1) Lowest entity in the hierarchy (the control
element) that will be reviewed by the top
level project or system management CCB
(2) Smallest useful entity that will be reviewed
(a module, a unit, a line of code) by techni-
cal management (SCCB)
(3) Deliverable entities or configuration item(s)
to be released for use as separate entities
The definition and scope of each entity of the
configuration item and the kind.-of control to be
considered for each type of entity is also needed.
A short description of relationships among con-
figuration items may be appropriate. The boun-
dary of the SCM activities may be described here
with the help of graphics (block diagrams, tables,
engineering drawing) as necessary.

Issues to Consider in Planning
Section 1.2 —Scope
(1) What are the characteristics of the
configuration items to be controlled?
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(2)

3

(4)

(%)

(a) Only one application programi0

(b) Many separate small application
programs

{¢) An integrated set of application
and support programs embedded
in a system

(d) Computer programs as an inte-
gral part of a hardware system

What are the different high-level inter-

faces to be managed?

(a) People, organization interfaces

{(b) Subcontractor interfaces

(c) Specification interfaces

(d) Contractor interfaces

(e) Hardware interfaces

(f) Life cycle phase interfaces

(8) Software interface

What are the time frames of the project

(a) Life cycle phases

(b) Calendar time

What resources will be available or

required for the SCM activities?

(a) Machine resources

{b) Space resources

(c) People resources

(d) Schedule dependencies

What are the software engineering

entities to be controlled?

(a) Contractual documents

(b) Specifications

(c) Other documentation

(d) Test procedures, data, verification
reports

(e) Source code

(f) Support software

3.1.3

Definitions. Subsection 1.3 of the

Plan is used to capture all definitions needed
for understanding the Plan or helpful for
communication.

(1)
(2)

3
(4)

Issues to Consider in Planning
Section 1.3 — Definitions

Are the definitions easily understood?

Is there a list of definitions that can be

easily referenced?

Do you really need to define a new

term?

Can a glossary of acronyms be used?

10Throughout the guide, when lists are added to questions
in the issues to consider NOTES, the lists are to be considered
as suggested items, not an exhaustive checklist as in a stan-

dard.
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It is best to use standard definitions that
are common to the industry. For example,
terms defined in ANSI/IEEE Std 729-1983
{1] have been arrived at by a consensus of
professionals in the industry; it is a good
source to use. Numerous new definitions
tend only to make understanding the Plan
more difficult. Define only those new terms
that have to be defined — usually specific to
the computer program product. Also dupli-
cating definitions used elsewhere leads to
unnecessary work to maintain them current —
another configuration management task.

3.1.4 References. Subsection 1.4 of the Plan
lists the documents cited elsewhere in the Plan.
References made here refer to existing documents
and, when customers are involved, the contrac-
tual standards and directives cited in the Plan.
Having all the references in one place eliminates

" duplication of citing different sources. This makes

a Plan that is more readable and supports general
standardization of work instructions.

Issues to Consider in Planning
Section 1.4 — References
(1) Can policies, practices, and procedures
that already exist within the organiza-
tion be referenced?
(2) Is each reference necessary for the
Plan?
(3) Are some references a part of the
organization’s directive system?
Large, critical software developments, such
as illustrated in Appendix A, tendtorelyona
set of standards that are shared with other
projects. This makes for better communica-
tion among those using the same general sys-
tem but at the cost of some flexibility. Smaller
projects, such as cited in Appendix B do not
need the cross-checks and redundancy of
these generalized standards and tend to rely
on fewer documented standards.
Referencing helps to reduce the bulk of the
document that must be maintained. Care
should be taken to reference only those doc-
uments that are directly applicable to the
Plan. Excessive references will lessen the
effectiveness of the more important refer-
ences. A distinction should be made between
references that are necessary for execution
of the Plan and those documents that are
included as general or supplementary infor-
mation.
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3.2 Management. Section 2 of the Plan has the
theme of relating the elements of the SCM disci-
pline to specific activities of the project’s or com-
pany’s management organization. It also provides
an opportunity to specify budgetary, schedule,
and resource requirements necessary to carry out
the Plan.

3.2.1 Organization. In 2.1 of the Plan, func-
tions are allocated to organizational entities.
Interfaces between organizations are handled in a
separate section (2.3). The functions of the SCM
department itself (if it will exist) are defined in
more detail in 2.2. It is not necessary or desirable
in most cases to allocate all SCM functions to an
SCM department; SCM is a part of the entire soft-
ware engineering process and as such may best be
___accomplished by the various organizations actually
Be?forming the systems engineering or integra-
tion. Software Development, Systems Engineering,
Test and Quality Assurance departments all may
assume significant roles in carrying out SCM
functions. The Issues to Consider listed below are
designed to provide a starting point in looking at
the project’s work-flow in relation to the current
management structure and to support considera-
tion of how the SCM activities can be best allo-
cated or coordinated.

Issues to Consider in Planning
Section 2.1 — Organization
(1) What kind of product interfaces have
to be supported within the project

itself?

(a) Software —hardware

(b) Software — software

(c) Software maintained at multiple
sites

(d) Software developed at different
sites .

(e) Dependencies on support software

(f) Maintenance changes generated

(2)

3

4)
(6)

from different sites
What are the capabilities of the staff
available to perform CM specific activ-
ities?
What is the management style of the
organization within which the software
is being developed or maintained?
Who will be responsible for maintain-
ing the support software?
What organizational responsibilities
are likely to change during the life of
the Plan?
(a) Project management organization
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(b) Organizational interfaces

(c) Configuration management or-
ganization .

Who has the authority to capture data

and information and who has authority

to direct implementation of changes?

What are the plans for maintaining

current organization charts(s)?

What level of management support is

needed forimplementing various por-

tions of the SCM discipline?

Will the project management be con-

fined to a single organization or will it

be distributed among several organi-

zations?

Are responsibilities for processing

changes to baselines clearly indicated,

including who

(a) Originates changes

(b) Reviews changes

(c) Signs-off changes

(d) Approves changes

(e) Administers the process

(f). Validates and checks for comple-
tion?

Who has the authority to release any

software, data, and associated docu-

ments?

Who has the responsibility for various

SCM activities?

(a) Ensuring the integrity of the soft-
ware system
. (b) Maintaining physical custody of
the baselines
(c) Performing product audits (ver-
sus quality audits)
(d) Library management
(e) Developing and maintaining spe-
cialized SCM tools
(13) How is authority vested for handling

exceptional situations and wajvers?

If the plan for maintaining organizational

charts shows a certain organization or man-
agement group (such as the program office
or the business management office) assum-
ing this responsibility, it may be wise to refer-
ence those charts in the Plan rather than
placing the actual chart in the document,
which must then be maintained every time
another group of charts is updated. Alterna-
tively, the organizational chart may be shown
in the initial version of the Plan with a foot-
note directing readers to the proper official
source for updates. It is usually best to
include organizational charts that refer only
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to functional names (such as department
names) rather than to individuals responsi-
ble for managing them. This information is
quite dynamic in most organizations, and it is
probably not worth updating a Plan every
time a department is assigned a new manager.

Consider advantages of alternative forms
of organizing activities. Appendix A illustrates
a complex, critical software development
where there is a strong need for indepen-
dence and centralization of SCM duties in a
functional type organization. Appendix C also
illustrates a functional type organization but
for a different reason: in a software mainte-
nance environment, SCM plays a stronger
role in managing the change processing, even
to the scheduling of work— more so than in a
typical development environment.

Another point to consider is the manage-
ment support for the various SCM disciplines.
Note, for example, in Appendix B the man-
agement supported some concepts of SCM
but wanted the process to be as painless as
possible for the software developers and cus-
tomers. The SCM administrator established a
method of collecting information necessary
to achieve the purpose without interfering
with the flow of changes to the sites. Sim-
ilarly, the other Appendixes illustrate SCM
practices that are tailored to the reality of
the situations in which they are found.

For ease of reading, organize the tasks and
the owners in terms of the classical set of
CM functions: identification, configuration
control, status accounting, and audits and
reviews. The matrix in Appendix A, Table 1
illustrates how this kind of information can
easily be presented.

3.2.2 SCM Responsibilities. If a specific SCM
department or group is identified in the manage-
ment structure, this section provides a specific
description of the role this organization will play
in the overall SCM process.

Issues to Consider in Planning
Section 2.2 —SCM Responsibilities

(1) Are there any special considerations
for this project that require the SCM
department to change its standard
method of doing business?

(2) What explicit assumptions is the SCM
group making in planning their part of

the project?
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(3) Are there specific expectations on the
part of the customer or client (such as
contractual requirements) for an SCM
group that need to be taken into
account? ,

While the major considerations may center

on responsibilities of the configuration con-
trol boards (CCB), there is the need to con-
sider the responsibilities of other activities
such as software quality assurance (SQA),
users of the system, other system or hard-
ware configuration control boards, and other
management activities.

3.2.3 Interface Control. The theme of subsec-
tion 2.3 of the Plan is how SCM disciplines are
coordinated and how they are used to manage
interfaces throughout the project’s life. This is the
place to define the roles and composition of the
various CCB, SCCB, and other activities and prac-
tices used for interface control. All types of inter-
faces should be considered.

The scope of the SCM Plan (1.2) specifies the
boundaries of the CI and the jurisdiction of the
Plan, but this boundary is often not as clear as it
should be and the control mechanisms are even
fuzzier. The definition of interfaces is one of the
most important planning elements for ensuring a
smooth operation. Every possible effort should be
made to reach a common agreement regarding
each organization’s responsibility regarding the
interface(s), and then document them in this
subsection. The basic types of interfaces to con-
sider here include organization, phase, software,
and hardware.

Organizational interface elements include inter-
faces between various organizations involved with
the product; for example, vendor to buyer, sub-
contractor to contractor, and co-developer to co-
developer. It is typical that different organizations
have different views of a product and will apply
different expectations to it. Effective SCM disci-
plines can help minimize and resolve these differ-
ences whenever and wherever they may arise.

Phase interface elements include transition
interfaces between those life cycle phases of the
product that are included in the Plan. They are
often coincident with a transition in control of
the product between different organizations; for
example, promotion from a development group to
a formal testing group. Effective SCM disciplines
can support these transitions with all the docu-
mentation, code, data, tools, and records that are
needed for management to smoothly continue
SCM on the product.
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Software interface elements are the agreements
shared between the computer program product
and other software entities (for example, operat-
Ing system, utilities, communication system).
These agreements involve the structure and
meanings assigned to data passing and opera-
tional coordination of the data and the results.
The other software may already exist or may be
concurrently developed. Effective SCM disciplines
can make these agreements generally known and
assist management in maintaining the integrity of
the product(s).

Hardware interface elements are the agree-
ments shared between the computer program
product and characteristics of any hardware in
the environment with which the program product
interacts. These agreements involve capabilities
provided by the hardware and operations defined
by the computer programs. Effective SCM disci-
plines help make thése agreements known and
support their evaluation for consistency through-
out the evolution of both hardware and software.

Issues to Consider in Planning
Section 2.3 —Interface Control

(1) What are the organizational interfaces?

(2) What are the important interfaces be-
tween adjacent phases of the life cycle?

(3) What are the interfaces between dif-
ferent entities of the computer pro-
grams?

(4) What are the dependent hardware inter-
faces?

(5) Where are the documents defined and

maintained that are used in interface

control?

What are the procedures for making

changes to these interface documents?

Interface control should be extended to
include more than just documentation. If the
hardware configuration and its supporting
software interfaces are complex, then the
Plan must also include or reference controls
for hardware drawings and equipment as
well. The sample Plan in Appendix D illus-
trates the interface between multiple kinds
of computer programs in a variable hard-
ware configuration. In real-time system envi-
ronments, the interface controls may involve
tracking changes to configurations of ex-
ternal sensors, valves, etc. Typically, in
a software modification and maintenance
situation, human operator interface controls
may play a significant role in this section. In

(6)
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some organizations, [EP|ROM are considered
hardware, yet the programs residing in them
must be explicitly dealt with in this section of
the Plan. The guiding principle of SCM is that
any proposed changes to the product or to
its expected use be considered and evaluated
in an open, documented, deliberate, and
mutually acceptable fashion.

3.2.4 SCM Plan Implementation. Subsection
2.4 of the Plan has the theme of providing details
concerning the implementation of the key SCM
milestones identified in the Plan. These details
include:

(1) Identification of prerequisites or required
activities that affect the Plan and the
sequencing of events in the Plan

(2) Schedules for accomplishing these items

(3) Resource requirements (for example, ma-
chine time, disk space, specialized tool
availability, and staff support)

The implementation section’s level of detail and
complexity are dependent on the level of com-
plexity of the system being controlled. Small soft-
ware development activities, particularly those
that focus primarily on software and are not
currently tied to hardware systems development,
may need relatively simple implementation sche-
dules. SCM Plans that support more complex
activities, such as software maintenance (Appen-
dix C) or development and maintenance of
product line software (Appendix D), will have
more complex implementation schedules but will
focus more on events such as release for use, new
product baselines, audits, and reviews.

Issues to Consider in Planning
Section 2.4 —SCM Plan Implementation
(1) Are the resources planned for SCM
commensurate with the size and com-
plexity of the system being controlled?
(2) How will the SCM activities be coordi-
nated with other project activities?
(3) How will the different phases (devel-
opment, maintenance) be managed
throughout the software life cycle?

Resource requirements should be carefully

~ considered and included here only when they
are important factors in implementing the
Plan. If there are any separate project doc-
uments that contain the necessary infor-
mation (for example, department budgets,
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development laboratory implementation
Plans), include them here by reference to
avoid unnecessary document maintenance.
Iters to include are:

(1) People resources

(2) Computer and computer-related re-

sources

(3) Library space

(4) Storage space (including electronic

media)

It is usually impractical to put actual dates
in the Plan for events. In general, it is better
from the maintenance perspective to ,put
actual dates in a schedule chart kept in an
appendix or a separate document. In this
section it is more appropriate to refer to sig-
nificant events in terms of their relationships
to other milestones (for example, a controlled
library for source code will be established fol-
lowing the completion of the critical design
review), or in terms of their relationship in
time to other events (for example, the physi-
cal configuration audit will be held 90 days
after the functional qualification test).

Requirements for implementation should
be discussed in the same sequence in this
section as they are discussed in the body of
your Plan (for example, configuration identi-
fication is followed by product baselines).
This should make correlating the Plan with
the implementation considerations easier for
the user.

Keep in mind that this section should be
updated as the project continues. Consider
reviewing this section and making any neces-
sary additions or changes upon the achieve-
ment of each major milestone in the system
development life cycle (for example, comple-
tion of functional design) or on a periodic
basis (for example, once per quarter).

Project managers are often asked to pro-
vide a budget for SCM separate from the
development budget. Little historical data
are reported in the literature, primarily
because every SCM activity has a slightly
different organizational structure. In the
example given in Appendix B, the project
defined 0.5 full time equivalent man-months.
Other types of projects, such as illustrated in

Appendix A, will require a larger portion of

dedicated SCM personnel. In general, how-
ever, as more effective automated tools are
deployed and used, the need for dedicated
personnel will diminish.
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3.2.5 Applicable Policies, Directives, and Pro-
cedures. Subsection 2.5 of the Plan has the theme
of identifying and defining the degree to which
existing and future SCM policies and procedures
apply to the Plan. The actual identification of ref-
erenced documents, and information on how to
obtain them should be cited in Section 1.4 of the
Plan. Subsection 2.5 provides the opportunity to
interpret the use of reference document(s) and
to describe any new document(s) that may be
planned or are under development (which, obvi-
ously, cannot be cited in Section 1.4 of the Plan).

Issues to Consider in Planning
Section 2.5 — Applicable Policies,
Directives and Procedures
(1) Are any standard identification pro-
cedures available?
(a) Standard labels for products
(b) Identification of the hierarchical
‘ structure of computer programs
(c) Component and unit naming con-
ventions and limitations
Numbering or version level desig-
nations
(e) Media identification methods (in-
cluding [EP]ROM)
{f) Data-base identification methods
(g) Documentation labeling and iden-
tification standards
(2) Are any specific procedures existing
' for interacting with the dynamic li-
braries?
(a) Promoting from one type of library
to another ’
(b) Documentation releases
(c) Releasing computer
products
(d) Releasing firmware products
(3) Are there standard procedures for
managing the change process?
(a) Handling change or enhancement
requests
(b) Provisions for accepting changes
into a controlled library
(c) Processing problem reports
(d) Membership in CCB
(e) Operating CCB
(f) Capturing the audit trail of
changes
(4) Are any status accounting procedures
available?
(a) Reporting procedures for sum-
marizing problem reports

(d)

program
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(b) Standard reports and other for-

matted management information

(¢) Distributing status data
(5) Are there procedures for audits?

‘(a) Procedures for functional config-

uration audits

(b) Procedures for physical configu-

ration audits ,
(6) Are there procedures for other general

SCM activities?

(a) Standards for accessing and con-
trolling libraries, including secur-
ity provisions, change processing,
backups and long-term storage
Forms or file definitions for prob-
lem reports, change requests, doc-
umentation change notices, etc

The set of procedures need not be devel-
oped at one time; but effort consistently ap-
plied over a period of time can generate an
adequate set of policies and procedures that
are effective. The kinds of policies, directives,
and procedures that are part of an organiza-
tion’s general practices and procedures might
also be considered a part of the Plan.

(b)

3.3 SCM Activities. The SCM organizational de-
scriptions in Section 2 of the Plan describe who
has what responsibilities for software configura-
tion management. Section 3 of the Plan describes
how these groups accomplish their responsibil-
ities.

3.3.1 Configuration Identification. The theme
of this subsection is to document an identification
scheme that reflects the structure of the product.
This is a critical task of SCM, a most difficult task
but one that is necessary for a smoothly running
SCM operation. It is critical because the flow of
management control must follow the structure of
the software being managed. It is important be-
cause the identification scheme carries forth
through the life of the computer program(s). It is
difficult because at the time the identification
scheme is constructed, the structure of the prod-
uct is rarely known to the level of detail required
during the development process.

Relating the identification scheme to the struc-
ture of the computer programs is complicated
because there are generally two levels of identifi-
cation that SCM has historically kept separate.
The first level, the identification of configuration
 items and components recognized by manage-
ment and users, is identified traditionally by
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documentation. This is the level associated with
released programs. The second level, the labeling
of files (parts), is more unique to software and is
constrained by the support software used in
generating code. File nomenclature must support
the structure of the product. Typically, these files
are identified with mnemonics unique to a project
and need to be correlated back to the identifica-
tion scheme. This is the level associated with the
parts of a released program. SCM not only must
set identification schemes for both of these levels,
but also must devise a method for relating the two
different views of the same product.

Project management generally determines the
criteria for identifying CI and subordinate control
level items. SCM then devises the identification
numbering or labeling structure for tracking those
entities.

Other kinds of problems that should be consid-
ered include legal responsibilities. Some contracts
require that all new code added to a program
belongs legally to the owner of the original com-
puter programs. Problems of third-party software
acquisition must also be considered. The legal
status of each program should be accurately
identifiable before the computer programs are
released for use. Usually some controls must be
placed on the number of copies of third-party
software passed through and delivered to custo-
mers as royaity payments might even be required.

Issues to Consider in Planning

Section 3.1 — Configuration Identification

(1) What scheme is to be used to relate
the identification of files to the for-
mal (document based) identification
scheme?
How does one relate the software
identification scheme to the hardware
identification scheme when the com-
puter programs are deeply embedded
in the system (for example, device
controller firmware, code and data
split between ROM firmware and load-
able RAM image code)?
How does one identify computer pro-
grams embedded in [EPJROM?
What specifications and management
plans need to be identified and main-

* tained under configuration manage-
ment?
(5) What timing is involved in naming -
documents as CI?

(2)

3)
4)




ANSI/IEEE
Std 1042-1987

(a) When does a document enter into
controlled status (for example,
when presented by author, when
reviewed, when rework is verified,
or when the document is formally
distributed)?

When and how does a document

get removed from the CI status?

(6) Is a separate identification scheme
needed to track third-party software?

(7) Is a special scheme needed to identify
reusable/reused software as different
from other software parts?

(8) Are there differences in identification
across projects that have different fis-
cal accounting?

(9) How does one identify support soft-

ware such as language translators,

linkers, and cross-support tools?

Is a special identification scheme

needed to identify test data (transac-

tion files, data-bases, etc) that must be
kept for regression testing?

Is there a need to identify tables and

files for data driven systems?

One practice for identification of parts of a
CI (as illustrated in Appendix A) is to use a
version description document to relate the
different files to the component or configu-
ration item scheme. A suggested practice for
embedding computer programs into hard-
ware systems is illustrated in Appendix D
where the system index type of project iden-
tification is used.

The management of firmware changes can
become difficult when the package becomes
a part of the hardware item. The problem re-
mains to relate functional capabilities to
physical part identifiers, especially when
changes to the firmware are closely coupled
to changes in the system or application soft-
ware (for example, boot loaders, device con-
trollers, and high-level ROM-resident system
debuggers).

Third-party software needs to be tracked
even though it is not changed in the same
manner as other software. This is especially
important if you, as a reseller, accept respon-
sibility of collecting and dealing with problem
reports generated by your customers for
these products. It may be necessary too for
compliance with legal restrictions on copies
and distribution accounting. Appendix C
describes this identification situation.

The successful reuse of pieces of software

(b)

(10)

(11)
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in a (controlled) production library requires
a standardized identification scheme to re-
trieve packages or units and account for
their use in different configurations. Appen-
dix C, 3.1 references identification of reused
software. It should be noted that it is impor-
tant to control the test procedures and test
cases needed for regression testing in an
environment that maintains such software
or has extensive dynamic libraries of reus-
able software.

The identification scheme needs to refer-
ence dependent supporting software. There-
fore, provisions must be made for identifying
the internal documentation, data, and pro-
grams used in the generation of the compu-
ter program product(s).

3.3.1.2 Identify Project Baselines. Base-
lines are an effective mechanism to allow many

-people to work together at the same time. They

are a way of synchronizing people working on the
same project. The SCM discipline, as in all CM,
focuses its activity around the construction and
maintenance of baselines. The modifiable units
need an identifying mechanism, and a way of de-
scribing what is contained in their aggregates is
needed. Even if the program is small, a baseline is
used to let the other, nonprogramming people,
know what is taking place.

Issues to Consider in
Defining Baselines

(1) Are baselines other than, for example,
the traditional three required!! to sup-
port the project?

- (2) Who is needed to authorize the crea-

tion of new baselines?

(3) Who approves a baseline for promo-
tion?

(4) How and where are the baselines cre-
ated and who is responsible for them?

(5) How will the numbering system ac-
count for different baselines?

The traditional baselines used in CM (functional, allo-
cated, product) are defined in ANSI/IEEE Std 828-1983 (2]
along with the minimal requirements for identifying and
establishing those baselines. Additional internal or develop-
mental baselines can be defined and included in the Plan when
necessary. For example, in making multiple builds, it is useful
to define separate baselines for each build to keep the status
of changes straight. The sample SCM Plan in Appendix B illus-
trates the use of multiple builds. These developmental base-
lines are very helpful for integrating and testing large software
systems.
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(a) Different versions
changes)
(b) Different revisions (something to
make the existing functions work)
(6) How are baselines verified?
(a) Reviews
(b) Customer approval
(c) Developer test reports
(d) Independent verification and vali-
dation
(7) Are baselines tied to milestones?
(a) Developmental milestones
(b) New versions

Baselines tie documentation, labeling, and
the program together. Developmental base-
lines define a state of the system at a specific
point in time, usually relative to an integra-
tion level, and serve to synchronize the engi-
neering activity and documentation that
occurs at that time,

Promotions are basically a change in the-
informal authority required to effect changes-
in developmental baselines. The new author-
ity commonly represents a higher level of
engineering management. The programmer
cannot change a unit that has been pro-
moted and integrated with other program-
mer’s units without notifying the others
involved, and gaining their (explicit or im-
plicit) approval by way of an SCCB (or CCB).

The more formal baselines (functional, allo-
cated, and product) define a product capa-
bility associated with performance, cost, and
other user interests. These baselines relate
the product to contractual commitments.

(functional

3.3.1.3 Delineate Project Titling, Labeling,
Numbering. This part of the Plan defines the
procedures and labels for identifying the CI,
components, and units. This is important for
identifying and retrieving information, reporting
status and for legal protection of data rights.

Issues to Consider in Labeling
and Numbering

(1) Is there a (corporate) standard for
labeling that must be used?

(2) Does the identification scheme pro-
vide for identification of versions and
revisions for each release?

(3) How can or will the physical media be
identified?

(4) Are specific naming conventions avail-

able for all modifiable entities?
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(5) Does the identification scheme need
to identify the hierarchy of links be-
tween modifiable entities?

(6) Are there constraints on unit and file
names?

(a) Compiler and file system limita-
tions on name length and compo-
sition

(b) Mnemonic requirements

(c) Names that cannot be used

It is often useful to have the identification
label indicate the level (that is, release, ver-
sion, and revision) of the product it identi-
fies. Labeling the components or units of
computer programs can be accomplished in
several ways. Numbering schemes can be
devised to identify the components. A hier-
archy of names can be devised that organizes
and identifies parts using mnemonic or Eng-
lish labels. Naming conventions that are
associated with the compilation system and
are significant for a project are most easily
used. )

[EP]ROM labeling has special problems
and will require a different scheme than that
used for -RAM-based packages shipped on
disk or tape. In developing embedded com-
puter programs, there is the additional con-
sideration of labeling the media ([EPJROM)
with the correct version of the programs.
This means that the identification scheme of
some computer program packages must
somehow relate to the hardware identifica-
tion scheme. One possible solution is to use
the version description document (VDD) form
for relating the computer program identifi-
cation documents to the altered item draw-
ings conventionally used for identifying the
[EP]ROM parts.

3.3.2 Configuration Control. Subsection 3.2 of
the Plan describes how the configuration control
process is managed. The theme here deals with
identifying the procedures used to process
changes to known baselines. An appropriate level
of authority for controlling changes must be iden-
tified or delegated for each baseline. The organi-
zations assigned responsibilities for control in
Section 2 of the Plan have to manage changes
made to the entities identified as defined in
Section 3.1 of the Plan. Procedures for processing
the requests for changes and approvals must be
defined.
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3.3.2.1 Levels of Authority. The levels of
authority required to make changes to configura-
tion items under SCM control can vary. The sys-
tem or contract may often dictate the level of
authority needed. For example, internally con-
trolled software tools may require less change
controls than man-rated or critical software devel-
oped under contract. The levels of authority may
vary throughout the life cycle. For example,
changes to code in the development cycle usually
require a lower level of control to be authorized
than changes to the same code after it has been
released for general use. The level of authority
required can also depend on how broadly the
change impacts the system. A change affecting
specifications during the requirements analysis
phase has less ramifications than a change affect-
ing software in operational use. Likewise, changes
to draft versions of documents are less controlled
than changes to final versions. Changes to a prod-
uct distributed to several sites and used by many
different users requires a different level of author-
ity than products with a very restricted or min-
imal user base."

The level of control needed to authorize changes
to developmental baselines depends on the level
of the element in relation to the system as a whole
(for example, a change in logic affecting one or a
few units usually has less impact on the system
than an interface between CI, especially if the CI
are developed by different organizations.

Issues to Consider in Defining
Levels of Authority

(1) Is the level of authority consistent
with the entities identified in subsec-
tion 3.1 of the Plan?

(2) When are levels of control assigned to
the modifiable units (parts) of the
computer programs during top level
and detail design stages (technical
engineering phase) for developmental
baselines?

(3) Do control levels assigned for devel-
opmental baselines (for both compo-
nents and configuration items) need
to be reviewed by management?

(4) Are there significant increases in lev-
els of control for transitions between
developmental baselines?

(a) During design

(b) For promotion from design to
implementation

(c) For unit testing
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(d) For integration

(5) Does management need to know spe-
cifically who requested a change?

(6) Do changes originating from outside
the organization, such as customers or
general users, require different author-
ity for approval than changes from a
technical development group?

(7) Do changes that do not impact formal
baselines require coordination and
approval by a CCB or can they be
authorized by a SCCB?

The Plan should clearly define the level of
authority to be applied to the baselined enti-
ties throughout the life cycle of the system,
and should distinguish between controls
applied to processing technical changes that
do not impact formal baselines and the
authority needed to approve changes to for-
mal baselines. For example, during mainte-
nance or in the latter stages of preparing
multiple builds for a project, authority for
making changes to all entities at all levels is
typically restricted. However, when beginning
development of a new version or build, the
controls on the dynamic library and testing
with the controlled library can be relaxed.

Table 4 suggests some ideas for assigning
different levels of change authority to differ-
ent SCM elements during the life cycle.

3.3.2.2 Processing Changes. The theme of these
paragraphs is to describe the methods to be used
for processing change requests. Generally, no sin-
gle procedure can meet the needs of all levels of
change management and approval levels. These
paragraphs must concentrate on

(1) Defining the information needed for ap-

proving a change
(2) Identifying the routing of this information

Table 4
Variable Levels of Control
Internal Developmental Formal
Element Coordination Baselines Baselines
Specifications Supervision CCB CCB
Test data Supervision SCCB CCB
Unit code Supervision SCCB CCB
Configuration SCCB CCB CCB
Item code
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(3) Describe the control of the library(ies) used
in processing the changes

(4) Describe or refer to the procedure for
implementing each change in the code, in
the documentation, and in the released
program (for example, field upgrades).

The change initiator should analyze the pro-
posed change to assess its impact on all con-
figuration items (documentation, software, and
hardware) and the CCB should satisfy themselves
that this has been done and interface with the
CCB in the impacted areas (if any).
~Another area that is often overlooked (and not

specifically covered) is that of the maintenance of
design documentation. The documentation hier-
archy should be fully defined and a change to any
level should be analyzed to ensure that the higher
levels of documentation have been considered
and that the change is rippled through the lower
levels to implementation in the code.

Source code changes, and indeed hardware
changes, should first be implemented in the high-
est level of documentation and the change imple-
mented through the subsequent levels. Provisions
for backing up of changes and maintaining their
history need to be considered.

A more critical issue centers on managing con-
trolled libraries. This configuration management
concept grew out of the SCM experience with
managing source code and has been expanded to
include all of the baseline items (including asso-
ciated documentation and reports) that relate to
the computer programs. One can observe that as
the interactive programaming environments con-
tinue to evolve, most of the procedural controls
associated with SCM will probably be integrated
into the programming environment. The proce-
dures for processing changes are the same,
whether for approval by a designated manage-
ment authority or approval by a control activity
(SCCB) delegated by management. The procedure
needs to distinguish the proper channels for mak-
ing the decisions, defining the flow for changes
made to an established formal baseline, and the
flow for changes made to developmental base-
lines. Most of this capability is now available in
SCM and software engineering tools in one form
or another.

Issues to Consider in
Processing Changes
(1) What is the information necessary for
processing a software/system change
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request (SCR) or authorizing a change
(SCA)?

(2) What kind of information will a CCB or
SCCB need in order to make a decision?

(3) What is the overall processing cycle of
changes?

(4) What SCM support is provided by
automated tools available in the envi-
ronment?

(5) Will changes in procedures be required
to support different kinds of reviews
during each of the phases of the life
cycle?

(6) When there are multiple CCB in a hier-
archy, what are the procedures for
information exchange and approval
chains?

(7) Is there a need for dynamic libraries

and controlled library interfaces?
(8) Is there a need for controlling all

access to a library or just controlling
changes made to the information in
the libraries?

(9) Does the library system provide an

audit trail, such as change histories?

(10) Are back-up and disaster files taken

. into account?

(11) Are there provisions for archive proce-
dures to provide the static library
support to the full life cycle?

(12) How are source items (source code)
associated with their derived object
(executable code) programs?

(13) What are the provisions for draw down
or check aut to get units from the con-
trolled library? :

(14) What are the provisions for keeping
the data files synchronized with the
program(s) using them?

(156) How does the change process itself
support or accommodate the devel-
opment of new versions or revisions?

Some library tools maintain deltas to base
units of source code. Procedures for main-
taining version histories of units as well as
derived configuration items need to be estab-
lished along with archiving maintenance.

A CCB concerned with project manage-
ment may need information regarding esti-
mated cost and schedules for a change, as
illustrated in Appendix B. Other CCB may be
interested only in the technical interfaces
affected by a change, as illustrated in the
sample Plan in Appendix C. Still others may
need, in addition, information on proprietary
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rights and copyrights affected, as illustrated
in Appendix D.

Some CCB review a proposed change to
validate it (approve it as a necessary change;
to expend time and resources for investigat-
ing feasibility of the change) while others
may simply want completed (programmed
and documented) changes to be approved
prior to inclusion in released computer pro-
grams. There are different functions of SCCB
responsibility, extending from coordinating
engineering technical changes to allocating
the work to a work group. Some organiza-
tions design, code and test all proposed
changes with preliminary CCB approval be-
fore submitting them for final CCB approval.
This technique may reduce total time to pro-
duce a change. The process for granting
change approvals must guarantee that un-
authorized changes do not contaminate
baselined software.

Some advanced tools provide capabilities
for formatting change requests, routing. to
different sets of individuals for approvals,
and authorizing work to be done; reviewing
changes and tests while in a holding area;
and releasing a baseline to a controlled
library for operational use. Others provide
only for the recording of change information

and a history of past versions of source code.,
If secure procedures are not in place or

feasible for controlling a library system, the
library may necessarily be divided into physi-
cal entities that control access.

3.3.2.3 The Configuration Control Board.
The theme of these paragraphs is identifying the
authorities needed for granting change approvals.
Subsection 2.2 of the management section of the
Plan identifies the general role(s) of each CCB.
These paragraphs go into detail on the roles and
authority. It should be remembered that the CCB
has traditionally been concerned with managing
changes to established baselines of documented
configuration items and the components of those
configuration items. There may be other change
control bodies (SCCB) that authorize changes
subordinate to the CCB described here. The CCB
described in these paragraphs of the Plan have
the role of authorizing changes to baselined con-
figuration items and components from the point
of view of entrepreneurial management. They
reflect concerns over the costs, schedules, and
resources available to implement changes in re-
sponse to user desires for change.
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Issues to Consider in Identifying
Configuration Control Boards
(1) Can the limits of authority be defined?
(a) Limited to contractual baselines
as in Appendix A
(b) Limited to developmental base-
lines (noncontractual) as in Ap-
pendix D
Will the project mix computer pro-
grams that are controlled by other
cCB?
Is there a need to limit the CCB tabling
actions by setting time limits?
Are there contractual requirements
imposed on a CCB that must be re-
flected in the Plan?
How are the different levels of author-
ity determined?
How are different organjzational bodies
phased in when transitioning from one
phase of the life cycle to another?
How are changes to a baselined prod-
uct to be batched together for release?
(a) For a new version
(b) For a revision
Does the CCB membership reflect the
management style of the organization?
(a) For a functional organization
- (b) For a matrixed organization

Large, complex systems require ongoing
configuration control authorities to coor-
dinate the technical work involved in gen-
erating specifications and code, and in
continuing the work of technical coordina-
tion required for maintaining interacting
software systems (such as defined in Appen-
dix C). Such projects use the same principles
of configuration management and perform
the same generic approval and scheduling
functions as the CCB concerned with smaller-
scale entrepreneurial management, particu-
larly where automated SCM tools are used to
support both types of activities.

Large software systems are frequently not
completely new. They are often mixtures of
software in public domain, vendor-supplied
products, vendor supplied but modified by a
contractor, subcontracted software, proprie-
tary software, and software paid for on
another project but reused or adapted. The
procedures of how the CCB handles the spe-
cial nature of proprietary software and re-
usable software are important and need to
be specifically addressed in a Plan.

(2)

3)
4)

(6)
(6)

(7

(8)
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It may be noted that the CCB concept is
another one of those functional concepts of
SCM. On a small project, the CCB could be
the chief programmer and the system will
function quite adequately.

Any other change approval activities, such
as the SCCB that supports the CCB, also
needs to be identified and their roles defined.
In some installations, the CCB may need to
have the technical expertise to make the
final decision on whether a requested change
is technically feasible. Other CCB must be
supported by technical experts or be pre-
pared to delegate a level of change authoriza-
tion to qualified subordinate bodies. In
general, decision making that affects the
allocation and scheduling of development or
maintenance resources should be separated
Jrom decision making motivated by various
technical and marketing issues.

3.3.2.4 Interface With Other CCB. Large or
complex systems can have many hardware-soft-
ware interfaces (as documented in the Interface
Control [2.3] subsection of the Plan) that require
continued ongoing change coordination. Some-
times these boards are called program change
review boards (PCRB). The Plan needs to include
a description of how these interfaces are handled
and documented so all of the people on the proj-
ects know how to get the job done (this will
probably involve both formal and informal organ-
izational structures and interfaces).

Issues to Consider in Describing
CCB Interfaces

(1) Are there a number of CCB that have
to work together, as illustrated in
Appendix C, or is there only one that
has total responsibility for the soft-
ware configuration iterms?
Is there a hierarchy of CCB that have
authority for making business-type
management decisions such as illus-
trated in Appendixes A and D?
Who has the responsibility and author-
ity for maintaining communications
with these CCB?
What body or authority has been desig-
nated to arbitrate deadlocks when two
parallel CCB are unable to resolve an
issue?
What are the procedures for resolving
differences of opinion?

(2)

(3)

(4)

(6)
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(6) What needs to be done to maintain
responsive communication and time
limits on decision making?

3.3.2.5 Support Software. The theme of
these paragraphs has to do with managing all the
other software needed to build and maintain the
computer program products throughout their life
cycle. Specifically, this focus is on describing the
necessary controls used to manage support soft-
ware. Support software, which may be user-fur-
nished, developed in-house, leased from a vendor
or purchased off-the-shelf, is the class of software
which may or may not be delivered with a prod-
uct, but yet is necessary for designing, enhancing,
or testing the changes made during the life of a
delivered computer program product. The devel-
oper or maintainer needs to ensure that the sup-
port software is available for use for as long as
may be necessary. For example, compilers need to
be archived for use later as s when implementing
enhancements to prevent subtle compiler depen-
dencies from turning simple enhancements into
major upgrades. Host systems, when used, and
utility programs and test drivers are also needed.

Issues to Consider in Planning

SCM of Support Software
What is the total set of support soft-
ware used to design, develop, and test
the software controlled under this
Plan?

Is this set of software archived and
maintained for the full life cycle of the
computer program products?

What procedures are to be followed to
introduce new versions of support soft-
ware that impact the software within
the scope of the Plan?

How are problems resolved and
changes made in the support software
that impact the configurability or
maintainability of the software within
the scope of the Plan?

How is the hardware configuration
used to develop and maintain the soft-
ware product identified and main-
tained for the full life cycle of the
computer program product?

It is necessary to determine the appro-
priate level of software support needed for
maintenance of the product throughout its
full life cycle. What is sufficient and neces-
sary for the job but not prohibitive in terms

(D

(2)

(3)

(4)

(6)
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of support software costs for maintenance?
In some situations, it can be very costly to
actually maintain or enhance some of the
support tools. For example, fixing bugs in a
compiler may trigger unknown changes in
production software after it is simply recom-
piled. Whenever a production baseline is
established, it is very important to archive
all environment and support tools along
with the production code.

3.3.3 Configuration Status Accounting. The
theme of this subsection is identifying what
information is needed for various activities,
obtaining the information and reporting it. The
concern is with the acquisition of the right infor-
mation at the right time so reports may be made
when they are needed. In essence, this is a typical
data management problem. Status accounting
may be literally thought of as an accounting sys-
tem; many of the concepts used to track the flow
of funds through accounts may be used to track
the flow of software through its evolution. Using
this accounting analogy, separate accounts can
be established for each CI. Individual transactions
can then be tracked through each account as they
occur. The configuration status accounting func-
tion, at a minimum, is basically reporting the
transactions occurring between SCM-controlled
entities.

The functional capabilities of the library system
(or the software programming environment), in
conjunction with the SCM tools, determine in a
large way the capabilities of the status accounting
function. As well as providing [ive information
regarding the development process, the configu-
ration of each released baseline needs to be docu-
mented, together with the exact configuration of
the released system (that is, historical records).
The definition of the Build Standard of systems is
an important tool for maintenance teams. Because
of its impact on maintaining operational software,
support software must be addressed in status
accounting.

Status accounting reports need to be addressed
in detail in the Plan. The theme should be able to
answer queries as to What is the status of SCR 21,
37, 38, 39 and 50? when one is not always sure
of the query in advance. More sophisticated SCM
tools that capture transaction data in the library
data base can use data management systems and
report generators to provide flexibility. Other
systems need to anticipate common queries by
capturing information in a form where it is easily
accessible.
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Issues to Consider in Planning

Section 3.3 — Configuration

Status Accounting
What types of information needs to be
reported?
What is the degree of control required
by the customer (typically manage-
ment)?
Who are the different audiences for
each report?
What is the formality required by the
organization’s standards and proce-
dures for requesting or obtaining re-
ports, or both?
What kind of reports are needed to
support integration of units and the
tracing of error sources?
What information is needed to pro-
duce reports?
(a) Any problem report number in-
cluded in a release or promotion
Units that have been delivered
within a given time to integration
and test activity
Changes made and released as a
result of a particular problem
report
Units that have been through var-
ious types of testing but have not
been promoted or released
Units that have been promoted as
a result of a design change
For large systems, is there a need for
handling rollover of identification se-
quences?

Many different types of reports can and do
prove useful. The project’s managers may, for
example, make use of the status accounting
data to keep track of the project’s progress.
Typically the report requests must evolve
over a period of time. For some projects, sta-
tus reporting can be extended to include the
status of data items and reviews that are
more strictly management scheduling infor-
mation rather than just configuration man-
agement status.

The basic information needed by a CCB
relates to transactions applied to the base-
line(s), particularly the operational (prod-
uct) baselines. The disciplines involved in
controlling computer programs complement
traditional CM for this process. Information
needed for more detailed technical manage-
ment between baseline events should also be

(1)
(2)

3

(4)

(6)

(6)

(b)

()

(d)

(e)
(M
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collected somehow. Interfaces with available
software engineering tools can provide much
of this information.

The procedure for tracking the status of CI
should be established early enough in the
software development process to allow data
gathering when it is most easily generated
(that is, at the decision and response points)
rather than after the fact. The desirable
amount of automation depends in large part
on the tools available, the size of the project
and the maturity of the existing procedures.

Status accounting for multiple sites repre-
sents a more complex reporting procedure.
The sample Plan in Appendix B describes
this problem. Other general requirements for
reporting must anticipate management needs
for various combinations of information. An
ad hoc query capability is often most useful.

3.3.4 Audits and Reviews. The theme of sub-
section 3.4 of the Plan involves the procedures
used to verify that the software product (exec-
utable code) matches the configuration item des-
criptions in the specifications and documents,
and that the package being reviewed is complete.
It should be noted that, as a general division
of labor, the organization performing quality
assurance functions also usually performs the
audits that address change processing functions,
operation of the library(ies), and other activities
associated with the processes of software config-
uration management. This constrasts with the
reviews and audits performed within the scope of
a SCM activity or organization that verify that a
software or firmware product is a consistent,
well-defined collection of parts.

Audits are one means by which an organization
can ensure that the developers have done all their
work in a way that will satisfy any external obliga-
tions. Audits vary in formality and rigor, depend-
ing on the legal liability of external obligations.
They are a check on the completeness of a com-
puter program product. Any anomalies found
during audits should not only be corrected but
the root cause of the problem should be identified
and corrected to ensure that the problem does
not resurface.

Generally, there should be a physical configura-
tion audit (PCA) and a functional configuration
audit (FCA) of configuration items prior to the
release of a product baseline or an updated ver-
sion of a product baseline. The PCA portion of the
audit consists of determining that all items iden-
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tified as being part of the configuration are pres-
ent in the product baseline. The audit must also
establish that the correct version and revision of
each part are included in the product baseline
and that they correspond to information con-
tained in the baseline’s configuration status
report.

The FCA portion is similar, in that someone
acknowledges having inspected or tested each
item to determine that it satisfies the functions
defined in the specifications or contract(s) for
which it was developed. The objectives of a PCA/
FCA are for the developers to provide notice that
contractual obligations are nearing completion,
and to provide sufficient evidence for the clients
or user organization to accept the product and
initiate the transition into operational usage.

This section of the Plan should define ways to
ensure that established configuration manage-
ment procedures are followed:

(1) Test specifications are maintained current

(2) Test reports are properly prepared

(3) Test procedures explicitly define tests to be

conducted

(4) Test results comply with acceptance crite-

- ria in the test procedure
(5) Test data package contents are complete

and comply with approved.formats

Issues to Consider in Planning

Section 3.4 — Audits and Reviews
(1) Are there needs or provisions for more
than one audit of each product base-
line?

Is there a single, separate audit trail
for each component and for the per-
sonnel working on them?

How are subcontractors involved in an
audit (if part of project)?

Are provisions made for auditing the
SCM process?

Are periodic reviews held to determine
the progress and technical quality of a
computer program product?

Audits of a configuration as it evolves can
prevent massive problems at the time of
release for operational use.

A higher-level audit trail for business-type
management that reflects the real-time rela-
tionships and status of CI changes, compo-
nent changes and individuals responsible for
development is often very useful. When ad-
dressing subcontractor audits, reference

(2)

(3)
(4)
()

Section 5, Supplier Control, in the Plan.



ANSI/IEEE
Std 1042-1987

When addressing internal audits, the Plan
should identify who will be performing these
audits and exactly what is to be audited. For
example, the SQA group may audit the SCM
group’s adherence to change control proce-
dures (assuming an SCM group exists —other-
wise the general use of tools is audited).

Although SCM functions generally do not
initiate or direct reviews, quite often the
mechanisms used by SCM to process changes
are used to organize and process items in a
review conducted by other functions such as
software quality assurance (SQA). The mech-
anisms of status reporting are often useful in
maintaining detailed action items from re-
views of complex systems. SCM supports
reviews in this way as any other support pro-
vided to management.

There should always be an audit of the
configuration items at the time a product is
released. This will vary according to the base-
line being released and the criteria for the
audit stated in the Plan. At a minimum, when
the product baseline is established and when-
ever it is subsequently changed due to the
release of a new version of the computer pro-
gram, the configuration should be audited.
Again, the roles of the SCM organization and
its participation in the audit should be estab-
lished in the Plan.

3.3.5 Release Process. Major releases of soft-
ware must be described so that the recipient
understands what has just been delivered. Often
the recipient will need installation instructions
and other data concerning the use of the new
system. The installation instructions should define
the environment on which the software will run.
This is to cover both hardware (for example,
machine type, peripherals needed, and extra
memory required) and software (for example,
operating system version, and utilities not pro-
vided) environments. SCM verifies that the release
package is complete and ready to be handed over
to the user.

A short outline of the documentation (often

referred to as the version description document,

or VDD) typically associated with the release
package is given in 3.3.5.1. It may be modified to
suit the project. The more critical or the larger the
application, the more complete the documenta-
tion needs to be.
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3.3.5.1 Version Description Document. The
version description document describes the tapes,
diskettes, or other media used to provide the
software.

(1) Release Media. List the labels on each tape,
diskette or [EP]JROM and provide some
guidance as to the contents of each volume.
For example, Tape FG301 contains the
executable load unit library required to

run FRED.
When one has a more complex system with

many CI and associated data files, it may be
necessary to describe each file on the tape in this
section.

(2) Functional Description. When the release
contains any functions not previously re-
leased, describe them briefly to inform the
users of new capabilities. This is not in-
tended to be a user’s manual—just the
summation of the new capabilities.

(8) User Constderations. If there are any

‘ special actions the users must take in using
the new release, describe them here. Exam-
ples may be changes in the use of a new
function key, a special procedure needed to
complete a certain action, hardware lim-
itations, etc.

In this section, also list any open problem
reports (SCR) against the system. Typically the
open reports are listed by short title and number
in this section. This is for user reference. It may
prevent users from filing duplicate problem re-
ports and will give them a better understanding of
the system’s status.

(4) Closed Problem Reports. List in this section

all SCR closed out in this release.

(5) Inventory. If necessary, provide in this
section an inventory of the source and
executable load units and data objects
(typically at the file level) that are con-
tained in this release. This inventory is
generally necessary for those systems that
must be tightly controlled. The units are
usually listed in alphabetical order by CI,
with a designation of version, revision, and
date changed. In some cases, the SCR initi-
ating the change is listed against each unit.

(6) Installation Instructions. This section may
be used when the installation is made at a
remote site, at numerous sites or when
there are special actions to be taken. The
instructions should be specific for each
site.

The most important aspect of writing installa-

tion instructions is to walk through each step that
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the installer will have to perform and ensure that
he/she will have the information necessary to
perform it. ’

3.4 Tools, Techniques and Methodologies. The
theme of Section 4 of the Plan is making it all
happen —the easy way. A well planned project
typically takes advantage of planning tools such
as PERT charts and Gantt charts.

The audit trail reports should reflect directly
back to milestones and other activities on the
planning charts, thus giving management a tool
for tracking progress on a project. An automated
system for software configuration management
may include some way of integrating these classi-
cal planning tools with the SCM data base to pro-
vide all parties (management, designers, develop-
ers, testers, quality assurance, etc) with an on-line
tool for creating products and observing their
current development status dynamically in real-
time, correlated automatically with a predefined
Plan to yield a quantitative performance-against-
schedule measures. The group that is responsible
for specific tools should be identified.

The tools, techniques, and methods used to
implement SCM are usually discussed in terms of
a (set of) libraries and the methods and tech-
niques used to capture, store, and promote or
release the items of each type of library in a con-
trolled manner. The concept of software library
varies according to the level of technology avail-
able for generating software. The degree to which
all entities of the product are machine accessible
is a rough measure of the level of automation for a
particular project.

Issues to Consider in Planning
Section 4 — Tools, Techniques,
and Methodologies
(1) What are the number and types of
libraries to be established?
(a) A dynamic library (or program-
mer’s library)
(b) A ‘controlled library (or master
library)
(c) Astatic library (or software repos-
itory)
(d) Other libraries
(2) What is the amount of change activity
anticipated for the project?
(3) Can the SCM tools in the library be
used to manage documentation and
source code?
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(4) What kinds and amounts of training
(for example, orientation and learning
time) are needed to make the tools
and procedures an effective solution

for the organization?
Definition and use of a minimal set of

libraries are illustrated in Appendix C and in
2.3.1. These libraries can accomplish all of
the necessary functions of baseline control
but usually need to be supplemented with
other kinds of libraries to provide the neces-
sary flexibility for smooth operation on larger
projects. The libraries have to be structured
in such a way that the source code asso-
ciated with a given executable unit is pro-
moted at the same time that the executable
unit is. The source and executable load unit
libraries should always be kept in synchroni-
zation. There are numerous technical meth-
ods for achieving this, depending on the
development environment and the tools
available.

For run-time efficiency, it may be neces-
sary to merge various CI executable units
into an integrated run-time environment.
When this is done, it is also advisable to
maintain the source separately that created
the load units.’

Note that the corresponding data files are
included in the various levels of libraries.
When table driven software is used, it is criti-
cal to maintain that data at the same level as
the corresponding code. This can be handled
by carefully structuring the libraries and
using appropriate naming conventions.

Manual SCM methods may be perfectly
adequate for a small project. However, if the
tools and equipment are already in place,
they may well be cost effective. The character-
istics of the project must guide tool selection.
A small project may not need the detailed
planning and overhead supported by a com-
plex set of integrated SCM tools. Problems in
turnover of software developers may make
automation attractive even though its initial
cost is high.

In the selection of SCM tools, one needs to
consider the cost effectiveness of their use
for the given project, product, or site. New
SCM tools and methods may be good, but if
the engineering staff does not trust them,
understand them, or is unwilling to learn
new ways of working, they may hinder rather
than support the performing organizations
in getting the job done.
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Current commercially available SCM tools
focus primarily on controlling source code.
They are written by programmers and code is
the important element in programming. Due
consideration should be made to bring doc-
umentation under control of the same tools
as the code. Good SCM systems work on files,
and files can consist of paragraphs of a docu-
ment as well as code.

The kinds of SCM tools recommended in a
Plan should also be considered in relation to
the probable availability of the tools for use
within the project’s environment. That is, one
should not make the entire Plan dependent
on a tool set that may never materialize.

3.5 Supplier Control. The theme of Section 5 of
the Plan is how to place effective CM on the com-
puter programs over which you have no direct CM
control. Computer program suppliers are consid-
ered to fall into one of two classes:

(1) Subcontracted software, or those contrac-
tors that develop unique or dedicated
software under contract to a developer
Vendor software, or those contractors that
provide privately developed and existing
software, and bundled application software
such as operating systems, compilers, word
processing tools, software configuration
management tools, and data-base manage-
ment systems.

(2

Issues to Consider in Planning
Section 5 —Supplier Control
(1) Is the product being procured to be
used internally, delivered as part of
your organization’s product, or both?
What post-delivery defect correction re-
quirements and procedures need to be
established?
What changes is the purchaser per-
mitted to make after delivery without
invalidating the warranty or violating
legal constraints?
(4) When should audits be performed?
(a) When subcontractor or vendor
releases parts to the buyer
(b) After successful integration in
buyer's system
Is there a need to pass through SCM
tools to a supplier or a vendor?

()

(3

)
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(6) Consider the use of software in
escrow'? as a method of enforcing
SCM and quality

(7) What periodic reviews of the subcon-
tractor’s work will be needed?

3.5.1 Subcontractor Software. If a portion of
a software development project is to be subcon-
tracted to another organization, the responsibility
for SCM is generally passed to that organization.
However, the subcontractor can only be responsi-
ble for the portion of the work that his organiza-
tion is tasked to perform, not for the integration
of the subcontracted work with the final product.

Possible methods for integrating subcontractor
SCM include

(1) Specifying or providing a library manage-
ment tool and monitoring its use
Letting the subcontractor(s) promote code
to your software generation system and
controlling it in the same fashion as is done
in-house.

Obtaining the source for all subcontractor
deliveries and recompiling and relinking it
using the buyer’s software generation tools

To ease integration and maintenance, the sub-
contractor should be required to implement a
system of configuration management based on
the buyer’s requirements — one that is compatible
with the buyer’s configuration management sys-
tem or a subset thereof. Identification schemes
should be compatible. A system for effectively
managing interfaces should be developed. The
subcontractor should have an internal configu-
ration control system that is equivalent to the
systems and procedures described by the buyer.
The format and frequency of status reports also
should be agreed upon.

Not all contractor-subcontractor relationships
are easily identifiable. Sometimes, the contractual
relationship does not afford the buyers any con-
trol over the subcontractor SCM processes and
the buyer has to bound the relationship of the
subcontracted software by alternate identifica-
tion and by accepting the configuration as given,
verified by testing the delivered product (as illus-
trated in Appendix C). Generally, it is possible to
tailor the SCM requirements passed on to the sub-
contractor, using specifications or statements of
work.

(2)

3

121f the executable code is the only code obtained, it may be
advisable to have the supplier place the source code in escrow
as a warranty that the source will be available if the supplier
goes out of business.
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Issues to Consider in Defining
Subcontractor Relationships

(1) What SCM concerns need to be added
to or removed from the contract?

(2) Who is responsible for auditing versus
enforcing SCM for contractual prod-
ucts?

{3) What audits and procedures need to
be established where the subcontrac-
tor has no documented SCM practices
or procedures?

If the buyer’s organization is developing
the computer programs for a customer, the
contract should be reviewed for any specific
legal requirements that need to be passed on
to the subcontractor, or special actions that
have to be taken by the buyer to ensure the
performance of the subcontractors’ product.

Integration of subcontractor software is
very difficult unless communication is kept
open. One way is to allow subcontractor
representatives to attend SCCB meetings to
ensure that they are aware of all important
technical issues. It may also be useful to
accept incremental versions of the code for
integration and test with the rest of the code,
rather than waiting until the end of the
development cycle.

In specifying delivery, identify all items
that are to be a part of the deliverable. Possi-
bilities include

(1) Source code

(2) Executable code

(3) Load units

(4) Data files

(5) Test cases

(6) Any JCL or other procedures used in
running or creating the software

(7) Compilation listings or link-edit maps

{(for debugging)

(8) Documentation
Another concern for SCM is the sub-
contractor’s actual performance to an
agreed-upon Plan or statement of work. A
preselection or purchase audit of the poten-
tial subcontractor’s configuration manage-
ment policies and procedures can provide an
indication of the potential for the organiza-
tion to perform satisfactorily. If possible, the
buyer’s software configuration management
group should perform an in-process SCM
audit of all project subcontractors to ensure
satisfactory compliance. As part of this audit,
a specific approved change should be traced
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through the subcontractor’s system to the
point of verifying the implementation.

" A critical role for SCM is in the inspection
(FCA/PCA) of the product as it is prepared
for delivery to the buyer. This is most impor-
tant as it determines the effort and resources
that may be needed to integrate and main-
tain the product once it has been incorpo-
rated in the buyer’s system. There are still
compatibility problems and problems of error
correction, and updates that have to be pro-
vided for even if the program is a stand-alone
product (as for a compiler). If the program
received is not well identified and docu-
mented, then the task of maintenance is
generally increased.

3.5.2 Vendor Software. Warranties contained
in purchase orders may be difficult to enforce.
The specific criterion is that the vendor should
furnish the computer program media as specified
by a purchase order or as specified by the sup-
plier's documentation referenced in the purchase
order. Test documentation confirming compliance
is desirable but often unavailable.

Issues to Consider in Defining
Vendor Interfaces
(1) How is the vendor software identified?
(2) How are license agreements and data
rights protected and enforced? Are
there limitations on
(a) Duplication of documentation
(b) Your customer making copies of
the program
(3) How will vendor support be provided
over the life cycle of the computer
program product being purchased?

(4) How will copyright interests be pro-

tected?

(56) How will legal copies of leased soft-

ware be controlled?

The handling of vendor software can be
very complex, particularly in a maintenance
environment, such as described in Appendix
C, where the vendor software. is intermixed
with internally developed software. More
importantly, if you release the vendor prod-
uct as a part-of your organization’s product,
your organization may be responsible for
ensuring its maintenance as part of your
released product. An organization embedding
third party software in a product delivered
to a customer can be open to financial and
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legal liabilities if a vendor fails to perform —
that is, making required changes in a timely
manner. One possible consideration is the
use of an escrow account with a vendor
agreement tied to performance of his
product.

3.6 Records Collection and Retention. The
theme of Section 6 of the Plan is to keep the
information necessary only for the time required.
This is another service aspect of configuration
management. Good configuration management
practices include maintaining copies of released
material for backup and disaster protection. Also
the liability and warranty provisions and respon-
sibilities make considering the retention of test
and approval records a necessity. If a master dis-
aster recovery plan exists for the company, the
Plan needs to disclose all information regarding
the location of backups and records that are im-
pounded in relation with that plan.

Records collection can also be a part of risk
management. Part of the trade-off must consider
whether personnel will be available to recover lost
software. Trade-offs can be made concerning the
cost of capturing and maintaining records versus
the potential cost savings for

(1) Recovering programs in the event of a disas-

ter for

(a) Software developed for internal use

(b) Delivered products for which warranty

is still in effect

(c) Support software necessary for main-
taining computer program products
under warranty
Liability for not being able to certify the
reliability of delivered products
Information gathered that may lead to per-
formance or productivity improvements in
development or maintenance activities.

Record keeping begins in planning the capture
of all data that needs to be maintained. In addi-
tion to all other considerations, archiving the
software should be done in a manner acceptable
to any legal contracts that may affect the compu-
ter programs. Static libraries, disaster planning,
and storage should consider the legal status of
the software involved (for example, whether it
has trade secret status) and the impact on the
provisions made for the care and storage of the
software components. Special attention should be
given to the retention of support software asso-
ciated with software on target machines.

(2)
3)
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Issues to Consider in Planning

Section 6 —Records Collection

and Retention

What type of information needs to be

retained?

What data need to be maintained over

a period of time for trend data analysis?

Is all the information, support software,

and equipment needed to recreate the

product available from archives?

Is media protected from disaster?

Is there a need to maintain copies of

software licensed for use and distribu-

tion?

(6) What activities need to be recorded
(and data captured) for maintaining a
product after the project is completed?
(a) Copyright records
(b) Distribution records
(c) Benchmarks
(d) Change history (CCB activity, SPR,

etc)

(e) Audits, reviews, status reports
For whose use are the records being
‘maintained?

(a) Engineering

(b) Management

{(c) Software Quality Assurance

(d) Legal, cusfomer

How are the records to be kept?

(a) On line versus off line

(b) Media and format (hard copy doc-
ument versus electronic media,
deterioration rate versus time
needed)

Location (preservation conditions,

accessibility both off site and on

site)
(d) Tools used on the project that
affect data capture

(9) How long will the data be kept?

The information collected need not mirror
that collected for hardware bit for bit. For
example, serial information on production
that is kept to identify configurations in
hardware may not be necessary for software.
Plan to keep only the data that will be of use
in maintenance, disaster recovery, or which
has other justification. Is the deterioration
rate of the storage medium sufficient for the
needed time span? Media can deteriorate in
storage; also, work in-progress should be
backed-up at specific intervals to protect the
investment for projects that have long devel-
opment periods or are of high cost.

(1)
(2)
3)

(4
(6)

(D

(8

(c)




ANSI/IEEE
SCFTWARE CONFIGURATION MANAGEMENT Std 1042-1987

Appendixes

(The following Appendixes are not a part of ANSI/IEEE Std 1042-1987, IEEE Guide to Software Configuration Management, but
are included for information only.)

Appendix A

Software Configuration Management Plan for
Critical Software for Embedded Systems

Version 1.0

Approved

Mgr, SCM Dept

Project Mgr

Contracts

Customer

Date: /_/

37



ANSI/IEEE
Std 1042-1987 IEEE GUIDE TO

Synopsis

This example contains a discussion of a hypothetical contract to provide a medium-sized real-time
control system for the management of advanced vehicles. Sensors are used for input of information to the
system; displays are used to support a man-machine interface. The contract for the system consists of
eight software configuration items being developed concurrently with five new and seven off-the-shelf
hardware configuration items. The project is expected to have at most three hundred and fifty-six
personnel, with an average of thirty-four and peak of fifty software development personnel over the
estimated three and a half year development cycle.

Most of the development work is performed in the contractor’s main facility with some work being
performed at a nearby subsidiary. Testing and acceptance is performed at the mock-up in the contrac-
tor’s facility. Some commercial software is procured from a vendor for the support software and the
firmware for the vehicle is subcontracted to the builder of the vehicle. This is a turnkey contract. The
customer takes over all maintenance of the software after delivery of the first system.

The customer’s procurement organization has a large staff for monitoring the contract and is expected
to perform frequent audits. The contractor’s project office wishes to minimize friction with the customer
and is willing to perform most, but not all, of the necessary record keeping and in-process inspections.
The configuration management department of the contractor has a long history of involvement in
projects with the customer and there is a general familiarity and comfortableness in doing.-business in
this manner. The software configuration management activity is relatively new but is strongly supported
by the old line configuration management department.

In this environment, the software configuration management activity will be a very disciplined opera-
tion, logging and maintaining accurate records of all transactions against established baselines.
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Appendix A

Software Configuration Management Plan for
Critical Software for Embedded Systems

1. Introduction

This document is the Software Configuration
Management (SCM) Plan for the Critical Soft-
ware for Embedded Systems (CSES). The CSES
system performs functions critical to the life and
safety of human beings. The configuration man-
agement of this software during development is
essential to the delivery of error-free and reliable
software configuration items.

1.1 Purpose. This plan provides information on
the requirements and procedures necessary for
the_configuration management activities of the
CSES project. It identifies the software configura-
tion management requirements and establishes
the methodology for generating configuration
identifiers, controlling engineering changes, main-
taining status accounting, and performing audits
and reviews during the design and development
of software configuration items.

1.2 Scope. This plan applies to all software and
associated documentation used in the production
of computer programs produced under the crit-
ical software for embedded systems contract
including, but not limited to, source, object, and
executable load images. Software configuration
items referenced in the contract and controlled
by this plan include

CSES Operational System

CSES Training Program

CSES Test Program

CSES Hardware Acceptance Programs

CSES Diagnostic Software

CSES Software Support System

CSES Simulation System

CSES Utilities

The organizations involved in this project are
identified in Fig 1.

This plan applies to all phases of the software
development life cycle, up to and including the
time of delivery to the customer. Maintenance of
the software after delivery is covered by another
contract.

1.3 Definitions and Mnemonics
1.3.1 Definitions. The definitions used in this
plan conform to the company standards as set
forth in Vol II of the company Configuration
Practices Manual. Other definitions will conform
to those found in ANSI/IEEE Std 729-1983, IEEE
Standard Glossary of Software Engineering Ter-
minology. See specifically: baseline, configuration
item, configuration management, configuration
control, configuration control board, configura-
tion audit, configuration identification, configu-
ration status accounting, and software library.
Unique definitions used in this document include:
interface control. The process of
(1) Identifying all functional and physical char-
acteristics relevant to the interfacing of
two or more configuration items provided
by one or more organizations.
(2) Ensuring that proposed changes to these

characteristics are evaluated and approved

prior to implementation.
1.3.2 Mnemonics. The following mnemonics
are referred to within the text of this standard:

Fig 1
Program Organization Chart

Program Manager

| | I I i
Control SQ&C Software Administration  Integration
Manager

SQA SCM
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CCB  Configuration Control Board

CDR  Critical Design Review

Cl Configuration Item

CM Configuration Management

CSES Critical Software in Embedded System

ECN  Engineering Change Notice

FCA  Functional Configuration Audit

1&T Integration and Test

PCA  Physical Configuration Audit

SCA  Software Change Authorization

SCM  Software Configuration Management

SCMP Software Configuration Management
Plan '

SCR Systems/Software Change Request

SQ&C Software Quality and Control

SQA Software Quality Assurance

SQAP Software Quality Assurance Plan

SRR System Requirements Review

SSR Software Specifications Review

1.4 References. The standards listed here will
be considered when applying this plan. The latest
revisions apply:

{1] ANSI/IEEE Std 729-1983, IEEE Standard
Glossary of Software Engineering Terminology.

[2] ANSI/IEEE Std 730-1984, IEEE Standard for
Software Quality Assurange Plans.

[3] ANSI/IEEE Std 828-1983, IEEE Standard for
Software Configuration Management Plans.

[4] ANSI/IEEE Std 829-1983, IEEE Standard for
Software Test Documentation.

[6] Company Standard Configuration Manage-
ment Practices Manual, Vol I1.

IEEE GUIDE TO

[6] CSES Software Development Plan

Reference documents are available for use in
the company library.

2. Management

2.1 Organization. The critical software for em-
bedded systems program organization is designed
to ensure clear lines of authority and to provide
a framework within which administrative and
technical control of software activities can be
cost-effectively integrated into a quality product.

Primary responsibilities for various configura-
tion management tasks are assigned as shown in
Table 1. Within the CSES project organization,
the program manager has total responsibility for
the project. With this project, the program man-
ager will have overall responsibility for configura-
tion management of this project. The program
manager serves as the project configuration con-
trol board (CCB) chairperson. The SCM project

" authority from the SCM organization cochairs the

CCB. The SCM. authority assists the program
manager with planning and tailoring of the soft-
ware configuration management plan (SCMP)
and related CM procedures and is responsible for
overseeing their implementation. The software
configuration management -authority reports
functionally to the critical software for embedded
systems program manager for the implementa-
tion "of this plan. Administratively, the SCM
authority reports to the SCM Department, which
performs the necessary activities for the project.

Table 1
Responsibility Assignments
Program Software SCM

Responsibilities Manager Engineer  Authority SQA Drafting
Configuration identification Originate
Approve/release tech documentation Approve Originate Review Review
Change preparation Originate
Change control Approve
Change implementation Approve Review Originate
Documentation maintenance Approve

Status accounting
Formal SCM audits
Baseline definition Approve

Originate Review
Approve Originate Review
Originate Review Review Review
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2.2 SCM Responsibilities. The software config-
uration management authority has the authority
to require changes in practices and procedures
that do not meet contract requirements. The
general responsibilities of the software config-
uration management authority are outlined in
Table 1. The software configuration management
authority’s functions include, but are not limited
to the following tasks:

(1) Configuration control

(2) Status accounting

(3) Configuration identification

(4) Implementation and maintenance of the

software configuration management plan

(b) Configuration control board cochairperson

(6) Establishment and maintenance of engi-

neering baselines

(7) Cochairperson for formal audits

(8) Participation in reviews

2.2.1 Configuration Identification. Config-
uration identification is applied to all critical
software for embedded software, both code and
associated documentation. Associated documen-
tation (that is, specifications, design documents,
and program/procedure listings) along with the
actual produced software makes up the config-
uration item. The software configuration man-
agement authority originates the identification
scheme, with the approval of program manage-
ment.

Configuration identification of computer pro-
grams and documentation during the develop-
ment effort consists of established baselines and
releases that are time-phased to the development
schedules as described in the CSES software
development plan.

2.2.1.1 Baselines. Baselines are established
for the control of design, product, and engineering

changes and are time-phased to the development

effort. Baselines are established by the authority
of the program manager. The software configura-
tion management authority administers applica-
tion of the baselines. Baselines defined for CSES
include

(1) Functional baseline

(2) Allocated baseline

(3) Developmental baseline

(4) Product baseline

More details on baselines are presented in 2.4.2.

2.2.1.2 Releases. Throughout the develop-

ment life cycle, at the discretion of the program
manager, software manager, and SCM, baseline
releases are performed. The releases fall into one
of three categories

(1) Developer release (engineering release)
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(2) Release to SCM (preliminary release)

(3) Final release (formal release to customer).

It is the responsibility of SCM.to establish the
release, version, and update number identifiers.

2.2.1.3 Documentation. All relevant specifi-
cations and documentation are given an identi-
fier by SCM.

2.2.2 Configuration Control. All documenta-
tion and software entities are released to and
maintained by software configuration manage-
ment in a controlled library. SCM administers the
change control process.

2.2.2.1 Systems/Software Change Request
(SCR). The SCR is the mechanism by which |
change requests are presented to the CCB. This
action allows a developer to check out software/
documentation from SCM controlled libraries. The
mechanism for requesting authorization is to
present the SCR to the CCB and request approval
for work to begin. The SCR form shown in Attach-
ment A is used.

2.2.2.2 Software Change Authorization
(SCA). The SCA is used to request SCM to place
a new version of software/documentation into
the controlled libraries. The approvals necessary
are as follows: software manager, software quality
assurance, and SCM. The SCA form shown in
Attachment B is used.

2.2.3 ‘Status Accounting. A software change
authorization data base is used for generating
reports that track changes to all of the controlled
baselines. At project request, SCM generates
reports that track the status of documentation
and the software.

2.2.4 Audits. The SCM authority is responsible
for cochairing, with the customer, all formal
audits: -

-12.2.4.1 SQA Audits. It is the responsibility
of SCM to assist SQA with their audit of the devel-
opment effort. SCM maintains all documentation
and software under strict controls to minimize
the effort required by SQA to perform their
function.

2.2.5 Configuration Control Board (CCB).
The CSES project CCB is established by the pro-
gram manager and SCM authority.

The program manager is the CCB chairperson
and has the final responsibility for CCB actions
relative to program SCM policies, plans, proce-
dures, and interfaces. The software configuration
management authority acts as cochair. In addi-
tion to the chairpersons and the CCB secretary,
the CCB may include: development personnel,
hardware representative; drafting representative;
testing representative; customers; and always will
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include a representative from software quality
assurance. CCB meetings are held on a regular
basis determined by the CSES program manager,
or when required at the call of the CCB chair-
person. The system/software change request that
is generated is reviewed by the CCB and one of the
following actions taken: approved, disapproved,
or tabled.

2.3 Interface Control. Interface control is han-
dled in the same manner as other types of hard-
ware, software, or documentation. Any differences
between the SQAP and the SCMP must be resolved
prior to the establishment of any baselines.

2.4 SCMP Implementation. The SCMP is imple-
mented as soon as it is signed off by the CSES
program manager but prior to holding any formal
reviews with the customer. Any unresolved issues
found once the SCMP is written must be resolved
as soon as possible during the development period
and prior to any baselines being established.
2.4.1 Configuration Control Board. The CCB
is established at the time of SCMP approval but
prior to the establishment of any baselines.
2.4.2 Configuration Baselines. Baselines are

established by the following events:

2.4.2.1 Functional Baseline. The functional
baselines are established by the acceptance, or
customer approval of the CSES system/segment
specification. Normally this occurs at the comple-
tion of the CSES system requirement review (SRR).

2.4.2.2 Allocated Baseline. The allocated
baseline is established with the customer appro-
val of the CSES software requirement specifica-
tion. Normally this corresponds to the completion
of the software specification review (SSR). The
specification(s) and associated documentation
define the allocated configuration identification.

2.4.2.3 Developmental Baseline. The devel-
opmental baseline is established by the approval
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of technical documentation that defines the top-
level design and detailed design (including docu-
mentation of interfaces and data bases for the
computer software). Normally, this corresponds
to the time frame spanning the preliminary design
review (PDR) and the critical design review (CDR).

2.4.2.4 Product Baseline. The product base-
line is established upon customer approval of the
product specification following completion of the
last formal audit (FCA). \

2.4.3 Schedules and Procedures for SCM Re-
views and Audits. Reviews and audits are held
as defined by CSES software development plan.

2.4.4 Configuration Management of Software
Development Tools. The configurations of all
support software used in development and test
on the CSES project software is controlled in the
same manner as the critical software. Nondeliver-
able support software baselines do not need cus-
tomer approval.

2.5 Applicable Policies, Directives, and Proce-
dures. The complete SCM policies, directives, and
procedures that apply to this program are in-
cluded as part of the procedures section of this
document or are part of the referenced docu-
ments or one of the appendixes.

3. SCM Activities

3.1 Configuration Identification

3.1.1 Documentation. All supporting docu-
mentation generated for this project is identified
by the use of the following convention: CSES, an
abbreviation for the document nomenclature, a
unique four digit number assigned by the CSES
software configuration manager, and the prod-
uct’s version-revision-update number.
EXAMPLE: CSES-SDP-0024-1.2.1

Table 2
Baseline Objectives

Baseline Purpose Reviews & Audits
Functional Functions established SRR
Allocated Requirement defined SSR
Developmental Top level design complete PDR
Developmental Detailed design complete CDR

Product

Approval of product spec

FCA/PCA
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Document Nomenclature Mnemonic

Software Configuration Management Plan SCMP

Software Detailed Design Document SDD
Software Development Plan SDP
Software Test Procedures SPP
Software Product Specification SPS
Software Quality Assurance Plan SQAP
Software Requirements Specification SRS
Software System Specification SSS
Software Top-Level Design Document STD
Software Test Plan STP
Software Test Report STR

3.1.2 Software Parts. The software configura-
tion items, components, and units are identified
by unique identification labels.

3.1.3 Configuration Identification of the
Functional Baseline. The functional baseline is
identified by the approval of the CSES system
segment specification.

3.1.4 Configuration Identification of the
Allocated Baseline. The allocated baseline is
identified by the approval of the software require-
ment specification.

3.1.5 Configuration Identification of the

Developmental Baselines. The developmental

baselines are identified by the approved technical
documentation that defines the top level design
and detailed designs. The process by which the
initial developmental baselines are established is
shown in Attachment C, Create Initial Baseline.
3.1.6 Configuration Identification of the
Product Baseline. The product baseline is identi-
fied by the approval of the CSES software product
specification. This baseline specification is made
up of the top level specification, detailed design
specification, and the computer listings.

3.2 Configuration Control, Software configura-
tion management and change control is applied
to all documents and code, including CSES criti-
cal operational software and support software.
Control is effected through the implementation of
configuration identification, the CCB, change con-
trol, and status accounting functions.

3.2.1 Function of the Configuration Control
Board. The configuration control board reviews
proposed changes for assuring compliance with
approved specifications and designs, and evalu-
ates impacts on existing software. Each engineer-
ing change or problem report that is initiated
against a formally identified configuration item is
evaluated by the CCB to determine its necessity
and impact. The CCB members electronically sign
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the document to indicate that they have reviewed
the changes and provided their recommendations
to the chairperson. The CCB approves, disap-
proves, or tables all changes. The mechanism for
submitting changes to the software or documen-
tation is the systems/software change request.

3.2.2 The System/Software Change Request.
The SCR system is one of the major tools for
identifying and coordinating changes to software
and documentation. The SCR system is a mini-
computer based tool used to track the status of
a change from its proposal to its eventual dis-
position and assist in documenting important
information about the change. The SCR form
(Attachment A) contains a narrative description
of the change or problem, information to identify
the source of the report and some basic infor-
mation to aid in evaluating the report. SCR is
submitted only against baselined software or
documentation. SCR may be submitted by anyone
associated with the project effort or its products,
but usually is submitted by a member of the soft-
ware development team. SCM provides the single
point for receiving and processing SCR. SCM,
using the report writer feature of the SCR system,
is capable of producing reports that provide
change control tracking. A SCR is closed when

(1) Integration testing has shown that the

changes have been correctly made

(2) No unexpected side-effects have resulted

from making the change

(3) Documentation has been updated and re-

viewed

3.2.3 Software Change Authorization. The
software change authorization form (Attachment
B) is used to control changes to all documents
and software under SCM control and for docu-
ments and software that have been released to
SCM. The SCA is an on-line form that the software
developers use to submit changes to software and
documents to SCM for updating the master library.
Approvals required for baselining or updating
baselined software are as follows. The devel-
oper(s) first obtain the manager’s signature, I&T
signature, and an SCM signature. These approvals
can either be written or added electronically. SCM
signature testifies that the action has occurred.
SQA signature signifies that they have verified
that the change has been incorparated. SCM noti-
fies the software developer through the electronic
mail system that the change has occurred so the
developer can delete extra copies of the changed
parts. The SCA data base, along with the SCR data
base, is used for status accounting needs.
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The process by which changes are made is
shown in Attachment D, change procedure.

3.2.4 Change Control Automated SCM Tools.
The libraries of the CSES system are used to con-
trol all textual files containing the specifications,
documentation, test plans and procedures, and
source code. The support software (listed below)
is also under configuration management by SCM.
The library structure that is used is as follows:

(1) The CSES master library

(2) The program library

(3) The development library

3.2.4.1 For this mini-computer based devel-
opment effort, the change control tools are as
follows:

(1) The Source Management System The mech-
anism for creating and maintaining delta
files (changes only) for the CSES master
library. Only SCM has access to the CSES
master libraries. The CSES master library
data base is accessible by the SCM status
accounting system.

The Package Management System .is. used
to automate the build process and is used
to assist SCM with the generatxon ‘of soft-
ware.

SCM Get is the function mvoked by ‘soft-
ware developers to acquire software mod-
ules, or parts from the program libraries.
SCM Send is the function invoked by soft-
ware developers to impound a software
module into the SCM program libraries.
The use of this function implicitly and
automatically generates an SCA.

(2)

3

(4)

3.3 Configuration Status Accounting. The sta-
tus accounting system is capable of gerierating
the following reports:

(1) Report 1. A list of all SCR with a status of
not closed (that is, the same as open)
Report 2. A cross-reference of SCA, engi-
neering change notices (ECN), and draw-
ings, per SCA
Report 3. A monthly summary of the SCR
and SCA data bases
Report 4. A total of all SCR submitted per
unit within a user-selected range of sub-
mittal dates
Report 5. A list of all SCR which are open,
closed, or all (selected by the user)

(6) Report 6. A summary of all SCR submitted
by unit
(7) Report 7. A summary of the current ap-

" proval status of all SCR with a status of not

closed

(2)

3
(4)

()
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(8) Report 8 A short summary of all SCR
within a particular software component
with a status of either open, closed, or all

(9) Report 9. A version description document

(10) Report 10. A report that gives the status of

all documentation under SCM control
(11) General Report. Allows the user to define
his/her own reports. The user must first
specify which fields to include in the report.
On-Line Inquiry. Allows the user to inter-
actively view fields within the SCM data
bases. The user specifies the fields that
he/she wishes displayed and conditions for
searching the data base

(12)

3.4 Audits and Reviews. The SCM authority co-
chairs, with the customer, the formal CM audits:
the functional configuration audit (FCA) and the

physical configuration audit (PCA).

.3.4.1 Functional Configuration Audit. The
functional configuration audit is performed on
the software configuration items when the accept-
ance‘tests have been completed. Both the func-

tional baseline and the allocated baselines have

previously been approved by the customer.

“The audit is made on the formal test plans, de-
scriptions, and procedures and compared against
the official test data. The results are checked for
completeness and accuracy. Deficiencies are docu-
mented and made a part of the FCA minutes.

Completion dates for all discrepancies are

‘clearly established and documented. An audit of

both:draft and final test reports is performed to
validate that the reports are accurate and com-
pletely describe the development tests.

_ Preliminary and critical design review minutes

are examined to assure that all findings have

been incorporated and completed.

3.4.2 Physical Configuration Audit. A physi-
cal examination is made of the CI to verify that
the first article conforms as-built to its technical
documentation. The SCM authority assembles and
makes available to the PCA team at the time of
the audit all data describing the item configura-
tion. This includes a current set of listings and the
final draft of the product baseline specifications.
Customer acceptance or rejection of the CI and
the CI product specification presented for the
PCA is furnished to the project manager in writ-
ing by the responsible customer representative
after completion of the PCA.

3.4.3 Reviews. The SCM authority participates
in all formal reviews with the customer.

In addition, the SCM activity conducts two
informal audits of the developing CI during the
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development cycle. The first informal audit is just
prior to CDR. The second informal audit is per-
formed at the discretion of the SCM authority
midpoint between the CDR and final acceptance
test.

4. Tools, Techniques, and Methodologies

4.1 Configuration Control Tools. An integrated
set of SCM tools is used for configuration control
and status accounting for this project. The par-
ticular tools are as follows:

(1) Source Management System (SMS). This
tool is a file system for checking out vendor-
supplied and internal software. A license
agreement has been purchased from the
vendor of this tool for use on this project.
Package Management System (PMS). This
tool is a vendor supplied data management
tool used to automatically generate soft-
ware. A license agreement has been secured
from the vendor for use on this project.
Systems/Software Change Request Tool.
This is a proprietary piece of CSES soft-
ware. This tool has two parts: the input
form and its data base.

Software Change Authorization (SCA) Tool.
The SCA is a proprietary piece of CSES
software. This tool has two parts: the input
form and its data base.

Status Accounting Report Generator Tool.
This is a proprietary piece of CSES soft-
ware, This is a report generation tool that
gathers input from the following subsys-
tems:

(a) Source management system

(b) Package management system

(c¢) System/software change request

(d) Software change authorization

(2)

3)

4)

(5)
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5. Supplier Control

5.1 Vendor-Provided Software. Vendor-provided
software that is to be used by this project must
conform to good business practice SCM. The
vendor provides to this project a copy of its SCM
Plan for evaluation. This project must ensure that
the vendor SCM system is adequate. If the vendor
system is found to be inadequate, or if no vendor
SCM Plan is available, then at the program man-
ager’s discretion, the vendor can be disqualified
from providing software for this project.

5.2 Subcontracted Software. Any subcontractor
wishing to do business with this project must pro-
vide a copy of its SCMP for evaluation by project
SCM or agree to follow and abide by this SCMP. If
the subcontractor SCMP is found inadequate, all
other provisions of this SCMP apply. Any subcon-
tractor not willing to abide by the above provision
may be disqualified at the program manager’s
discretion.

5.3 Vendor and Subcontractor Software. All
vendors and subcontractors are audited for com-
pliance with good business practice SCM. The
frequency and methods of audits are determined
by the size, dollar value, and critical nature of the
software.

6. Records Collection and Retention

All formal documentation produced for and by
this project is retained and safeguarded for
20 years. A second copy of all software and docu-
mentation is stored in an off-site facility. This off-
site facility is 21 mi from primary storage.
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10.

11.

12.

13.

14.

Submitted by:

Attachment A
System/Software Change Request

SCR NUM.:
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DATE:

Project Name:

Software Program/Document Name:

Version/Revision

SCR Type: (1-Development, 2-Problem, 3-Enhancement)

Short Task Description:

Detail Description:

Submitter’s Priority [ ]

CCB Action:

1 =Critical

2=Very Important

Assigned to:

Solution Comments:

Software Programs affected:

3=Important

CCB Priority [ |

Target Rel

Date.

4=Inconvenient

B=Interesting

1&T Approval Date: /. /.
SCM Approval Date: /. /-
Actual Release Date: /. /
Closed by: Date: /- /.
SCA Reference No:

SQA Approval: Date: /- /-
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Submitter:
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Attachment B

Software Change Authorization

Product Version ID:

System:

Date:

SCA Number: XXXXXX
Sheet Number: 1
/. /. Time: /. /. 00:00:00

Computer Name

Input Release Module L A

Names Names Types N C System/Software Change Request Numbers
Comments:
Approvals I&T SCM SQA
Signature
Date
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Attachment C

Start

Y

SW Developer

Coding and
Doc Complete

Y

SW Developer

Unit Test

SW Developer

Team Leader
Approval

No

]

SW Developer

Complete SCA*
Submit to CCB

Y

[&T

Release Approval

SCM

Recompile
Source Code

1

SCM

SCM

Y

Object, Documents

Log as Disapproved
Notify Developer

Compare Captured
Object Code to
Recompiled Object

Y

SCM
SCM
Review Input, "
Capture Source, File SCA Copy

Return Signed SCA

Stop

*NOTE: Developer’s work files are retained until an approved SCA is received from SCM.

Fig 1l

CSES Procedure for Creating Initial Baseline
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Attachment D
Start
Unspecified*
Change Identified
to Controlled
SW Document
1
SW Developer A
SCR Filled Out T
SCM
Y Review I
Project Leader Ca;?lf:z Sr(;ﬁl:&
Review for Object, Doc’s
Accuracy
/
Y SCM
CCB Compile Code
Approval
\ i
A SCM
Team Leader
- Compare Captured
Assign SW Object Code to
Engineer Recompiled Object
Y Y
SW Developer SCM
Text Edit, Compile File SCA Copy,
Link Edit from Return SCA Copy,
Working Libraries Update SCR
* |
SW Developer Stop
Unit Test Passed
A
Project Leader
Approval
A
SW Developer
Complete SCA,
Attach SCR
1&T
Approval
A

NOTE: If type of change is unspecified, submit SCR to SW Development.

Fig 1
CSES Procedures for Changes to Controlled Software/Documentation
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Program Manager
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Control

|
| | |

SQ&C Software Administration
l Manager
SQA SCM
Fig 2
Program Organization Chart
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Software Configuration Management Plan for
Experimental Development Small System

Version 1.0

Approved

Project Manager

SCM Manager

Customer

Date: __/__ /__
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Synopsis

This example contains a hypothetical contract to provide a prototype minicomputer-based system for
a research-oriented customer. The system consists of three software programs, to be developed by a
project team of twenty persons (of which ten are programmers) and is considered a prototype for
installation in one field site. The software is written in COBOL. If the system is considered successful at
that site, it will be expanded to an additional two sites for further evaluation. These sites may be
supported by different hardware (for example, a transition may have to be made from hardware configu-
ration A to hardware configuration B) or by different versions of the code (for example, one site may be a
data input-processing installation and another a centralized data-gathering installation; each may use
slightly different logic or data elements). The development time frame for the prototype system is two
years. The expected life of the system is not known as the production system becomes part of a major
procurement sometime in the future when the management of the first three sites agree on the
requirements.

The contracting company and the customer are very end-user oriented, willing to sacrifice rigor in
configuration management ang specifications in the interest of speedy delivery of software to the sites
and rapid response to changes. Because of this orientation, the configuration control board functions are
administered by the project manager alone. All change requests are reviewed by the manager and an
immediate ruling is made as to whether and when to implement them. The project manager meets with
the customer technical representative regularly to review change requests that require consultation,
making disposition of the requests quite rapid.

In this environment, the software configuration management (SCM) activity must be very supportive of
the customer and manager or all SCM records will be lost. The SCM coordinator attends meetings between
users and the project staff and prepares change requests on the spot. These are provided to the project
manager and customer technical representative for resolution. The project emphasis is on intensive
support to management in performing SCM —it is literally transparent to management since the SCM
organization completes all of the required paperwork. The managers’ and customers’ responsibility is to
review and authorize the resulting documentation.
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Appendix B

Software Configuration Management Plan for
Experimental Development Small System

1. Introduction

This document describes the software configu-
ration management activities to be performed in
support of the Experimental Development Small
System (EDSS) Project. The EDSS project is
charged with developing and demonstrating an
advanced data processing concept, which, at a
later date, may be converted to a fully functional
system for processing special data. The project is
considered to be a research/development pro-
gram. ‘

1.1 Purpose of the Plan. The software configu-
ration management plan (SCMP) for the EDSS
system describes how the software development
activity supports EDSS management in the rapid
iteration of software builds necessary for efficient
development of the prototype demonstration
software at site A. It also describes how this
demonstration baseline is to be captured to pro-
vide for adaptation of the operational program to
sites B and C and for subsequent up-grade of the
software to full production quality for support of
operational sites.

1.2 Scope. Three software configuration. items
(CI) are being developed as part of this contract:

(1) The Operational Program

(2) The Data Reduction Program

(3) The Test Generator Program

The development of these three CI is the
responsibility of the contractor’s software engi-
neering organization. The internal build testing,
the conduct of integration testing and demonstra-
tion of the prototype at site A is the responsibility
of the contractor’s test and control organization.
The test and control organization is also respon-
sible for demonstrations at sites B and C under
this contract and possible subsequent upgrade
testing of the software during later contracts.

The configuration of the operational program
is managed at the unit level with all changes
reviewed and approved as each unit comes under
configuration management in the master library.
The configuration of the data reduction program

56

and test generator program is managed at the
component level after being released for use with
the operational program.

This SCMP specifically covers the configuration
management support provided by the software
configuration management department to the
EDSS project office for

(1) The development of software used for dif-

ferent builds in test

(2) The prototype demonstration at site A

(3) The demonstrations at sites B and C.

1.3 Definitions and Mnemonics

1.3.1 Standard Definitions. Definitions used
are found in ANSI/IEEE Std 729-1983, IEEE
Standard Glossary of Software Engineering Termi-
nology. Specifically, attention is called to defini-
tions of ~
configuration item
configuration identification
configuration status accounting
master library
software library

1.3.2 Other Definitions
prototype system. The software developed for
demonstrating the feasibility of the system con-
cept.

1.3.3 Mnemonics. The following mnemonics
are used within this document:

AXCESS Vendor Software Company

CCB Configuration Control Board

CI Configuration Item

CM Configuration Management

DRP Data Reduction Program

EDSS Experimental Development Software

System
)3 Operational Program
SCA Software Change Authorization
SCI Software Configuration Item
SCM Software Configuration Management
SCMP Software Configuration Management
Plan
SCR System/Software Change Request
SDG Software Development Group
SPR Software Promotion Request
T & CG Test and Control Group
TGP Test Generation Program
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1.4 References

[1] ANSI/IEEE Std 729-1983, IEEE Standard
Glossary of Software Fngineering Terminology.!3

[2] ANSI/IEEE Std 828-1983, IEEE Standard for
Software Configuration Management Plans.

[3] Contractor Software Engineering Organiza-
tion Labeling Standards for EDSS System.

[4] Contractor Test and Control Malfunction Re-
ports, 14

[6] EDSS Software Development Plan

2. Management

2.1 Organizations. All authority for managing
the EDSS system is vested in the EDSS project
office. The software engineering organization and
the test and control organization provide per-
sonnel on loan to the EDSS project office for the
duration of the project. The configuration man-
agement department provides qualified personnel
to the EDSS project office to perform the neces-
sary SCM coordination. Figure 1 illustrates the
major organizations. ;

The working organization is divided into two
main groups

(1) EDSS software development group (SDG)

(2) EDSS test and control group (T & CG)

131EEE publications are available in the company technical
library. .

14Organizational standards are available from the EDSS
project office secretary.
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Both groups report to the EDSS project man-
ager. The SCM coordinator is provided by the CM
department to the EDSS project office to help
support both the software development group
and the test and control group.

The EDSS project office has full responsibility
for program management functions, including
configuration management, until the demonstra-
tions at all three sites are concluded. The SDG
has responsibility for preparing and maintaining
requirements specifications, designing the soft-
ware, and performing the unit testing needed for
all builds. The T & CG is responsible for inte-
gration tests, field installations, and all demon-
strations. The SCM coordinator is responsible for
processing all changes affecting the documenta-
tion (including test data and test procedures)
and programs after their release to the T & CG.

The EDSS project manager is responsible for
approving/denying all changes to the program,
whether originating from the T & CG or from the
customer. The project manager functions as the
configuration control board (CCB).

2.2 SCM Responsibilities. The general respon-
sibilities of the SCM coordinator are to process
the information needed to control changes in the
prototype software as it develops and to capture
the as-built documentation, test data and reports,
and code that represent each successful site
demonstration. The emphasis is placed on sup-
porting the project change activities by indepen-
dently handling all of the required paperwork
—making the CM process transparent to man-
agement.

Specific organizational responsibilities of the
SCM coordinator are as follows:

2.2.1 Identification. Naming conventions are
established for

Fig 1

Project Organization Chart

SCM Coordinator

CM Department ~ — = ———————————c————

EDSS Customer
Project Office

Software
Development
Group

Test
and Control
Group
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(1) Unit Names. These are designed so that
unique identification of each item is possi-
ble. In addition, the unit naming conven-
tions are structured so that it is possible to
determine which SCI each unit belongs to
by simply looking at the unit name,

(2) File Names. These are designed with the
same mnemonic capability as the units.

(3) Component Names. These are given
unique names so the source code can be
matched to the supporting documentation.

(4) Configuration Item Names. These are
defined in the same manner as in the con-
tract statement of work.

2.2.2 Control. Control of all changes is main-

tained by

(1) Preparing and tracking approved system/
software change requests (SCR), including
all problem reports originatingfrom the
customer, throughout implementation and
testing

(2) Acting as software librarian, controllmg
the release of code to

(a) The integration library for mtegratlon :

and testing by the T & CG at the con-
tractor’s development facility

(b) The master library for installation and

demonstrations at the site(s) .

2.2.3 Status Accounting. The SCM ‘coordina-
tor provides the necessary status reports: to the
groups and project management. Typically, the
reports cover

(1) SCR opened during period XXXX-XXXX15

(2) SCR closed for period XXXX

(3) Major SCR remaining open for three or

more weeks .

(4) SPR made during period XXXX

(5) SCR included in SPR, by date of promotxon'

2.2.4 Audits and Reviews. There is no perti-
nent information for this section.!6

2.3 Interface Control. The EDSS system inter-
faces with the AXCESS software being developed
by the AXCESS Company. The interface with this
software is defined in an interface specification
developed jointly by representatives from the

15The period XXXX is left to the discretion of the program
manager but is no less frequent than three-week intervals.

16Ny audits are performed as there is no contractual
requirements. All reviews are informally conducted. Since
there is no formal delivery, the software quality assurance
activity is not involved in the configuration management of
the software.
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software development activities of each company.
The specification is approved by the responsible
project managers of each company.

The EDSS interfaces with the hardware configu-
rations found at customer sites are defined in a
memorandum of agreement between the customer
and EDSS project manager. Where agreement is
not mutual, resolution is reached by contract
negotiations. For changes to the EDSS system, the
EDSS project manager initiates all change re-
quests. For necessary changes to the AXCESS
system, the AXCESS project manager initiates the
change requests.

2.4 SCMP Implementation. The CM Department
supports the EDSS project office with the services
of a qualified SCM coordinator on the basis of 50%
of one person’s services per month.

One four-drawer file cabinet in the library is
used for storage for the period of time specified in
Section 6.

~One workstation for execution of the data
management system is used for the duration of
the project,

Key eventsin the SCM planning phase are

(1) Establishing the integration library upon

release of the first unit to T & CG for.inte-
gration -

(2) Establishing the EDSS master library upon

" release of the first software system config-
) uration for demonstration at site A
(3) Impounding the master libraries from the
-~ three sites, along with the associated doc-
umentation and test data and reports, at
the end of the final site demonstrations

2.5 Applicable Policies, Directives, and Proce-
dures. The following standards and procedures
apply for the duration of the contract:

(1) Labeling standards used for documenta-
tion, test data, and software media are in
accordance with the standards in the soft-
ware engineering organization’s standards
and procedures manual, modified as neces-
sary in the EDSS software development
plan.

(2) Version level designations are sequential
numbers following a dash, appended to the
documentation/media label.

(3) Problem report (SCR) processing is done
according to the flow diagram in Attach-
ment B.

(4) Procedures for operating the integration
library and the EDSS master library are
documented and distributed as a part of
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the EDSS software development plan prior
to establishing the integration library

3. SCM Activities

3.1 Configuration Identification

3.1.1 EDSS Project Baselines. The require-
ments baseline (functional baseline) is established
as the list of functional capabilities set forth in
Addendum 2 of the statement of work in the
contract.

The design baseline (allocated baseline) is
established as the source code and associated
design documentation, and all test procedures of
the as built configuration items are successfully
demonstrated to the customer at site A.

The prototype system baseline (product base-
line) is established by the current design baseline
of site A and versions of the configuration items
for sites B and C at the end of the final demon-
stration. o

Integration baselines are used to maintain suc-
cessive builds during the development of the
prototype demonstration at site A. A significant
number of software builds at site A can be ex-
pected.

'3.1.2 EDSS Project Labeling. The basis for
labeling is by mnemonic labels assigned to each
unit. In addition, each source unit shall have a
prologue embedded in it. This prologue shall con-
tain the following elements:

(1) Unit name

(2) Component name or identifier

(3) CI identifier

(4) Programmer name

(5) Brief description of the function of the

module

(6) Change history

(a) Date of each change
(b) Reason for change (see SCR)
(¢) Change level (version being changed)

For example, the initial version of a unit is A-0,
the second is A-1, etc. The change level is incre-
mented each time the code is revised. The change
level and the unit name are used to uniquely iden-
tify the version of the source code that incorpo-
rated a given problem correction, for example,
ABC (3) for revision 3 of the unit ABC.

3.2 Configuration Control
3.2.1 Configuration Control Board. The EDSS
project manager performs the functions of the
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change control board. The SCM coordinator sup-
ports the project manager by preparing SCR for
the manager’'s review and processing the SCR
subsequent to the manager’s decision.

3.2.2 Processing SCR. The procedure for han-
dling SCR is described in Attachment B.

3.2.3 CCB Interfaces. The EDSS project man-
ager performs all of the coordination necessary
with the customer in reviewing and in accepting,
rejecting and negotiating changes. The manager
also performs the liaison with the AXCESS ven-
dor. Changes originating from the EDSS project
are processed by the SCM coordinator. The two
project managers provide coordination between
projects and mutually resolve differences.

Changes to a system that result from these
agreements are initiated by the responsible proj-
ect manager.

3.3 Configuration Status Accounting. Status
accounting is accomplished by tracking the
changes to units through the use of the SCR form.
This manually generated form (reference Attach-
ment C) is updated (upon release) with the ver-
sion number of each release.

Status of each CI is reported periodically to
the project manager or at the manager’s re-
quest. The status of the revisions to the units
and components is reported weekly to the man-
agers of the SDG and T & CG. When a software
system is released to a site, the release and ver-
sion are recorded and the units contained in the
system are listed, along with their current change
level.

3.4 Audits and Reviews. No audits are scheduled
to be held for the EDSS system. Instead, the sys-
tem is verified through the customer’s functional
testing. Parallel operation using the site’s pre-
vious manual system and the new system is
maintained until the users are confident that
the system is producing accurate reports and
displays. The SCM coordinator attends perform-
ance/functional reviews to record action items
and change status.

Functional reviews are held periodically during
the software development cycle. The principle
document used is the User Interface Guide. This
document contains the layouts of each of the dis-
plays and reports the users have available from
the system. Each data element in each display or
report is defined there, along with the method by
which the element is derived (if any).
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4. Tools, Techniques, and Methodologies

The primary technique for SCM is the manual
processing of SCR, SCA, and SPR. The SCR form
(see Attachment C) is used to record all customer
requests for changes, their disposition, and even-
tual implementation. The same form is used to
record enhancements or changes requested by
the SDG. These forms later become the basis for
updating the requirements specifications and for
resolving questions concerning the origin of a
change or the status of a requirement that arise
during implementation, during integration, instal-
lation and checkout at site(s) and during the
demonstrations.

A set of basic SCM tools is available for use. A
data management system is used for recording
and reporting status of the units, components,
and CL

The integration library uses a file system to
check in and check out units for revision and test.
The project master library uses the same system
to impound master copies of the tunits and
components. ,

Release of code to the integration library is
made through software promotion requests (SPR)
shown in Attachment A. The software is compiled
and built into a protected integration backage
owned by the T & CG. Software successfully
demonstrated at the sites is placed in the EDSS
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master library for future demonstrations and
upgrades.

5. Supplier Control

There is no pertinent information for this
section.

6. Records Collection and Retention

Copies of each status report are maintained as
a historical record for the EDSS project until the
project is terminated or the prototype demonstra-
tion system is replaced by the production system.
These records are transferred to microfiche as
they age over six months.

‘The prototype system baseline code, test data
and reports, and documentation shall be main-
tained at the termination of the project for a
period of two years or until replaced by a produc-
tion system. The software media for retention of
this baseline code is magnetic tape. The documen-
tation for this is retained on microfiche.

Test procedures and test data resulting from
the successful demonstrations shall be retained
as a part of the data for use in defining the
production system.
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Attachment A

Software Promotion Requests

Table 1 defines the list of data elements included in the Transaction file for release of each unit.

Table 1
Data for Software Release

Element Name

Definition

CI number
Sub-application
Release request
Action requested
Members
Change level
Justification
From library
Member type
Load module

Time tag

Number assigned for CI identification

The name or number assigned to the unit or portion of the CI being released

Data release was requested

The control action requested by the development activity (builds, move to test library)
Names of modules, units to be included in the release

The change level or version number of the units being released

The number or tﬁe 'statement of jusfification concerning the reason for release

The library loce/xtion of the units before the release

The type of the unit being released (procedures, macfos, test drivers)

The load module with which the units are linked

The time tag for the version of the unit being promoted
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Processing System Software Change Requests

System/Software Change Request (SCR) forms (2)
are used to document three types of situations:
(1) Requests for changes to the software by the
customer (whether these requests result
from tests, demonstrations, or from expe-
rience at the sites).
(2) Requests for changes by the designers or
coders (generated within the company)

When an SCR results in a software change
(whether a correction or a new function),
the software manager annotates the SCR
form at the time of release of the new soft-
ware to the sites and forwards the SCR to
the SCM coordinator who then updates the
master file.

that affect code already in use at the sites. 1.2 SCM Coordinator. The SCM coordinator

(3) Problems or errors in the code in test or at attends all customer/designer meetings and acts
the sites that were clearly not requests for as the recorder of change requests. Signature
new or different functions —documented approvals are obtained at that time.

i bugs in the released code

When a release of software to sites is being

prepared, the SCM coordinator meets with the

1.1 Processing steps are

project manager and review all outstanding SCR

(1) All SCR are logged in by the SCM coordi- against the released software.

nator and assigned a number on receipt. The

SCR closed at that time are documented by

After logging, the SCR is forwarded to the SCM coordinator.

appropriate manager for action or reso-
lution.
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Attachment C

System/Software Change Request Form

The following data elements are included on the SCR form.

Table 1
SCR Data Elements

Element

Values

CI

Environment

Change type
Date requested

Narrative description

Disposition

Requester

Requester site

Release and version
Implementation data
Implementation release and version
Implementation ship date
Responsible manager signature

Customer approval signature

The name of the configuration item involved

The hardware site involved (may be more than one as project uses three different
types of minicomputers)

Legal values: new function, error correction, design change
DD/MM/YR

Description of the change desired in language as explicit as possible; description of
the problem in the case of error reports

Final disposition: fixed, accepted but delayed, rejected.

If fixed, description of changes made are included here

Person making the request for the cl{ange

Location of the person making the request

The release and version number in which the problem existed

List of modules involved in the change on system/software change request form
Release and version number in which change appears

Date on which the change is shipped to the sites

(Used only for changes to software already released for field use)
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Synopsis

This example contains a discussion of a hypothetical programming facility that manages the support
software systems used in the design, development, test and maintenance of the software systems for a
large software engineering company. The company has approximately twenty-seven hundred employees
of whom nine hundred are professional software engineers with degrees in computer science, computer
systems or electrical engineering. The average experience of the professional engineers is five and one-
half years. The software products they build and maintain are primarily real-time systems for many
applications, some critical and some not. The company has an extensive investment in software engineer-
ing facilities. There are software engineering work stations for a third of the professional programming
staff and terminals available for the support staff. The work stations are attached to a local area network
that is integrated with a large number of mini-computers and two mainframes.

The programming facility, SPLIT, is staffed with one hundred and thirty-five people. Fifty are systems
and maintenance programmers. There is a software configuration management department within the
company that performs all of the configuration management activities for the facility and the software
engineering groups. Special emphasis is placed on the management of the products in the SPLIT facility
since the productivity and reputation of the company directly depends on the efficiency and reliability of
the support software used by the engineering groups. A special software configuration management
group is permanently assigned to the SPLIT facility with the responsibility for controlling the company’s
support software. The company management supports'this focus — as long as the software engineering
activities do not complain too loudly about the service they receive.

In this environment, the software configuration management group in the facility has a direct role in
the control of the support software. This group processes all changes made to the support software by the
system programmers, builds the run-time systems and performs all the other normal configuration
management activities. The role of configuration management in maintenance makes this group a major
part of the facility’s management team.

Since the company has a considerable investment in the support software and data records, the
disaster control practice requires that the support software in the production library have copies in the
software archival repository. The company maintains the software repository in a protected shelter
thirty-five miles from the main facility.
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Appendix C

Software Configuration Management Plan for a
Software Maintenance Organization

1. Introduction

This plan describes the standard operating
procedures for managing the configuration of all
the support software available to the users of the
SPLIT facility. The SPLIT facility provides the
supporting software used in the design, devel-
opment and maintenance of software products
produced by the company. All of the support
software products available to the users of the
SPLIT facility are maintained under configuration
management to ensure that users have continual
and reliable service from the software products in
the run-time environment, and that errors in the
support software and requests for enhancements
are handled accurately, completely, and in a
timely manner.

1.1 Purpose of the Plan. This operating plan
specifies procedures whereby software config-
uration management supports the entire software
change/enhancement process.

1.2 Scope. This plan defines the SCM activities
necessary for maintaining all support software
items being procured, tested, sustained and kept
in the production environment in the facility. The
list of the software configuration items will vary
over time. The consolidated list of configuration
items and their status is maintained by the SCM
group within the SPLIT facility and published
monthly in the SPLIT configuration summary.

1.3 Definitions and Mnemonics

1.3.1 Definitions. The terms used in this plan
conform to the definitions found in ANSI/IEEE
Std 729-1983, IEEE Standard Glossary of Software
Engineering Terminology.

1.3.2 Mnemonics. The following mnemonics
are used within this document:

CCB Configuration Control Board

CCM Configuration Change Management
[system ]

Cl Configuration Item

CM Configuration Management

COMM Communications Software

EWS Engineering Work Stations
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HW Hardware

LAN Local Area Network

SCA Software Change Authorization

SCM Software Configuration Management

SCMG  Software Configuration Management
Group

SCMP  Software Configuration Management
Plan

SSQAG SPLIT Software Quality Assurance
Group

SCR System/Software Change Request

SQA Software Quality Assurance

SQAG  Software Quality Assurance Group

STEG  SPLIT Test and Evaluation. Group

SDT Software Development Tools

TFR Transfer File Request

1.4 References!?

[1] ANSI/IEEE Std 729-1983, IEEE Standard
Glossary of Software Engineering Terminology.

[2] ANSI/IEEE Std 828-1983, IEEE Standard for
Software Configuration Management Plans.

[3] GP:25, Software Configuration Management.
[4] GP:26, Software Change Request Processing.

[6] SF:39, Vendor License Identification and
Accountability.

[6] SF:27, Inspection and Test of Support Soft-
ware Products.

[7] SF:15, Test and Evaluation Group Activities.

(8] CMP:13, Identification and Labeling of Soft-
ware.

[9] CMP:25.3, Unit Naming Conventions.
[10] CMP:254, Version Level Designation.

[11] CMP:37, Computer Program Media Identifi-
cation and Marking.

[12] CMP:12, Software Auditing.
[13] SP:17, Support Software Status Reporting,

17 Referenced documents are available for use in the SPLIT
software reference library.
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[14] SP:12, Operation of SPLIT Configuration
Control Board.

[15] SP:5, User Documentation Maintenance.
(16] SP:7,SPLIT Production Library Maintenance.
[17] SP:95, Work Station Request and Allocation.
[18] SCMG-WP:19, Data Retention — SCR/SCA.
[19] SCMG-WP:1, Software Release Procedures.

2. Management

2.1 Organization. The vice-president managing
the SPLIT facility reports to the company presi-
dent along with the vice-president in charge of
the product effectiveness group and the vice-
president in charge of the operations division
(engineering). The configuration management
(CM) department is part of the product effective-
ness group. The software configuration manage-
ment group (SCMG) is administratively a part of
the CM department and their activities are re-
sponsive to the policies set by the CM department;
but, functionally, they report to the manager of
the SPLIT facility.

The organizational structure of the SPLIT facil-
ity is shown in Fig 1.

2.1.1 Operations Group. The operations group
maintains the processing and communications
systems, installs and reconfigures hardware in-
stallations, and performs the day-to-day opera-
tions of the processing environments.

2.1.2 Systems Software Programmers. The
systems software programmers perform the main-

Fig 1
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tenance on the support software developed in-
house (generally by the engineering division) and
subcontracted software acquired by the facility.
Third party software acquired from vendors is
not maintained by the SPLIT facility.

2.1.3 Test and Evaluation Group. The test
and evaluation group performs the acceptance
tests for vendor and subcontracted software and
also all new releases for in-house support soft-
ware maintained by the systems software pro-
grammers.

2.1.4 User Consultants. The user consultants
provide training to that portion of the company
that does not include Section 2.1.3 in the use
of the support software systems, and consulting
services to the software engineers as needed.
They are the primary source of change requests
for support software.

2.1.5 SPLIT Software Quality Assurance
Group. The SSQAG is functionally a part of the
product effectiveness group. They perform evalua-
tions of new software as an incoming QA function,
and periodic audits of the operations of the
facility.

2.1.6 Multiple Configuration Control Boards.
There are multiple configuration control boards
(CCB) within the facility. The senior CCB, called
the SPLIT CCB, has overall responsibility for
managing the hardware and software configura-
tions in the facility. This responsibility includes

(1) Allocating SPLIT resources for use on

company projects )

(2) Setting overall schedules for support soft-

ware updates and new version releases

(3) Allocating resources to update configura-

tions of mainframe processors, the mini-
computer nodes, and the LAN/Hi-Speed -
data bus configurations.

SPLIT Facility Organization

Facility
Manager

SSQAG
Operations Systems Test & User
Group Software Group Evaluation Consultants

Programmers
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SPLIT Facility
CCB
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Fig 2

Structure of CCB

(4) Providing resources to subordinate CCB

that manage software product lines

The manager of the SPLIT facility chairs the
SPLIT CCB. The head of the SCMG is the alternate
chairman and attends all meetings of the SPLIT
CCB.

The in-house software is grouped by function
into three separate CCB

(a) Software development (SWDEV) tools
(b) Programming environments (PROG)
(¢) Communications (COMM) software

These subordinate CCB have configuration
management responsibility for support software
developed in-house, and managing the changes
approved for software acquired from outside
sources. Individual product line CCB are assigned
to software products developed by the company,
but their operation is independent of the SPLIT
facility CCB. When these company software prod-
ucts are used in the SPLIT facility, they are con-
trolled in the same way any product purchased
from an outside vendor is controlled. The soft-
ware used in the engineering work stations has a
- separate work station CCB for tracking the vola-
tile hardware and software configuration.

Each SPLIT facility CCB is responsible for allo-
cating resources needed for maintaining their
assigned software products. Where changes affect
interfaces with other hardware or software within
the facility, or both, the issue must be brought
before the SPLIT facility CCB. The head of the
SCMG cochairs the SPLIT facility CCB and work
station CCB with their respective managers.

Each project making use of a software product
has representation on the CCB controlling that
product.

2.2 SCM Responsibilities. The primary SCMG
responsibilities involve supporting the change
process as it affects existing software product
baselines; maintaining an accounting of the status
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of all the software configuration items in the facil-
ity; and auditing physical configurations (CI)
received from subcontractors, vendors of com-
mercial software used in the facility, and support
software from the company engineering division.

2.2.1 Identification. The SCMG is responsible
for maintaining the identification (numbering,
labeling, and integrity of documentation) for all
the support software in the facility. Responsibility
also extends to identifying the configuration items
that are acquired from commercial vendors.

2.2.2 Configuration Control. The SCMG is
responsible for supporting the change process for
all of the support software used in the SPLIT
facility.

2.2.3 Configuration Status Accounting. The
SCMG maintains the data base used to prepare
reports on the status of all support software prod-
ucts and hardware configurations used in the
facility.

2.2.4 Audits and Reviews. Audits are per-
formed by two groups

(1) The SCMG performs physical configuration
audits of all support software acquired by
the facility. Periodic inventory audits of the
support software are also performed as
directed by the SPLIT facility manager
The SCMG supports SSQAG in perform-
ing functional configuration audits of in-
coming subcontracted and vendor-provided
support software. The SCMG also provides
SSQAG with summary data on probable
causes of failure

The SCMG works directly with the STEG in eval-
uating software changes being released to the
production library.

(2)

2.3 Interface Control. One of the most critical
activities is controlling the interfaces between the
different software systems in the facility and
between the software and changing hardware
configurations.
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The SCMG supports the interfaces between the
multiple CCB by recording action items affecting
each interface and following up on them to see
that they are accomplished in a timely manner.

The SCMG maintains configuration control of
the specifications and standards controlling the
interfaces between the software elements of the
workstations. The workstation configuration must
include both hardware and support software for
each installation. This includes accounting for
leased and licensed software used on personal
computers and in workstations.

The SCMG maintains the operating system con-
figuration used in the SPLIT facility as a means
for enforcing control of the interfaces with the
applications programs.

2.4 SCMP Implementation. The staff of the
SCMG is composed of one group head, who acts as
coordinator, and one qualified SCM administra-
tor for each separate SPLIT facility CCB (one per
CCB). One additional person has the function of
tracking the EWS configuration(s).

Computer resources and work space are pro-
vided by the SPLIT facility manager for the SCMG.

Milestones for SCMG activity are set by the
manager of the SPLIT facility and reflect the on-
going continuous support activities required for
managing the various support software config-
urations.

2.5 Applicable Policies, Directives, and Pro-
cedures
2.5.1 Policies
(1) Company Policy
(a) GP:25, Software Configuration Manage-
ment
(b) GP:26, Software Change Request Proc-
essing
(2) SPLIT Policies _
(a) SF:39, Vendor License Identification
and Accountability
(b) SF:27, Inspection and Test of Support
Software Products
(c) SF:15, Test and Evaluation Group
Operations
2.5.2 Directives
(1) Company Bulletin, GB:87, Use of Licensed
Software
(2) Company Directive, CD:34, Copyright Pro-
tection
(3) Company Bulletin(s), GB:(various), CCB
Membership
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2.5.3 Procedures
(1) Company Procedures
(a) CMP:13, Identification and Labeling of
Software
(b) CMP:25.3, Unit Naming Conventions
(c) CMP:254, Version Level Designations
(d) CMP:37, Computer Program Media
Identification and Marking
(e) CMP:12, Software Auditing
(2) SPLIT Procedures
(a) SP:17, Support Software Status Reporting
(b) SP:12, Operation of SPLIT Configura-
tion Control Board
(c) SP:5,User Documentation Maintenance
(d) SP:7, SPLIT Production Library Main-
tenance
(e) SP:95, Work Station Request and Allo-
cation
(3) SCMG Procedures
‘ (a) SCMG-WP:19, Data Retention — SCR/SCA
(b) SCMG-WP:1, Software Release Proce-
dure

3. ’ SCM Activities

3.1 Configuration Identification. Each support
software product in the facility is identified by
configuration item title, specifications, user docu-
mentation, and media labels in accordance with
established company procedures.

Since the software being managed has already
had a product baseline established, the identifica-
tion schema is already set. The SCMG uses the

‘identification and labeling standards in the prod-

uct baseline. In-house software identification
follows company procedures CMP-13; 25.3; 25.4;
and 37. Third-party software is labeled with com-
pany-defined labels for record-keeping purposes.
The elements of software (programs, documen-
tation, test data, etc) in the production library
(the library of software released for running on
hardware in the facility) is organized as in Table 1.

Table 1
Hierarchy of Elements

Generic Term Alternate Terms

Configuration item Package, product

Component Segment, program

Unit Module, routine
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The level of control applied by the SCMG will
generally be to the component level. Components
are considered to be the controlled item in manag-
ing the operation of the SPLIT facility. A given
programming library used by systems program-
mers may have a system for managing configura-
tions of software units previously used in the
development and maintenance of other programs.
Sometimes the units in these libraries are referred
to as packages, following the concepts of reusable
software being advocated.

3.1.1 Baseline Identification. Support soft-
ware product baselines are established during
incoming inspections of the product at the facil-
ity. New releases to a product baseline are labeled
in accordance with 2.5.3(1)(c). New releases
include changes or updates as necessary to the
product package —specifications, user documen-
tation, design documentation (listings), test proce-
dures, and associated test and inspection reports.
The procedure 2.5.3(1)(a) is followed for each
new release of a support software product.

A new release of a support software product is
made in accordance with 2.5.3(3)(b).

The scheduling of a new release is determined
by the SPLIT CCB.

3.1.2 Product Baseline Cataloging. Labeling
of product CI is in accordance with 2.5.3(1)(a).
The SCMG reviews each request to be released for
conformance to company procedures. The SCMG
then checks the release package against the
transfer file and the CCB authorization for com-
pleteness and STEG/SSQAG approvals.

3.2 Inspection and Receiving. New products
entering into the facility for use are inspected for
conformance to 2.5.3(1)(a) by the SCMG. Vendor

software parts (configuration items) are given’

company CI part numbers in the 7000 series for
maintaining separate accountability within the
status accounting system.

3.3 Configuration Control

3.3.1 Levels of Authority for Approvals. All
software is tested by the STEG prior to its promo-
tion into the integration library or the production
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library. Both STEG approval and SCMG approval
is required before the software is promoted to the
integration library or production library.

The promotion of changes into the integration
library is authorized by the SPLIT facility and
work station CCB and approved by the SCMG
after design checks by the STEG.

The release of changes to the production library
is authorized by the SPLIT CCB. Prior to entering
changes into the production library, each change
is tested and verified as correct by the STEG,
checked for conformance to packaging standards
by SSQAG, and administratively approved by the
head of the SCMG before being placed into the
library.

3.3.2 Change Proposal Processing

3.3.2.1 SCR Processing. Software change
requests are prepared using the form C-1049,
software/system change request, or use of the
SCR ENT command in the interactive configura-
tion change management (CCM) system. Manu-
ally prepared forms (C-1049) are entered into the
CCM system by the SCMG librarian. The same
form used to initiate a problem report is used for
requesting an enhancement to the system. All
changes are concurrently routed to the SCMG
files in the CCM system for administrative checks
and to the appropriate product line manager for
verification. Each SCR is reviewed by technical
personnel and their evaluation is forwarded to
the appropriate SPLIT CCB for action.

The SPLIT CCB can approve, reject, or table
(with an action date) a request pending further
information.

Action in response to a SCR is scheduled by the
CCB in response to the severity of the problem
reported or the need for enhancement. Problem
reports are given priority over change requests
not associated with an operating problem. Prob-
lem reports (as indicated on the SCR form) are
processed on an expedited basis.

Problem reports that are determined to be valid
errors in the performance of the system and given
priority for solution with temporary fixes are
incorporated into the subject system — along with
publication of a bulletin notifying all users of the

Table 2
Problem Criteria
Category Symptom
“c” A software item cannot be executed by a user
“M” Users have problems with a program but can work around with temporary fix
“S” Minor irritation but users can still accomplish work
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change in the system. Permanent modifications to
correct the error are incorporated with the next
upgrade released to all users.

Requests for system enhancements that are
valid and within the scope and resources allo-
cated to the software product are scheduled for
incorporation in the next scheduled upgrade to
that product.

Approvals are incfbrporated in the maintenance
schedule and a release date tentatively identified
for a scheduled upgrade or correction to the
affected support software product(s). Status of
these SCR is indicated as approved.

The SCR may be returned to the user when
additional clarification is needed or when the
results of the design review may necessitate addi-.
tional design analysis or even modification to the
change request. The SCR is held with the status
pending until a course of action has been
determined.

Testing for promotion to the integration library
or release to the production library may result in
additional design changes or recoding. In that
event, the status of the SCR reflects approved and
the status of the SCA reflects in-work. The status
of the SCR/SCA action is changed to implemented
only if the change has been completed, verified,
and released into the production library.

3.3.2.2 SCA Processing. Approved SCR are
forwarded by the CCM system to the appropriate
programming activity for implementation. Similar
changes that are grouped together for an upgrade
are worked on at the same time. Emergency
changes (needed to keep the system in operation)
are expedited through the system. The program-
ming activity extracts necessary files for work
from the production library and makes the
changes. When the supervisor is ready to inte-
grate the file, the SCA and the code are completed
and passed to the CCM_HLD/INT area for admin-
istrative checks by SCMG before being released to
the integration library for integration and test.

STEG performs the integration and testing,
requesting modifications from the programming
activity as appropriate. When it has been demon-
strated that the change package is correct and
introduces no additional errors into the system,
the SPLIT CCB is informed of the pending update
whereby STEG initiates a transaction file request
(TFR). Upon approval by the SPLIT CCB, the
SCMG enters the change into the production
library. The status of the SCR/SCA is then changed
to closed.

The SCMG performs the systems generation of
the run-time programs used in the facility, and
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loads, after verification by the STEG, into the
necessary hardware configurations.

Failure of the users to accept the changes in the
support software system may result in it being
returned to a previous step or cancellation of the
task.

3.3.2.3 Changes to EWS. The processing of
changes to work station support software is the
same as the above procedure except that the
run-time software generation and allocation to
HW configuration is controlled by the EWS CCB
network manager.

3.3.24 Changes to Supplier Software.
Change processing for subcontracted software is
performed in the same manner described above
when the source code is in-house and mainte-
nance is being performed by the SPLIT systems
software programmers. When the software prod-
uct is under subcontractor warranty, the SCR is
passed to the subcontractor and the new version
is accepted into the production library in the
usual manner. In the event where the subcontrac-
tor has a maintenance contract for the product,
the SCR is passed on to them for processing.

3.3.2.5 Licensed Software. Licensed soft-
ware is given a company label with a unique iden-
tifier to indicate limited use. Periodic audits are
conducted by the SCMG to determine adherence
to the license limitations by users.

3.3.2.6 Purchased Commercial Software.
Purchased commercial software is relabeled with
company identifying numbers and released for
use and configuration management in the same
manner as in-house developed software.

3.3.3 CCB Roles. The CCB evaluation takes
into consideration, among other things, the staff
resources available versus the estimated work-
load of the request; the estimated additional
computing resources that are required for the
design, test, debug, and operation of the modified
system, and the time and cost of updating the
documentation.

An essential function of each CCB is to coordi-
nate the flow of information between the users of
the software product and the maintenance organ-
ization supporting the product. This function is
executed when the CCB representatives of the
project use the products and monitor the evalua-
tion of the significance of problem reports and
requests for enhancements. The result of the CCB
review is the assignment of a priority to each
request.

3.3.4 Control of Interfaces. There is no per-
tinent information for this subsection.
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3.4 Configuration Status Accounting. The SCMG
supports the following reports:

(1) SPLIT Software Configuration Report. An
accounting of the software and hardware
configurations of all the systems within the
SPLIT facility. This report is kept current at
all times. Weekly reports are made to the
SPLIT facility manager, including changes
Jjust completed and changes scheduled for
the next week.

(2) SPLIT Performance Summary. A monthly
summary of the up-time of all systems and
an analysis of all problems causing un-
scheduled down-time.

(3) SCR/SCA Summary. For each configura-
tion item, a summary of the current status
of SCR/SCA activity is given on a weekly
basis to the SPLIT facility manager. The
SCR summary includes problem type and
severity, priority given by the CCB, activity
or programmer assigned, and target release
date for either the fix or new release.

(4) EWS Configuration Status. This configu-
ration status is maintained in a data base
for general access. Status and configura-
tion summaries are presented to the SPLIT
facility manager on a weekly basis.

3.5 Audits and Reviews. The SCMG performs a
physical configuration audit on all incoming
third-party software.

The SCMG performs functional and physical
configuration audits on each new release of soft-
ware in the system.

The SCMG performs periodic audits of the
software and hardware configurations in the
facility to ascertain that no unauthorized changes
have been made. Particular attention is paid to
licensed software.

4. Tools, Techniques, and Methodologies

4.1 Use of the CCM System. The CCM system is
used to manage and track all changes to the soft-
ware in the SPLIT facility. The system provides
for initiating changes, review and approval by
management, assigning and monitoring work
status, and the testing and releasing of all changes.
Status reporting is provided as an output from
the CCM data base. This configuration manage-
ment tool is one of the set of software tools used
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in the SPLIT facility by all of the operating activ-
ities.

4.2 Inspections. Releases to the production
library are inspected to confirm inclusion of
scheduled SCR/SCA.

4.3 Library Management. The SCMG makes dis-
ciplined use of programming libraries to manage
the changes to support software configuration
items. The SCMG and the STEG cooperate in
promoting software modifications from the devel-
opment library into the integration library and
from there releasing them to the production
library.

4.3.1 Development Library. The development
library is used by the systems software program-
mers as they develop their code. The units and
components are controlled by the individual pro-
grammers. Criteria for allowing promotions into
the integration library includes the successful
completion of unit testing and approval by the
group’s supervisor.

4.3.2 Integration Library. The integration
library is used by the SCMG to capture and build
the code that is designated for promotion to the
STEG for integration and test. This library con-
tains the source code and executable load modules
created as a result of a system build. The source
code is placed in a special controlled library in
preparation for a build. Then the code is recom-
piled and link edited before it is placed in the
integration library. Criteria for releasing to the
production library includes

(1) Submission of a software release request by

the SPLIT CCB

(2) Completion of status accounting audits and

resolution of issues by SCMG

(3) Acknowledgment of regression and inte-

gration test completion by the STEG and
SQA

All test data and routines used to verify soft-
ware released for use are also maintained under
configuration control in the integration library.

4.3.3 Production Library. The production
library contains the master copies of all the sup-
port software configuration items used in the
SPLIT facility. Copies are made from the masters
by the SCMG for use on other systems. The pro-
duction library acts as backup for the run-time
configurations used on the systems. Only current
master copies of support software configuration
items are maintained in the production library.

4.3.4 Software Repository. Current copies of
all support software configuration items from the
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production library are maintained in the software
repository. Historical copies of support software
released for use outside the facility are main-
tained in the repository for a period of ten years
after release.

5. Supplier Control

Since the SCMG does not have responsibility for
supporting the development of subcontracted
software, the SCMG has no interface with the
support software developed in this way.

The SCMG does participate with the STEG in
the receiving inspection of commercial software
and subcontracted software to ascertain that

(1) All physical items are available as required

by contract ’

(2) The proper labels are on the media to be

placed in the integration library, and sub-
sequently, in the production library

The SCMG is responsible for the physical con-
figuration audit of subcontracted and vendor-
supplied software. The SQA activity performs the
functional configuration audit.
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6. Records Collection and Retention

Records of SCR/SCA processing are retained
for a period of five years to support fiscal stan-
dards of records. Status reports of the SPLIT facil-
ity configurations are also maintained for a period
of five years.

Records defining the product baselines of all
support software products released for use out-
side the facility (in conjunction with engineering
division sales) are maintained for a period of
twenty years to protect product warranties. The
product baselines of all other support software
products developed in-house but not released for
use outside the facility are maintained for a
period of ten years.

Records of licensed vendor software integrated,

or otherwise used, with internal configurations

are maintained for a period of five years after
their removal from the system.

Biweekly backups of the systems are archived
for a period of six months to protect the data files
of the ongoing engineering division development
activities. Backups of the systems processing
company financial records are archived for a
period of seven years, as required by law.
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Attachment A

System/Software Change Request
(SPLIT Form C-1049)

Table 1
Definitions of Elements in SCR
Element . Values
Originator Name of the person making the request
Product Originator’s subject support software product
Date Date of change request (option: date of anomaly detection for the SCR
SCR number Sequential number assigned for the product in question
SCR title A concise descriptive title of the request
SCR type One of the following types:
AR — Anomaly Report
SCN — Specification Change Notice
ECR — Engineering Change Request
ER — Enhancement Request
IR —Impound Request
Program Identification of the support software product for which the change

System version
Description of change

Disposition

User class
Date needed

is requested
Version identifier of the system for which the change is requested
Originator’s description of the need for a change

CCB indicates one of the following dispositions:

Approved — Date approved and assigned for implementation
Deferred —Date deferred to
Rejected — Date rejected

Indicates organization/activity using the software
Indicates date the change is needed in the production system

For those SCR referencing anomalies detected in a product baseline, the CCB must verify that
the problem exists and the following data should be added:

Optional Data for Anomaly Reports

Item Data |
1 System configuration on which the anomaly was detected.
2 Performance effect —The effect the anomaly has on the performance of the system

[¢] critical; [m] major; or [s] small
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Attachment B

Software Change Authorization

Table 1 defines the list of data elements included in the SCA file for releasing each unit. The SPLIT
facility CCB may add to the list of elements. Deletions are made only with explicit approval of the SPLIT

CCB.
Table 1
Definitions of Elements in SCA
Element Name Definition
CI number Number assigned for CI identification
Date (1) Date change was released to the integration library

(2) Date change was released to the production library

SCR number The SCR number of the request/authority for making the change
Subapplication The name or number assigned to the unit or portion of the CI being
released
Release request Date release was requested
Action requested The control action requested by the development activity (builds,
move to integration library, etc)
| Programmer(s) The names of the programmer(s) making the changes
! Members Names of modules, units affected by the change in the release
‘ Change level The change level or version number of the units being released
Justification The number or the statement of justification concerning the reason
for release i
| From library The library location of the units before the release
‘ Member type The type of the unit being released (procedures, macros, test drivers)
Load module The load module with which the unit will be linked
1 Verified by Name of the person approving the verification
‘ Verified system name Identification of system used for testing change
Time tag The time tag for the version of the unit being released
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Appendix D

Software Configuration Management Plan for a
Product Line System

Version 1.0

Approved

Director, Engineering

PLAS Program Manager

Date: __/___/_
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Synopsis

This example Plan contains a discussion of a hypothetical project in a microelectronics company that
makes microprocessors and microprocessor-based systems that are later embedded within other hi-tech
electronic systems. The company has approximately nineteen hundred employees, of which one hundred
and thirty-four are in the engineering division and the remainder are in the production division, market-
ing, and administration group. There is an extensive investment in hardware CAD/CAM to make the
operation productive and a lesser investment in computer-aided engineering (CAE). Office automation is
used to minimize the costly handling of paper; therefore, most of the communication within the company
uses electronic media. Customers buy hardware or systems — receiving software products only as part of
a system.

There is no independent software development activity. Software technology is considered a basic skill
that electronic engineers and system designers use in their day-to-day work. The engineers design soft-
ware for execution within their system’s RAM or ROM with the same ease as they use the silicon compilers
to design chips. There are two focal points where the different engineering design technologies interact
with the configuration management discipline. The first focal point is in the system’s computer aided
engineering system where the engineering libraries (where functional logic and piece/part information is
maintained) or data bases and VLSI design systems are maintained. The second focal point is in the
production computer aided manufacturing system where the programmed logic is transformed from
compiled into deliverable products. The two focal points are separate as the mode of implementation
demands different interfaces —the production system interfaces directly with the hardware CAD/CAM
systems in production; the engineering system with the software/firmware development stations and
prototype-testing stations. The configuration management software to support management of these
data bases is largely embedded within the program management system, which schedules work and
manages the changes to baselines.

In this environment, the software configuration management disciplines are just another one of the
tools used by engineering and production management for performing their daily tasks. The software
configuration management plan focuses primarily on establishing unique project data base structures in
the engineering systems, routing the change management materials to named organizational positions for
approvals, and defining data-base baselines. Software configuration management is a service provided by
the engineering, production, and management systems to help management more effectively perform
their tasks.
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Appendix D

Software Configuration Management Plan for a
Product Line System

1. Introduction

This guide describes the plan for managing the
configurations of stored program logic used in
manufacturing the product line analysis system
(PLAS) module. This module performs the compu-
tational, communications, and device-controller
functions of a larger system — The Quick Stretch,
which performs stress analysis for mechanical
structures. This system is sold as a proprietary
company product to customers and is maintained
by field representatives of the company. The
company intends that the PLAS module have
functional flexibility through its use of computer
programs to make the module adaptable to other
company proprietary systems and possibly for
sale to other systems manufacturers.

1.1 Purpose. This plan identifies the procedures
for managing the configurations of the PLAS
computer programs during their development
and for maintenance of the programs throughout
the time period the company sells and has war-
ranty responsibility for the products that incor-
porate the PLAS as an embedded system,

1.2 Scope. This plan is applicable to the develop-
ment and maintenance of all the computer pro-
grams embedded in ROM, loaded into EPROMS,
or loaded into RAM for use in the PLAS module.
Configuration management of the hardware asso-
ciated with the PLAS module is covered in a PLAS
hardware configuration management plan—
PLAS-CMP. These computer programs, packaged
in different media, are collectively managed under
the single configuration item PLAS software con-
Sitguration item regardless of their function. The
computer programs packaged for ROM or EPROM
are managed as hardware components;identified
under their prime hardware configuration item
identification. The support software used in pro-
duction and test of the PLAS module components
(both hardware and computer programs) is also
controlled by this plan.
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1.3 Definitions and Mnemonics

1.3.1 Definitions. The terms used in this plan
conform to the definitions found in ANSI/IEEE
Std 729-1983, IEEE Standard Glossary of Soft-
ware Engineering Terminology.

hard logic. Programmed logic that is embedded
as circuit logic in a chip. The logic is developed
using the general software engineering tools and
disciplines. Packaging of the logic uses silicon
compilers for generating the geometry of the chip.

P-CAMS. The product computer aided manu-
facturing system (P-CAMS) environment that
contains
(1) The engineering data bases of hard logic
and stored-programmed logic defining the
products in the production environment
(the controlled libraries)
(2) The support software used in converting
the controlled engineering data bases into
instructions and data for
(a) Production of chips, software and firm-
ware

(b) Test programs and data for verifying
that the produced entities have been
correctly implemented

User documentation is also produced using

P-CAMS. Configuration management disciplines
relating to product serialization, change labeling
and tracking, and verification tests are a part of
this environment.

project-management system (PMS). The PMS
provides the capability for management to
(1) Define an identification schema for proj-
ects at start-up time and to make changes
to the different schemes
(2) Authorize and control the release of proj-
ect drawings and engineering data bases
from the dynamic libraries in systems com-
puter-aided engineering system (SCAES)
to the controlled project libraries in
P-CAMS
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(3) Schedule the production and release of
product changes, and coordinate the pro-
duction schedules within the production
division

In general, this system supports the configura-

tion management change control board (CCB)
and production scheduling activities.

stored program logic. Computer program in-
structions and data that are executed out of
RAM, ROM, and EPROM in the PLAS module. The
instructions and data are developed using general
software engineering tools and disciplines. Pack-
aging of the instructions and data uses technol-
ogy appropriate for the media.

systems computer aided engineering system
(SCAES). The SCAES environment is composed
of

(1) A variety of engineering support software

including different simulators, prototyping
tools, modeling programs, engineering de-
sign aids, documentation tools, test genera-
tors, test simulators, utilities and compilers

(2) Engineering libraries (the dynamic librar-

ies) that contain general algorithms that
have widespread utility, reusable stored-
programmed logic, reusable hard-logic
functions, and access to selected product
designs

(3) Design data bases representing the dynamic

working libraries for product developments
that are currently in progress (such as the
PLAS module development)

The commands that are used in SCM disciplines
for supporting identification of entities relating to
a specific project and for tracking current ver-
sions of those entities are an integral part of
SCAES.

1.3.2 Mnemonics. The following mnemonics
are used within this document:

APM Associate Program Manager

CAD/CAM Computer-Aided Design/Comput-

er-Aided Manufacturing

CAE Computer-Aided Engineering

CAES Computer-Aided Engineering Sys-
tems

CCB Configuration Control Board

ClI Configuration Item

CM Configuration Management

CMP Configuration Management Plan

CMS Change Management System

CSCI Computer Software Configuration
Item

DP&S Data Processing and Support
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EPROM Erasable Programmable Read Only
Memory

EWS Engineering Work Stations

EWSW Engineering Work Stations Envi-
ronment

LSI Large Scale Integration

MSI Medium Scale Integration

P-CAM Product Computer-Aided Manufac-
turing System

PLAS Product Line Analysis System

PMS Project Management System

QC Quality Control

ROM Read Only Memory

SCA System Change Authorization

SCR System Change Request

SCAES Systems Computer-Aided Engi-
neering System

TD Technical Director

VDD Version Description Document

VLSI Very Large Scale Integration

1.4 References
(1] PLAS Functional Requirements.'8

[2] Engineering Work Station and Environment
User’s Manual.

[3] Programming Standards Manual.

[4] Product Line Identification Numbering Stan-
dard.

[5] Software Quality Assurance Policy.
(6] Production Test Standards.

2. Management

2.1 Organization. The PLAS program manager of
the product line has financial and administrative
responsibility for all PLAS module engineering
and production. He is part of the administration
and reports directly to the general manager of the
company. The company uses a matrix organiza-
tion for managing projects.

The PLAS program manager has final responsi-
bility for the business success of the program. The
project staff consists of the financial staff, the
technical director (TD), an associate program
manager (APM), and a quality representative
from the quality control (QC) department. The
PLAS APM is functionally a part of the production
division and attends all PLAS project meetings.

18 Al referenced documentation is available from the SCAES
library.
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Fig1
PLAS Organization Chart

The major elements in the administration, engi-
neering division, and production division that
support the PLAS product line include

(1) Marketing (administration) provides the

sales and marketing support to
(a) Perform market analyses and prepare
functional requirements for the Quick
Stretch System that indirectly deter-
mine the functional requirements for
engineering the PLAS module
(b) Maintain customer liaison for product
maintenance and improvement and
{c¢) Sell the Quick Stretch Systems
The PLAS engineering design group (engi-
neering division) is an ad hoc organization
under the direction of the PLAS technical
director, which provides engineering exper-
tise to
(a) Manage the overall system design activ-
ity
(b) Develop the hard logic, the stored pro-
gram logic, and drawings for PLAS
assemblies
(c) Review all proposed changes for feasi-
bility, cost, and design integrity
{(d) Perform all necessary engineering de-
sign and logic changes
(3) The PLAS engineering support group (engi-
neering division) provides the technicians
and technical resources to
(a) Maintain the SCAES_PLAS engineer-
ing data base
(b) Perform product engineering based on
design prototypes to be released for pro-
duction

(2)
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(¢) Support TD and PLAS program man-
ager in verifying design changes prior to
release to P-CAMS.

The PLAS production group (production
division) activity, under direction of the
PLAS APM, provides the capability to

(a) Manufacture hardware in accordance
with PLAS drawings released for pro-
duction

Compile, verify, and package pro-
grammed logic released as software
for PLAS RAM

Compile, verify, and burn-in pro-
grammed logic released as firmware
for PLAS EPROM

Compile, verify, and coordinate mask
production or programmed logic re-
leased as firmware for PLAS ROM
Compile, verify, and coordinate pro-
duction of hard logic released as VLSI
chips

Test complete assemblies of PLAS
modules

Maintain inventories

Ship PLAS modules to customers as
directed by the PLAS program man-
ager

(4)

(b)

(©)

(d)

(e)

()

(8
(h)

The functions that are generally performed by
a separate SCM activity and not supported by
SCAES and PMS are shared between the quality
control representative and the APM. This is possi-
ble because most of the detailed SCM processing
activities and library interface management are
accomplished by the PMS.
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The PLAS technical director is the chairperson
of the configuration control board (CCB). The
PLAS identification scheme implemented in the
SCAES control system is approved by the chair-
person of the CCB. The responsibility for reviewing
and approving all changes to established base-
lines and scheduling releases belongs to the CCB
chairperson. Release of PLAS engineering data
base(s) to P-CAMS and all changes to the P-CAMS
data base for PLAS is authorized by the CCB
chairperson.

2.2 SCM Responsibilities

(1) The PLAS program manager provides gen-
eral direction to the TD for establishing the
identification scheme, to the APM for pro-
duction scheduling, and authorizes the
establishment of baselines. The PLAS pro-
gram manager also provides general direc-
tion to the TD for CCB actions and issues
requests for QC to audit and review the
integrity of the SCAES_PLAS engineering
data base and the P-CAMS_PLAS produc-
tion data base.
The PLAS TD establishes the contract iden-
tification schema used by the PLAS project
engineers and performs (or delegates to
engineering support group) the duties of
updating the P-CAMS_PLAS production
data base when authorized by CCB actions.
All changes to the P-CAMS_PLAS produc-
tion data base are approved by the TD.
The PLAS associate program manager (or
a delegated assistant, such as a librarian)
has overall responsibility for maintaining
the P-CAM PLAS data base, PLAS unit and
module tests, and production schedules.
The production test group is responsible
for testing the hardware assemblies, includ-
ing the units containing the packages of
programmed logic (ROM and EPROM), and
verifying that the correct version of the
logic is embedded in the device. The group
also verifies that the diskettes containing
the dynamically loadable software for the
PLAS module is the correct version for
shipment. Final assembly tests of these
units along with VLSI chips are also con-
ducted by this group.
The PLAS quality control representative is
responsible for reviewing the production
test group’s verification activities, and au-
diting the integrity and use of SCAES_PLAS
engineering data base and P-CAMS_PLAS
production data base. The QC representa-

(2)

(3)

4)

(%)
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tive verifies the physical configuration of
the PLAS module, its associated user doc-
umentation, and its functional capabilities
(review of module acceptance testing) as a
part of the quality review prior to shipment.
The engineering support group provides
special extractions from the SCAES,
P-CAMS and PMS systems data bases show-
ing status of the various baselines when
information other than that provided by
general project status commands is re-
quired.

The marketing organization provides the
functional requirements for the system and
is the major source of high-level system
changes and improvements. In effect, this
organization defines the functional base-
line. Customers purchasing a PLAS module
for their own use or for the PLAS module
integration in the Quick Stretch System
have no direct interface or review author-
ity over PLAS baseline activities or product
capabilities.

(6)

(7

2.3 Interface Control. The data bases for the
PLAS module are maintained in two different
library systems: the SCAES_PLAS engineering
data base and the P-CAMS_PLAS production
data base. The interface between these two data
bases is controlled by PLAS CCB authorizations.
The SCAES_PLAS engineering data base is
made up of several parts representing
(1) Top-level drawing of the PLAS module
(2) Detail design representations of the pro-
grammed logic as it is to be packaged for
implementation in ROM, EPROM, and RAM
based software
(3) Detail designs for implementation in chips
(LSI and VLSI designs)
(4) Electrical engineering drawings for cards
and assemblies and
(b) Mechanical drawings for the module
assemblies
The interfaces between these subdata bases are
managed as developmental baselines during the
engineering development phase of a PLAS module.
The interface with the Quick Stretch System, or
with customer defined systems using the PLAS
module, is defined by the top-drawing design data
base. Changes in this interface are made only with
the authority of the TD. In case of conflict, the
PLAS program manager negotiates the changes
with the appropriate system representative.
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Interfaces with the P-CAMS_PLAS production
data base and the computer-aided manufactur-
ing software are managed by the APM in produc-
tion division, as long as the changes do not affect
the CAES_PLAS engineering data-base interface.

2.4 SCMP Implementation

2.4.1 PLAS Configuration Baselines. The
functional baseline is established when the
system level description for the PLAS module is
approved by the general manager for prototype
development. Marketing surveys and analyses of
potential customer applications provide a descrip-
tion of the desired functional capabilities of the
proposed system. The functional baseline is docu-
mented with the marketing analysis report, sup-
plemented by a preliminary top-level drawing of
a proposed system. This baseline is considered
obsolete after acceptance of the preproduction
baseline.

The allocated baseline is established upon ap-
proval of the top-level drawing and preliminary
detailed designs, verified by simulation runs, by
the PLAS program manager. This baseline is obso-
leted after acceptance of the preproduction
baseline. '

The developmental baselines are established by
the TD at his/her discretion as needed for coordi-
nating the changing allocated baselines during
development. The developmental baselines repre-
sent incremental software builds needed to devel-
op the prototype system and to verify revisions to
the production baseline or different models of the
production baseline for various customer appli-
cations.

The preproduction baseline is established with
the successful demonstration of a prototype sys-
tem and an absence of any priority 1 (emergency)
error reports or changes outstanding. The PLAS
program manager authorizes development of the
preproduction baseline when given the go-ahead
by Marketing management.

The production baseline is established with the
concurrence of the PLAS APM and PLAS TD that
the design is functionally adequate and that the
production facilities of the production division
can produce the design in an economical way. The
production baseline is a formal agreement be-
tween the PLAS program manager and the pro-
duction division manager.

2.4.2 The Configuration Control Board. The
PLAS technical director is the chairperson of the
PLAS CCB. This review activity is established at
the initiation of preproduction model develop-
ment.
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2.4.3 The Support Environment. The SCAES
environment consists of a compatible set of engi-
neering and software development tools that can
work with the general engineering data base and
special data bases set up for different projects,
such as PLAS. The configuration of this support
software environment is most carefully controlled
by the company data processing and support
(DP & S) organization. The support software that
interfaces with the data-base management sys-
tem is most rigidly controlled but there is latitude
for engineers to develop special programs re-
stricted to engineering work stations (EWS), that
do not generate data for entry into the dynamic
engineering data bases. Access keys for control-
ling entry to the SCAES_PLAS engineering data
base are assigned to responsible engineers at the
onset of allocated baseline development.

The P-CAMS environment interfaces with a
wide variety of CAM and computer-aided test
(CAT) systems. These interfaces are critical for
the reliable management and administration of
company operations. The company DP & S organ-
ization manages these interfaces. Any changes
must be approved (among other approvals) by
the PLAS APM. This review activity is initiated
with the development of the preproduction base-
line.

Vendor software is used extensively in the
supporting software environments of CAES and
P-CAMS. Vendor software is also used extensively
in the EWS environment supporting SCAES. The
management of the vendor software in the EWS
environment that is not under the control of the
company DP & S organization is initiated by the
PLAS TD after the preproduction baseline is

established.
2.4.4 SCM Resource Requirements. The re-

sources required for providing configuration man-
agement of the PLAS module development and
production are embedded in the requirements for
training, management oversight, computer re-
sources, administrative support from the engi-
neering support group and DP & S maintenance.

(1) Training requirements. Approximately
two days training is needed for a new hire
engineer to become familiar with use of the
data bases and control programs relative
to managing configurations. This time is
allocated as a part of the overall training
program for new hires.

(2) Management oversight. Approximately
two hours a week are spent on CCB reviews
and six hours a week using the PMS control
program to schedule analysis and imple-
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mentation of system change requests (SCR).
(3) Computer resources. Storage requirements
for configuration data are a small part of
the engineering and production data bases
for PLAS modules. The requirements for
processor time varies from day to day, but
generally does not exceed three minutes of
CPU time per day for processing each SCR.
(4) Support software maintenance. DP & S is
budgeted three man-years effort per year
for maintaining the software used for PLAS
module configuration management.

2.5 Applicable Policies, Directives, and Pro-
cedures
2.5.1 Existing Policies and Procedures. The
following company policies are used for configu-
ration management on the PLAS subsystem:
(1) Product Line Identification Numbering —
Supplement 2
(2) Corporate Software Protection Policy
(Rev 3)
(3) Quality Control Policy for Engineering
Data Bases
(4) Production Test Standards
(5) Engineering Standards for Detail Design
and Drawings
(6) User’s Manual for SCAES
(7) User’s Manual for EWS
(8) User's Manual for P-CAMS
2.5.2 New Policies and Procedures To Be
Written. The following procedure(s) will be de-
veloped for the PLAS project:
(1) Managing of Third-Party Software: Proprie-
tary Marking
(2) PLAS Project Naming Standards

3. SCM Activities

3.1 Configuration Identification. The identifi-
cation scheme for the PLAS project is developed
by the engineering support group and approved
by the PLAS TD. The numbering and labeling
standards are distributed for project use in the
PLAS Project Naming Standards document.
3.1.1 Naming Conventions. All data in the
SCAES_PLAS engineering data base is arranged
and retrievable under the collective identifier

PLAS-1800000.
All control level items (programmed logic com-

ponents and hardware assemblies) are identified
within a block of numbers beginning with 532000
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and ending with 554000. The engineering support
group allocates the numbers for the control level
items.

Programmed-logic components have a version
description document (VDD) associated with their
assigned number. Each assigned number has a
preceeding letter identifying the media in which
the logic is embedded:

ROM =R
EPROM =E
Diskette!® =§
Gate arrays = G
PLA =P
Programmable microcontrollers = M

Hardware drawing numbers are assigned to a
control level drawing. Parts list for the drawing is
made up of part numbers assigned from the
700000 series of numbers.

Reprogrammed logic components keep their
basic 1000 number assigned to them in the general
SCAES engineering data base. Dash numbers,
referencing appropriate VDD, tracks embedded
CI, and associated SCR.

3.1.2 Implementation. Identification is as-
signed to each component and unit defined in the
ton-level drawing. When an engineer defines a
unit, he/she indicates to the program the type of
component he/she is defining and the system
assigns the appropriate number. Programmed
login associated with a defined hardware com-
ponent or unit is linked to that component’s iden-
tifier in a packaging list associated with the
top-level drawing.

Components and units are identified by form,
fit, and function (data flow). The engineer defin-
ing a component or unit is automatically made
owner of that component or unit. Changes in the
form, fit, or function cannot be made without
his/her consent and approval of change. The
CAES design tools automatically flag conflicts and
force resolution before another of the iterative
development baselines can be created.

All system entities associated with the design
(specifications, drawings, detail documentation,
test data, test procedures, etc) are assigned the
appropriate component or unit identifier with
which they are associated.

The identifiers assigned in the SCAES_PLAS
engineering data base are transferred to the
P-CAMS_PLAS production data base at the time

19Used for shipping software that executes out of RAM.
Software media characteristics may vary but the implementa-
tion designator is always S.
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the preproduction baseline definition effort is
initiated.

3.1.3 Ownership Notification Procedures. Fil-
ing of software copyright notices for proprietary
programmed logic developed for the PLAS project
will be performed by Marketing.

Notification to users of the PLAS module copy-
right will be included in the load module of the
software released to the user on the PLAS module
diskette. Visual indication of ownership and copy-
right registration will be displayed at the console
when the system is booted, in accordance with
Revision 3 (current) of the corporate software
protection policy.

All documentation released to customers will

be marked with a proprietary notice, vendor
license number, or both.
3.2 Configuration Control. Authority for ap-
proving changes to baselines varies in accordance
with the baseline being changed and the phase of
the project.

(1) Authority for approving changes to the
Sunctional baseline is vested in the PLAS
program manager. The PLAS program
manager coordinates all changes with the
production department manager and with
the PLAS TD. This baseline is obsoleted
with the initiation of the production base-
line.

(2) Authority for approving changes to the
allocated baseline is vested in the PLAS TD.
The PLAS TD coordinates all changes in
the allocated baseline with the PLAS pro-
gram manager and PLAS APM for produc-
tion. This baseline is shared by SCAES and
P-CAMS during the period after the pre-
production demonstration is accepted and
the production baseline is formally defined.

(3) Authority for approving changes to devel-
opmental baselines is vested in the PLAS
TD. The PLAS TD establishes the develop-
mental baseline criteria, resolves conflicts
in allocation and ownership of components
or units, and sets schedules for iteration of
these baselines.

(4) Authority for approving changes to the pre-
production baseline is vested in the PLAS
TD. The PLAS TD makes changes in alloca-
tion and detail design to fit the production
facilities on the recommendation of the

~ PLAS APM from production division. Con-
flicts are resolved by the PLAS program
manager.

(5) Authority for approving changes to the
PLAS production baseline is vested in the
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PLAS CCB, chaired by the PLAS TD. The
PLAS APM and PLAS marketing represen-
tative are mermbers of the PLAS CCB.
Technical representation from PLAS engi- -
neering and PLAS production activities are
made when necessary. The PLAS QC repre-
sentative and production test group repre-
sentative are permanent members of the
PLAS CCB.

Technical review of the system change requests
(SCR) is provided by members of the engineering
support group who assemble engineering ana-
lyses as required, and by members of the PLAS
production team who assemble information on
the impact of a proposed SCR as required

3.2.1 Change Processing. Changes to the sys-
tem may originate from the marketing organiza-
tion (in response to customer desires), from the
test group in the production division, or from
within the engineering division. Requests for
changes are submitted by way of electronic mail
using the SCR format provided in the EWS envi-
ronment. Changes originating from outside the
company are entered into the program manage-
ment system (PMS) by marketing representatives.
Internally originated changes are submitted by
way of local engineering work stations.

The PMS control system routes SCR to the
originator’s supervisor for verification when ap-
propriate, and then queues it for review and dis-
position by the appropriate change authority for
the affected baseline. When change requests re-
quire further analysis, the change authority routes
the SCR (electronically) to the appropriate sup-
port group for gathering information. When the
support group has assembled a complete analysis
package, it is again queued to the appropriate
review authority or CCB for disposition. This
authority then disposes of the request by indicat-
ing approval (providing a schedule and effectivity
date of change), deferring it for further analysis
or allocation of resources, or disapproving it with
reason(s) for disapproval noted. '

Approved changes are electronically routed to
the PLAS engineering group for implementation.

The tracking of changes is performed in the
PMS control system, based on the SCR approval
flow status and system change authorizations
(SCA), or by extractions from the PLAS data
bases in SCAES or P-CAMS to which it has access.

3.2.2 Production Baseline Changes. Changes
to the production baseline are made only after
changes have been verified in a test environment
on a test model of the PLAS module, using simu-
lated test drivers or mock-ups to test the system.
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Table 1
Processing Approved Changes
Baseline Entity Implemented By Verified By Scheduled By
Functional Document Engineering Eng check Various
Allocated Document Engineering Eng check Various
Developmental Document Engineering Eng check TD
Design data Engineering Simulation TD
Drawings Engineering Eng check TD
Preproduction Document Eng or prod Eng check TD
Design data Engineering Simulation D
Drawings Engineering Eng check ™D
Production Document Production Test Gp APM
Design data Engineering Test Gp APM
Drawings Engineering Eng check APM

The production test group verifies the éhanges as
operational and authorizes release of the change
data from the SCAES_PLAS engineering data
base to the P-CAMS_PLAS production data base.
The transfer of data is performed by the engineer-
ing support group.

3.2.3 PLAS Module Release. Each PLAS mod-
ule version is released for use in a Quick Stretch
System or to individual customers for incorpora-
tion into their systems, along with a technical
data kit containing the top-level drawings of the
system, associated parts lists, and the VDD for
control level programmed logic components.

Since PLAS software, released on diskettes,
provides the most flexible means of adaptation,
provisions exist to release the software VDD
independently of the rest of the data packages.
This way, revisions to the PLAS functions can be
made to PLAS modules in systems released pre-

viously. This requires that the configuration of all .

released modules be maintained in an archive,
along with an extraction from the P-CAMS con-
figuration environment containing all support
software used in the production and test of that
delivery.

3.3 Configuration Status Accounting. The fol-

lowing PLAS configuration status reports are
regularly available:

(1) PLAS Module Development Status. This is

a listing of all configuration items, control

level items, and units that are being de-

signed or modified by engineering. The

report identifies each unit/control-level-

item/ClI, status of technical work, outstand-

ing SCR, SCA ready for release, and units or

changes released since the last reporting
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period. This report is generated weekly for
the PLAS management team.

(2) PLAS Module Production Status. This is a
listing of all configuration items, control level
items and units that are in production. The report
identifies all units in production during the
period, SCR/SCA incorporated, scheduled release
date (by contract number), and schedule var-
iance. The report is generated weekly for the
PLAS management team.

(3) SCR Status Summary. This report lists
all outstanding SCR that have not been re-
solved or incorporated into delivered
modules\The report lists, for each SCR:
CCB action date and disposition; group or
department presently responsible for ac-
tion; status of activity; and schedule for
completion. The report is prepared weekly
but is available any time the PLAS man-
agement team requests it.

Special Queries. The report generator of

the PMS program provides a query capabil-

ity that allows anyone to extract the status

of:

(a) Any one SCR

(b) All open SCR

(c) All SCR in engineering

(d) All SCR in production

(e) PLAS modules in production with asso-
ciated SCR number

The general query capability for the data-man-
agement systems allow formulation of special
queries in the PMS control program for interro-
gating the SCAES_PLAS engineering data base
and the P-CAMS_PLAS production data base for
information relative to any changes that are in
process or that have been released to customers.

(4)
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3.4 Audits and Reviews
3.4.1 Audits. The PLAS module configuration
is audited each time a baseline is established.
(1) Functional Baseline. The PLAS program
manager is responsible for ascertaining if
the reports and design descriptions are
complete enough to present to manage-
ment.
(2) Allocated Baselines. The PLAS technical
director is responsible for reviewing the
designs to ascertain if the designs are com-
plete enough to present to the PLAS pro-
gram manager. The engineering support
group assists the TD in this review.
(3) Developmental Baselines. The engineering
support group uses the PMS control pro-
gram to
(a) Generate set/use type analyses of the
detailed designs to uncover outstand-
ing discrepancies and

(b) Establish design activity cut-offs for a
specific iteration.

This group also supports the changes by modi-
fying access codes to the new baseline to restrict
entry of changes. The TD reviews the summaries
of design activities to estimate technical progress
in the design.

(4) Preproduction Baseline. Prior to establish-
ing the preproduction baseline, the config-
uration is again audited by the engineering
support group to ascertain that the design
of the demonstration meets all functional
requirements established by the functional
baseline and that all entities generated in
the developmental baselines are present or
accounted for in the demonstration. The
QC representative assists in the review of
entities for this baseline.

(5) Production Baseline. The QC representa-
tive reviews the entities in the P-CAMS_
PLAS production data base to ascertain
that all functional capabilities demon-
strated for the preproduction model and
all changes stemming from the review of
the demonstration are present in the data
base. The production test group reviews
the entities to verify that all changes and
modifications to the preproduction demon-
stration have been made to the production
data base. The engineering support group
performs a comparison of the engineering
data base with the production data base to
verify that the transfer of data is complete.
The PLAS TD is responsible for preparing
this audit.

88

IEEE GUIDE TO

(6) Shipping Review. The PLAS module and
its associated documentation package is
audited prior to shipment to a customer,
either as a part of the Quick Stretch System
or as an independent line item to a cus-
tomer.

The functional audit is performed by the QC
representative who reviews the PLAS module
against the appropriate extracted data from the
P-CAM_PLAS library for that item. A representa-
tive from the PLAS engineering support group
reviews the product to ascertain that the physical
configuration of the module and its associated
documentation represents

(a) The specified configuration ordered
by the customer
(b) The corresponding configuration in
the P-CAMS_PLAS data base and
(¢) Accurately reflects any changes that
have been made to the data base by
the PLAS CCB
Discrepancies or problems uncovered in reviews
and audits are reported to the PLAS program
manager for resolution.

o

4. Tools, Techniques, and Methodologies

The basic configuration management tool used
for PLAS module is the change management pro-
gram (CMP), which is a part of the PMS. This pro-
gram supports change management by

(1) Providing the means to enter system/soft-

ware change requests (SCR)

(2) Forcing reviews by appropriate supervision

by way of the electronic mail system

(3) Deriving analytical data from each SCR

(4) Providing for supervision or CCB review

and approval, as appropriate

(5) Directing authorized changes to engineer-

ing or production supervision
(6) Providing for authorizing of changes to the
P-CAMS_PLAS data base

(7) Providing for transfering data from the
PLAS engineering data base to the produc-
tion data base

The SCM tool for establishing the identification
scheme for PLAS data bases is resident in the
SCAES system. This information is transferred to
the production data base during the preproduc-
tion phase. It is verified when the production
baseline is established.
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Order information from marketing is entered
into the PLAS production schedule by way of the
program management system. The detailed config-
uration is formatted by the configuration manage-

ment program in CMS, passed on to the P-CAMS_

PLAS data base upon approval of the PLAS pro-
gram manager, and reviewed for schedule and
resource consumption by the PLAS APM. Upon
his/her approval, resources are committed to the
production configuration. Extractions of this con-
figuration are released for inspection and audit-
ing at time of shipment.

5. Supplier Control

Subcontracted PLAS support software is placed
under configuration management after inspec-
tion and acceptance by the QC representative.

6. Records Collection and Retention

6.1 Backup Data Base. The engineering data
base from SCAES_PLAS is backed-up on a weekly
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basis and stored in Beskin’s storage building dur-
ing the engineering phase (up to the time the
production baseline is established). Following
establishment of the production baseline, the
engineering data base is backed-up on a monthly
basis.

The production data base from P-CAMS_PLAS
is backed-up on a weekly basis.

6.2 Archive Data Base. Archive data is main-
tained for purposes of warranty protection, pro-
prietary data production, and liability insurance.
The following data are maintained in on-line opti-
cal storage media:
(1) Copies of each baseline data base extracted
at the time the baseline is established
(2) Copies of order and configuration data
passed from PMS to the production data
base for each order and
(3) Copies of each configuration of the data
base used for production of customer order
(4) Copies of reviews and audits performed on
each production item
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Appendix E

References Bibliography

Preface

This Appendix contains selected bibliography pertaining to the subject of software configuration man-
agement. The list of publications contains both government and private sector references so users may
find material applicable to their situation. Because of the scarcity of literature pertaining to configura-
tion management, and especially to software configuration management, the fullest possible list of refer-

ences will be useful to the practitioner.

Most of the references contain some information regarding software configuration management. The
topic of software configuration management plans is addressed in a subset of these references.
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Foreword

(This Foreword is not a part of IEEE Std 1058.1-1987, IEEE Standard for Software Project Management Plans.)

Purpose

This standard specifies the format and contents of software project management plans. It does
not specify the exact techniques to be used in developing project plans, nor does it provide examples
of project management plans. Each organization that uses this standard should develop a set of
practices and procedures to provide detailed guidance for preparing and updating software project
management plans based on this standard. These detailed practices and procedures should take
into account the environmental, organizational, and political factors that influence application of
the standard. .

Not all software projects are concerned with development of source code for a new software
product. Some software projects consist of a feasibility study and definition of product
requirements. Other projects terminate upon completion of product design, and some projects are
concerned with major modifications to existing software products. This standard is applicable to
all types of software projects; applicability is not limited to projects that develop operational
versions of new products. Application of this standard is not limited by project size. Small projects
may require less formality in planning than large projects, but all components of this standard
should be addressed by every software project.

Software projects are sometimes component parts of larger projects. In these cases, the software
project management plan may be a separate component of a larger plan or it may be merged into
the system level project management plan.

Overview
This standard contains three sections. Section 1 defines the scope of the standard and provides
references to other IEEE standards that should be followed when applying this standard. Section 2
provides definitions of terms that are used throughout the standard. Section 3 contains an overview
and a detailed specification of the standard, including required components that must be included,
and optional components that may be included in project plans based on this standard. The
sequence of project plan elements presented in Section 3 does not imply that project plans should be

developed in the order of presentation. In most instances, project plans based on this standard will
be developed by repeated iteration and refinement of the various elements in the plan.

Audience

This standard is intended for use by software project managers and other personnel who prepare
and update project plans and monitor adherence to those plans.

Evohition of Plans

Developing the initial version of the software project management plan should be one of the first
activities to be completed on a software project. As the project evolves, the nature of the work to be
done and the decomposition of work will be better understood. The project management plan must
be updated periodically to reflect the evolving situation. Thus, each version of the plan should be
placed under change control, and each version should contain a schedule for subsequent updates to
the plan.




Terminology

This standard follows the IEEE Guide to Standards Development. In particular, the words shall,
must, and the imperative form identify mandatory material within the standard. The words
should, might, and may identify optional material.

History
The project authorization request for development of this standard was approved by the IEEE
Standards Board on December 13, 1984. Modification of the authorization request was approved in
September, 1986. Ten meetings were held within the United States and internationally between

September, 1984, and September, 1986. These meetings produced the draft submitted for balloting in
December, 1986.
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IEEE Standard for
Software Project Management Plans

1 Scope and References

1.1 Scope. This standard prescribes the format
and content of software project management
plans. A software project management plan is
the controlling document for managing a
software project; it defines the technical and
managerial processes necessary to satisfy the
project requirements.

This standard may be applied to all types of
software projects. Use of this standard is not
restricted by the size, complexity, or criticality
of the software product. This standard is
applicable to all forms of product delivery
media, including firmware, embedded sys-
tems code, programmable logic arrays, and
software-in-silicon. This standard can be
applied to any and all segments of a software
product lifecycle. \

This standard identifies the minimal set of
elements that shall appear in all software
project management plans. In order to con-
form to this standard, software project man-
agement plans must adhere to the format and
content for project plans specified in -the
standard. However, users of this standard
may incorporate other elements by appending
additional sections or subsections to their pro-
ject management plans. In any case, the
numbering scheme of the required sections
and subsections must adhere to the format
specified in this standard. Various sections
and subsections of a software project man-
agement plan may be included in the plan by
direct incorporation or by reference to other
plans and documents.

This standard for software project man-
agement plans incorporates and subsumes the
software development plans described in
ANSIIEEE Std 729-1983 [1)' and ANSVIEEE
Std 730-1984 [2].

1The numbers in brackets correspond to those of the
references in 1.2.

1.2 References. The standards listed here
should be consulted when applying this
standard. The latest revisions shall apply.

[1] ANSIIEEE Std 729-1983, IEEE Standard
Glossary of Software Engineering Termi-
nology.?2

[2] ANSVIEEE Std 730-1984, IEEE Standard for
Software Quality Assurance Plans.

[3] ANSIIEEE Std 828-1983, IEEE Standard for
Software Configuration Management Plans.

[4] ANSVIEEE Std 829-1983, IEEE Standard for
Software Test Documentation.

[5] ANSI/IEEE Std 983-1986, IEEE Guide for
Software Quality Assurance Planning.

[6] ANSI/IEEE Std 1012-1986, IEEE Standard
for Software Verification and Validation
Plans.

2. Definitions

The definitions listed here establish mean-
ings within the context of this standard. Defi-
nitions of other terms that may be appropriate
within the context of this standard can be
found in ANSVIEEE Std 729-1983 [11.

—/

activity. A major unit of work to be completed
in achieving the objectives of a software pro-
ject. An activity has precise starting and
ending dates, incorporates a set of tasks to be
completed, consumes resources, and results
in work products. An- activity may contain
other activities in a hierarchical manner.

2ANSIVIEEE publications are available from the Sales
Department, American National Standards Institute, 1430
Broadway, New York, NY 10018; or from the IEEE Service
Center, 445 Hoes Lane, P.O. Box 1331, Piscataway, NJ
08855-1331.
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¢ baseline. A work product that has been

formally reviewed and agreed upon, and that
can be changed only through formal change
control procedures. A baseline work product
may form the basis for further work
activity(s).

customer. The individual or organization
that specifies and accepts the project deliver-
ables. The customer may be internal or exter-
nal to the parent organization of the project,
and may or may not be the end user of the
software product. A financial transaction
between customer and developer is not neces-
sarily implied.

project agreement. A document or set of doc-
uments agreed to by the designated authority
for the project and the customer. Documents in
a project agreement may include some or all
of the following: a contract, a statement of
work, system engineering specifications,
user requirement specifications, functional
specifications, the software project manage-
ment plan, a business plan, or a project
charter. ’ '

< project deliverables. The work product(s) to be
delivered to the customer. The quantities,
delivery dates, and delivery locations are
specified in the project agreement.

project function. An activity that spans
the entire duration of a software project.
Examples of project functions include project
management, configuration management,
quality assurance, and verification and
validation. '

review. A meeting at which a work product or
a set of work products is presented to project
personnel, managers, users, customers, or
other interested parties for comment or
approval.

software project. The set of all project
functions, activities, and tasks, both technical
and managerial, required to satisfy the terms
and conditions of the project agreement. A
software project may be self-contained or may
be part of a larger project. A software project
may span only a portion of the software
product lifecycle.
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software project management. The process of y(

planning, organizing, staffing, monitoring,
controlling, and leading a software project.

software project management plan. The
controlling document for managing a soft-
ware project. A software project management
plan defines the technical and managerial
project functions, activities, and tasks neces-
sary to satisfy the requirements of a software
project, as defined in the project agreement.

SPMP. Software project management plan.

task. The smallest unit of work subject to
management accountability. A task is a well-
defined work assignment for one or more
project members. The specification of work to
be accomplished in completing a task is
documented in a work package. Related tasks
are usually grouped to form activities.

work kpackage. A specification for the work to )k

be accomplished in completing an activity or
task. A work package defines the work prod-
uct(s), the staffing requirements, the expected
duration, the resources to be used, the accep-
tance criteria for the work products, the name
of the responsible individual, and any special
considerations for the work.

work product. Any tangible item that results,
from a project function, activity, or task. Ex-
amples of work products include customer re-
quirements, project plan, functional specifi-
cations, design documents, source and object
code, users’ manuals, installation instruc-
tions, test plans, maintenance procedures,
meeting minutes, schedules, budgets, and
problem reports. Some subset of the work
products will form the set of project deliver-
ables.

——

3. Software Project Management Plans

The individual or organization responsible
for a software project shall also be responsible
for the software project management plan
(hereafter referred to as the SPMP). This sec-
tion of the standard describes each of the es-
sential elements of a SPMP. These elements
shall be ordered in the sequence of sections
and subsections prescribed in Table 1.
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Table1

Software Project Management Plan Format

Title Page
Revision Chart
Preface

Table of Contents
List of Figures
List of Tables

Y

Introduction

1.1 Project Overview

1.2 Project Deliverables

1.3 Evolution of the SPMP

1.4 Reference Materials

1.5 Definitions and Acronyms

Project Organization

2.1 Process Model

2.2 Organizational Structure :
2.3 Organizational Boundaries and Interfaces-
2.4 Project Responsibilities

Managerial Process
3.1 Management Objectives and Priorities

3.2 Assumptions, Dependencies, and Constramts \

3.3 Risk Management
3.4 Monitoring and Contro]lmg Mechanisms
3.5 Staffing Plan

Technical Process

4,1 Methods, Tools, and Techniques
4.2 Software Documentation

4.3 Project Support Functions

Work Packages, Schedule, and Budget
5.1 Work Packages

5.2 Dependencies

5.3 Resource Requirements

5.4 Budget and Resource Allocation

\ . 5.5 Schedule

Additional Components

Index

Appendices

1

&

IEEE
Std 1058.1-1987




IEEE
Std 1058.1-1987

The ordering of SPMP elements presented
in Table 1 is not meant to imply that the sec-
tions and subsections must be developed in
that order. The order of presentation is in-
tended for ease of use, not as a guide to the
order of preparing the various elements of a
SPMP. The sections and subsections of a
SPMP may be included by direct incorpora-
tion or by reference to other plans and docu-
ments.

Detailed descriptions of each section and
subsection in a SPMP are presented in sec-
tions 3.1 through 3.5 of this standard. Certain
additional components may be included in a
SPMP. Additional components are described
in section 3.6.

Each version of a SPMP based on this stan-
dard shall contain a title and a revision no-
tice sufficient to uniquely identify the docu-
ment. Revision information may include the
project name, version number of the plan, date
of release, approval signature(s), a list of
pages that have been changed in the current
version of the plan, and a list of version num-
bers and dates of release of all previous ver-
sions of the plan.

The preface of a SPMP based on this stan-
dard shall describe the purpose, indicate the
scope of activities, and identify the intended
audience for the SPMP. A Table of Contents,
and lists of the Figures and Tables in the
SPMP shall be included in every SPMP, as
indicated in Table 1.

3.1 Introduction (Section 1 of the SPMP). This
section of the SPMP shall provide an overview
of the project and the product, a list of project
deliverables, the plan for development and
evolution of the SPMP, reference materials
for the SPMP, and definitions and acronyms
used within the SPMP.

3.1.1 Project Overview (1.1 of the SPMP).
This subsection of the SPMP shall provide a
concise summary of the project objectives, the
product to be delivered, major work activities,
major work products, major milestones,
required resources, and master schedule and
budget. The project overview shall also de-
scribe the relationship of this project to other
projects, as appropriate. This overview shall
not be construed as an official statement of
product requirements. Reference to the offi-
cial statement of product requirements shall
be provided in this subsection of the SPMP.

F
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3.1.2 Project Deliverables (1.2 of the SPMP).
This subsection of the SPMP shall list all of
the items to be delivered to the customer, the
delivery dates, delivery locations, and quan-
tities required to satisfy the terms of the project
agreement. This list of project deliverables
shall not be construed as an official statement
of project requirements.

3.1.3 Evolution of the SPMP (1.3 of the
SPMP). This subsection of thc SPMP shall
specify the plans for producing both scheduled
and unscheduled updates to the SPMP. Meth-
ods of disseminating the updates shall be
specified. This subsection shall also specify
the mechanisms used to place the initial ver-
sion of the SPMP under change control and to
control subsequent changes to the SPMP.

3.1.4 Reference Materials (1.4 of the SPMP).
This subsection of the SPMP shall provide a
complete list of all documents and other
sources of information referenced in the
SPMP. Each document should be identified by
title, report number, date, author, and pub-
lishing organization. Other sources of infor-
mation, .such as electronic files, shall be
identified in an unambiguous manner using
identifiers such as date and version number.
"Any deviations from referenced standards or
policies shall be identified and justifications
shall be provided.

3.1.5 Definitions and Acronyms (1.5 of the
SPMP). This subsection of the SPMP shall
define, or provide references to the definition
of all terms and acronyms required to prop-
erly interpret the SPMP.

3.2 Project Organization (Section 2 of the
SPMP). This section of the SPMP shall spec-
ify the process model for the project, describe
the project organizational structure, identify
organizational boundaries and interfaces,
and define individual responsibilities for the
various project elements.

3.2.1 Process Model (2.1 of the SPMP). This
subsection of the SPMP shall define the
relationships among major project functions
and activities by specifying the timing of
major milestones, baselines, reviews, work
products, project deliverables, and sign-offs
that span the project. The process model may
be described using a combination of graphical
and textual notations. The process model
must include project initiation and project
termination activities.



PROJECT MANAGEMENT PLANS

3.2.2 Organizational Structure (2.2 of the
SPMP). This subsection of the SPMP shall
describe the internal management structure
of the project. Graphical devices such as
hierarchical organization charts or matrix
diagrams may be used to depict the lines of
authority, responsibility, and communication
within the project.

3.2.3 Organizational Boundaries and
Interfaces (2.3 of the SPMP). This subsection
of the SPMP shall describe the administrative
and managerial boundaries between the pro-
ject and each of the following entities: the
parent organization, the customer organiza-
tion, subcontracted organizations, or any
other organizational entities that interact with
the project. In addition, the administrative
and managerial interfaces of the project
support functions, such as configuration
management, quality assurance, and verifi-
cation and validation shall be specified in
this subsection.

3.2.4 Project Responsibilities (2.4 of the
SPMP). This subsection of the SPMP shall
identify and state the nature of each major
project function and activity, and identify the
individuals who are responsible for those
functions and activities. A matrix of func-
tions and activities versus responsible indi-
viduals may be used to depict project respon-
sibilities.

3.3 Managerial Process (Section 3 of the
SPMP). This section of the SPMP shall
specify management objectives and priori-
ties; project assumptions, dependencies, and
constraints; risk management techniques;
monitoring and controlling mechanisms to
be used; and the staffing plan.

3.3.1 Management Objectives and
Priorities (3.1 of the SPMP). This subsection
of the SPMP shall describe the philosophy,
goals, and priorities for management activi-
ties during the project. Topics to be specified
may include, but are not limited to, the
frequency and mechanisms of reporting to be
used; the relative priorities among require-
ments, schedule, and budget for this project;
risk management procedures to be followed;
and a statement of intent to acquire, modify,
or use existing software.

3.3.2 Assumptions, Dependencies, and
Constraints (3.2 of the SPMP). This subsec-
tion of the SPMP shall state the assumptions
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on which the project is based, the external
events the project is dependent upon, and the
constraints under which the project is to be
conducted.

3.3.3 Risk Management (3.3 of the SPMP).
This subsection of the SPMP shall identify
and assess the risk factors associated with the
project. This subsection shall also prescribe
mechanisms for tracking the various risk
factors and implementing contingency
plans. Risk factors that should be considered
include contractual risks, technological
risks, risks due to size and complexity of the
product, risks in personnel acquisition and
retention, and risks in achieving customer
acceptance of the product.

3.3.4 Monitoring and Controlling Mecha-
nisms (3.4 of the SPMP). This subsection of
the SPMP shall define the reporting mecha-
nisms, report formats, information flows, re-
view and audit mechanisms, and other tools
and techniques to be used in monitoring and
controlling adherence to the SPMP. Project
monitoring should occur at the level of work
packages. The relationship of monitoring
and controlling mechanisms to the project
support functions shall be delineated in this
subsection of the SPMP (see 3.4.3).

3.3.5 Staffing Plan (3.5 of the SPMP). This
subsection of the SPMP shall specify the
numbers and types of personnel required to
conduct the project. Required skill levels,
start times, duration of need, and methods for
obtaining, training, retaining, and phasing
out of personnel shall be specified.

3.4 Technical Process (Section 4 of the SPMP).
This section of the SPMP shall specify the
technical methods, tools, and techniques to be
used on the project. In addition, the plan for
software documentation shall be specified,
and plans for project support functions such as
quality assurance, configuration manage-
ment, and verification and validation may be
specified.

3.4.1 Methods, Tools, and Techniques (4.1
of the SPMP). This subsection of the SPMP
shall specify the computing system(s), devel-
opment methodology(s), team structure(s),
programming language(s), and other nota-
tions, tools, techniques, and methods to be used
to specify, design, build, test, integrate, docu-
ment, deliver, modify or maintain or both (as
appropriate) the project deliverables. In ad-
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dition, the technical standards, policies, and
procedures governing development or modi-
fication or both of the work products and
project deliverables shall be included, either
directly or by reference to other documents.

3.4.2 Software Documentation (4.2 of the
SPMP). This subsection of the SPMP shall
contain either directly or by reference, the
documentation plan for the software project.
The documentation plan shall specify the
documentation requirements, and the mile-
stones, baselines, reviews, and sign-offs for
software documentation. The documentation
plan may also contain a style guide, naming
conventions and documentation formats. The
documentation plan shall provide a summary
of the schedule and resource requirements for
the documentation effort. ANSI/IEEE Std 829-
1983 [4] provides a standard for software test
documentation.

3.4.3 Project Support Functions (4.3 of the
SPMP). This subsection of the SPMP shall
contain, either directly or by reference, plans
for the supporting functions for the software
project. These functions may include, but are
not limited to, configuration management [3];
software quality assurance [2] and [5]; and
verification and validation {6]. Plans for pro-
ject support functions shall be developed to a
level of detail consistent with the other sec-
tions of the SPMP. In particular, the responsi-
bilities, resource requirements, schedules,
and budgets for each supporting function shall
be specified. The nature and type of support
functions required will vary from project to
project; however, the absence of a software
quality assurance, configuration manage-
ment, or verification and validation plan
shall be explicitly justified in project plans
that do not include them.

3.5 Work Packages, Schedule, and Budget
(Section 5 of the SPMP). This section of the
SPMP shall specify the work packages,
identify the dependency relationships among
them, state the resource requirements, provide
the allocation of budget and resources to work
packages, and establish a project schedule.
3.5.1 Work Packages (5.1 of the SPMP).
This subsection of the SPMP shall specify the
work packages for the activities and tasks that
must be completed in order to satisfy the
project agreement. Each work package shall
be uniquely identified; identification may be
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based on a numbering scheme and descriptive
titles. A diagram depicting the breakdown of
activities into subactivities and tasks (a work
breakdown structure) may be used to depict
hierarchical relationships among work
packages.

3.5.2 Dependencies (5.2 of the SPMP). This
subsection of the SPMP shall specify the
ordering relations among work packages to
account for interdependencies among them
and dependencies on external events. Tech-
niques such as dependency lists, activity net-
works, and the critical path method may be
used to depict dependencies among work
packages.

3.5.3 Resource Requirements (5.3 of the
SPMP). This subsection of the SPMP shall
provide, as a function of time, estimates of the
total resources required to complete the
project. Numbers and types of personnel,
computer time, support software, computer
hardware, office and laboratory facilities,
travel, and maintenance requirements for the
project resources are typical resources that
should be specified.

3.5.4 Budget and Resource Allocation (5.4 of
the SPMP). This subsection of the SPMP shall
specify the allocation of budget and resources
to the various project functions, activities, and
tasks. An earned value scheme may be used to
allocate budget and resources, and to track
expenditures and resource utilization.

3.5.5 Schedule (5.5 of the SPMP). This
subsection of the SPMP shall provide the
schedule for the various project functions,
activities, and tasks, taking into account the
precedence relations and the required mile-
stone dates. Schedules may be expressed in
absolute calendar time or in increments rel-
ative to a key project milestone.

3.6 Additional Components. Certain addi-
tional components may be required. These
may be included by appending additional
sections or subsections to the SPMP. However,
the numbering scheme for the required sec-
tions and subsections must adhere to the for-
mat specified in this standard. Additional
items of importance on any particular project
may include subcontractor management
plans, security plans, independent verifica-
tion and validation plans, training plans,
hardware procurement plans, facilities plans,
installation plans, data conversion plans,
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system transition plans, or the product main-
tenance plan. If present, additional compo-
nents must be developed in a format and to a

¢\ level of detail consistent with the required

(

__sections of the SPMP.

3.6.1 Index. An index to the key terms and
acronyms used throughout the SPMP is op-
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tional, but recommended to improve usability
of the SPMP.

3.6.2 Appendices. Appendices may be in-
cluded, either directly or by reference, to
provide supporting details that could detract
from the SPMP if included in the body of the
SPMP.
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Foreword
(This Foreword is not a part of IEEE Std 1074-1991, IEEE Standard for Developing Software Life Cycle Processes.)

This Foreword is intended to provide the reader with some background into the rationale used to
develop this standard. This information is being provided to aid in the understanding and usage
of the standard. The Foreword is nonbinding.

Purpose

This is a standard for the Processes of software development and maintenance. This standard
requires definition of a user’s software life cycle and shows mapping into typical software life cy-
cles, but it is not intended to define or imply a software life cycle of its own. This standard applies
to the management and support Processes that continue throughout the entire life cycle, as well as
all aspects of the software life cycle from concept exploration through retirement. Utilization of
these Processes, and their component Activities, maximizes the benefits to the user when the use of
this standard is initiated early in the software life cycle.

Software that has proceeded past the initialization phase when this standard is invoked should
gradually comply with the standard.

This standard was written for any organization responsible for managing and developing
software. It will be useful to project managers, software developers, quality assurance organiza-
tions, purchasers, users, and maintainers. Since it was written to consider both software and its
operating environment, it can be used where software is the total system or where software is em-
bedded in a larger system.

Terminology

The words shall, must, and the imperative form identify the mandatory (essential) material
within this standard. The words should and may identify optional (conditional) material. As with
other IEEE Software Engineering Standards, the terminology in this document is based on IEEE
Std 610.12-1990, IEEE Standard Glossary, of Software Engineering Terminology (ANSI). To avoid
inconsistency when the Glossary is revised, the definitions are not repeated in this document.
New terms and modified definitions are included, however.

History

Work on this standard began in August 1984. A total of 15 meetings produced the draft submitted
for ballot in January 1990. Two additional meetings were held to resolve comments and negative
ballots, and the document was resubmitted for recirculation in February 1991,
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IEEE Standard for Developing Software
Life Cycle Processes

1. Introduction

1.1 Scope. This standard provides the set of Activities that constitute the Processes that are
mandatory for the development and maintenance of software, whether stand-alone or part of a
system. (Non-software Activities, such as hardware development and purchasing, are outside of
the scope of this standard.) This standard also provides associated Input and Output Information.

For convenience, Activities are listed and described under specific Processes. In practice, the
Activities may be performed by persons whose organizational titles or job descriptions do not
clearly convey that a Process is part of their job. The Process under which an Activity is listed in
this standard may be transparent in practice.

This standard does not prescribe a specific software life cycle model (SLCM). Each using
organization must map the activities specified in the standard into its own software life cycle
(SLC). If an organization has not yet defined an SLC, it will be necessary for them to select or
define one before attempting to follow this standard. Further, this standard does not presume the
use of any specific software development methodology nor the creation of specific documents.

For software already developed, it is recommended that these requirements, or a subset thereof,
be applied. The existence of this standard should not be construed to prohibit the imposition of
additional or more stringent requirements where the need exists, e.g., critical software.

Compliance with this standard is defined in 1.5.1.

1.2 References. No other publications are required for use of this standard. However, a list of other
IEEE standards, which may be consulted for additional guidance, is given in the Bibliography in
Section 8. Although this standard does not require adherence to any other IEEE standard,
knowledge of principles and concepts described in the standards listed in the Bibliography would
be helpful.
1.3 Definitions and Acronyms

1.3.1 Definitions. The definitions listed here establish meanings within the context of this
standard. Definitions of other terms used in this document can be found in IEEE Std 610.12-1990
1]} ,
Activity. A constituent task of a Process. See: task.

analysis. Examination for the purpose of understanding.

anomaly. Any deviation from requirements, expected or desired behavior, or performance of the
software.

contractual requirements. Customer-imposed performance, logistics, and other requirements and
commitments governing the scope of software development, delivery, or support.

customer. The person, or persons, who pay for the product and usually (but not necessarily) decide
the requirements. In the context of this document the customer and the supplier may be members of
the same organization. [5]

data base. A collection of data fundamental to a system. [22]

IThe numbers in brackets correspond to those of the bibliographic references listed in Section 8.
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evaluation. Determination of fithess for use.

external. An Input Information source or OQutput Information destination that is outside the control
of this standard, and therefore may or may not exist.

function. A specific purpose of an entity or its characteristic action. [22]
installation. The period of time in the software life cycle during which a software product is
integrated into its operational environment and tested in this environment to ensure that it

performs as required. [1]

Mapping. Establishing a chronological relationship of the Activities in this standard according to
a selected SLCM. '

methodology. A body of methods, rules, and postulates employed by a discipline.
owner. A single point of contact, identified by organization position.

pi'oblem. The inability of a system or component to perform its required functions within specified
performance requirements. [1]

Process. A function that must be performed in the software life cycle. A Process is composed of
Activities. ‘

product. Any output of the software development Activities; e.g., document, code, model.

quality management. That aspect of the overall management function that determines and
implements the quality policy. (ISO 9000)

quality policy. The overall quality intentions and direction of an organization as regards quality,
as formally expressed by top management. (ISO 9000)

revision. A controlled item with the same functional capabilities as the original plus changes,
error resolution, or enhancements.

software life cycle (SLC). A project-specific, sequenced mapping of Activities.

software life cycle model (SLCM). The skeleton framework selected by each using organization
on which to map the Activities of this standard to produce the software life cycle.

software quality management. That aspect of the overall software management function that
determines and implements the software quality policy.

software quality policy. The overall quality intentions and direction of an organization as
regards software quality, as expressed by top management.

software system, Software that is the subject of a single software project.

supplier. The person, or persons, who produce a product for a customer. In the context of this
document, the customer and the supplier may be members of the same organization. [5]

task. The smallest unit of work subject to management accountability. A task is a well-defined
work assignment for one or more project members. Related tasks are usually grouped to form
Activities. [17]
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unit. A logically separable part of a program. [1]
user. The person, or persons, who operate or interact directly with the system. [5]
1.3.2 Acronyms. The following acronyms appear within the text of this standard:

CASE Computer-Aided Software Engineering

1/0 Input/Output

PR&RP Problem Report and Resolution Planned Information
SCMP  Software Configuration Management Planned Information
SDD Software Design Description

SLC Software Life Cycle

SLCM  Software Life Cycle Model

SPMP  Software Project Management Planned Information

SQA Software Quality Assurance

SRS Software Requirements

SVVP  Software Verification and Validation Planned Information

1.4 Organization of This Document. The organization of this standard provides a logical approach
to the development, operation, and maintenance of software. The detailed requirements of this
document are organized into 17 Processes, which are comprised of a total of 65 Activities. The Pro-
cesses and their Activities are described in six major sections. Table 1 depicts this organization.

Table 1
Organization of the Standard

Section Title Processes

2 Software Life Cycle Model Process Software Life Cycle Model

3 Project Management Processes Project Initiation
Project Monitoring and Control
Software Quality Management

4 Pre-Development Processes Concept Exploration
System Allocation

5 Development Processes Requirements
Design
Implementation

6 Post-Development Processes Installation

Operation and Support
Maintenance
Retirement

7. Integral Processes Verification and Validation

Software Configuration Management
Documentation Development
Training

All of a Process’ required actions are specified in its constituent Activities. Each Activity
discussion has three parts:

(1) Input Information, which lists information that is to be used by the Activity, and its source.

(2) Description, which details the actions to be performed.

(3) Output Information, which lists the information that is generated by the Activity, and its
destination.
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Where information flows between Activities, it can be traced from its original Activity to the
receiving Activity through the Input and Output Information tables.

As mentioned above, all Processes are mandatory. Activities, however, are categorized as
mandatory? or “If Applicable.” “If Applicable” Activities are marked “If Applicable” in the
Activity title. All other Activities are mandatory. Each “If Applicable” Activity contains an
explanation of the cases to which it will apply (e.g., 5.2.4, Design Data Base, applies when the
software product contains a data base).

1.5 Use of This Standard. To facilitate the understanding and use of a standard of this magnitude,
this section provides additional information.

1.5.1 Applicability. This standard applies to software development and maintenance projects.

This standard can be applied to commercial, scientific, and military software. Applicability is
not restricted by size, complexity, or criticality of the software. This standard considers both the
software and its context.

It is recognized that a project may be too small, in terms of schedule, budget, risk, nature, or use
of software to be developed, used, and maintained, to warrant total application of the standard. In
such cases, selected Activities may be applied even though compliance with this standard may not
be claimed. This may also apply when only purchased software is involved.

A large project may be subdivided into smaller manageable projects, and this standard applied
to each of the smaller projects and then to the whole. Similarly, some projects may be of long
duration, and may be delivered in multiple versions or releases; it may be helpful in some cases to
treat the development of each successive version as a separate project with its own life cycle.

1.5.2 Compliance. Compliance with this standard is defined as the performance of all
mandatory Activities. Some mandatory Activities may occur in different instances (e.g.,
performing tests at various levels); compliance with this standard means the complete
performance of each instance of the mandatory Activity. The standard does not specify instances
of any Activity.

The performance of an Activity or an instance thereof is complete when all Input Information
has been processed, and all Qutput Information has been generated. This may require several
iterations of an Activity or instance.

All Input and Output Information are not required for a given occurrence of an iterative
Activity. The presence of sufficient Input Information to permit processing by the Activity to begin
constitutes the entry criterion, and the creation of any Output Information is a sufficient exit
criterion.

This standard does not impose the order in which Activities must be performed. However, an
order must be established by executing the Activities defined in Section 2 and the Activity in 3.1.3.

In some cases, certain Input and Output Information may not be required for completion of an
Activity. These are indicated as “External” to the SLC and may not exist. To the extent that they
exist, they must be processed by affected Activities.

This standard prescribes the processes of the software life cycle, not the products of that life cycle.
Therefore, the standard does not require the completion of specific documents. The information
generated by Activities, listed in the Output Information tables, may be collected into documents in
any manner consistent with the selected SLCM.

In the event that this standard is contractually imposed, and one or more subcontractors are
involved in the project, it is recommended that the requirements of this standard be imposed on the
subcontractors.

2The term “mandatory” as used in this standard is synonymous with the term “essential.”
3The term “if applicable” as used in this standard is synonymous with the terms “conditional” and “optional.”

4



IEEE
SOFTWARE LIFE CYCLE PROCESSES Std 1074-1991

1.5.8 Intended Audience. This standard cannot be implemented by a single functional group
within a development organization. Mapping this standard’s Activities into an organization’s
SLCM, and coordinating these Activities with existing development and support methodologies
and standards, require specific expertise and authority within the organization.

After mapping is complete, the Activities in Sections 3—7 are ready for execution. These Activity
descriptions are directed to the functional specialist most likely to be performing them (e.g., the
Requirements and Analysis Activities assume a basic familiarity with analysis techniques).

1.5.4 Process and Activity Relationships

1.5.4.1 Project Management Processes. There are three Processes in this section: the Project
Initiation Process, the Project Monitoring and Control Process, and the Software Quality Man-
agement Process. The Project Initiation Process consists of those Activities that create and main-
tain the project framework. The Activities within the Project Monitoring and Control Process and
the Software Quality Management Process are performed throughout the life of the project to ensure
the appropriate level of project management and compliance with the mandated Activities.

1.5.4.2 Development-Oriented Processes. These are the Processes that must be performed be-
fore, during, and after the development of the software. The Pre-Development Processes are Con-
cept Exploration and System Allocation. Development Processes include Requirements, Design,
and Implementation. Finally, the Post-Development Processes include Installation, Operation
and Support, Maintenance, and Retirement.

1.5.4.3 Integral Processes. This section includes those Processes that are necessary to ensure
the successful completion of a project, but are not Development Processes. The Integral Processes
are Verification and Validation, Software Configuration Management, Documentation Develop-
ment, and Training. All of these Processes contain two types of Activities:

(1) Those that are performed discretely and are therefore mapped into an SLCM.
(2) Those that are performed in the course of completing another Activity, These are invoked
Activities and will not be mapped into the SLCM in every instance.

Many Activities invoke, or call like a subroutine, appropriate Integral Process(es). This is an
intuitive method of getting a task, such as the evaluation or production of a document, done without
specifying an exact control flow within this standard.

To track the flow of a product into, through, and back from an Integral Process, there are generic
sources and destinations listed in the Input and Output Information tables called “Creating
Process.” Within the Integral Process that is invoked, the Activity that first receives the product
has a generic Input Information whose source is Creating Process. This product passes through
one or more Activities of that Integral Process, then is returned to the invoking Activity through an
Activity’s Output Information, whose destination is Creating Process. An example of this flow is
shown in Fig 1, which illustrates how one Activity within the Design Process invokes the Integral
Processes. This figure will be easier to follow if it is compared directly with 5.2.7, “Perform
Detailed Design.” The order of Invoked Processes in the figure differs from that in 5.2.7.

The invoked Process is specified in the text by the name of the Process and the number of the first
Activity to be performed within that Process [e.g., Verification and Validation (7.1.4)].
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1.5.4.4 Use of IO Tables. The Input Information to and Output Information from each Activity
are listed in tables that accompany the Activity descriptions. As a convention of this document, In-
put and Output Information names are always capitalized in the text.

The /0O tables show the flow of Information through the Activities. The pertinent Informatlon is
listed in the left-hand column. The source or destination of the Information (both Process and Ac-
tivity) is shown in the right-hand columns. The Information names were chosen, where possible,
to suggest the titles of documents commonly used in the software industry. The Information
names also frequently relate to the documents described in the standards listed in Section 8. Some
of these Information items are represented in the text by acronyms that were deliberately chosen to
suggest the commonly used names of the corresponding documents.

External Input Information sources and External Qutput Information destinations are outside
the scope of this standard. External Input Information may or may not exist, and if it does not exist,
it is not required. When an External Input does exist and is therefore used, it is presumed to
include any associated documentation. External output destinations also may or may not exist.
External sources and destinations are not necessarily Processes, and no corresponding Activities
are shown in the I/O tables. .
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In most cases, the Input Information and Output Information columns of the tables designate the
specific information that enters or exits the Activity. However, since many Activities have Output
Information whose destination is Retain Records (3.2.6), the various Input Information to Retain
Records is collected under the term “Original Records.” The corresponding Process and Activity
columns refer simply to Originating Process and Originating Activity. Figure 2 depicts the con-
ceptual flow of Input Information and Output Information into and out from an Activity, respec-
tively.

1.5.5 Getting Started. Before beginning a project that will use this standard, the Activities need to
be reviewed for applicability to a specific project and organized into a time sequence appropriate to
that project. To perform that time sequencing, an SLCM must be chosen or developed and Activities
mapped into the SLCM. This mapping is discussed in Section 2 and the mapping Activity in 3.1.3.
Examples are given in Appendix A.

This mapping produces a temporal “road map” called the Software Life Cycle (SLC) used to fol-
low this standard throughout the project. The mapped Activities must be initiated in their desig-
nated sequence.

1.5.6 Additional Considerations

1.5.6.1 Organizational Independence. This standard does not presume or dictate an organiza-
tional structure for a software project. Therefore, it is neither implied nor required that Activities
within a Process be performed by the same organizational entity, nor that an organizational en-
tity’s involvement be concentrated in only one Process. To ensure that all Activities are assigned
to an appropriate organizational entity, the concept of Activity Ownership is described in the Ac-
tivity in 3.1.3.

1.5.6.2 Combining Documents. The Information developed in this standard, as shown in the
Output Information tables, may carry generic names similar to those used in other IEEE stan-
dards. This does not imply that the format and content specified in other IEEE standards must be
followed, nor that this information must be packaged into documents in any particular manner.
Combination of documents into a single document is acceptable as long as understanding is not
compromised.

EXTERNAL EXTERNAL

PROCESS

PROCESS PROCESS

| ACTIVITY

INPUT

$1 ACTIVITY
T [ AcTVITY |

SOURCE DESTINATION

CURRENT

Fig2
Information Flow



2. Software Life Cycle Model Process

2.1 Overview. Many variables affect an organization’s selection of a software life cycle model
(SLCM). While this standard neither dictates nor defines a specific software life cycle (SLC) or its
underlying methodologies, it does require that an SLCM be chosen and used.

This Process provides the Activities required to identify candidate SLCMs and select the SLCM
to be used by other Activities in the standard.

This standard includes the specification of the non-time-ordered set of “Mandatory” Activities
that must be incorporated into an SLCM. An SLCM (e.g., Rapid Prototyping) defines a specific ap-
proach to producing software. It specifies a time-ordered set of Activities (including all of the
“Mandatory” Activities identified in this standard), which is to be used as the basis for mapping
the Activities of this standard. An SLCM may also propose standards for the performance of the
Activities or the deliverables produced during the project.

The SLC (defined for a project by the Activity in 3.1.3) is the time-ordered set of Activities or in-
stances of Activities to be performed. This set is to be mapped into a selected SLCM. The SLC also
identifies specific responsibilities for each Activity. While the same SLCM may be valid for sev-
eral projects, each project must define its own SLC.

Once an SLCM is selected, there are two additional required actions:

(1) Mapping the Activities described in this standard into the chosen life cycle (3.1.3).
(2) Identifying and documenting the standards and controls that govern the SLC (3.1.5).

Figure 3 illustrates this progression from this standard to a project-specific SLC.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

2.2 Activities List

(1) Identify Candidate Software Life Cycle Models
(2) Select Project Model
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2.3 Identify Candidate Software Life Cycle Models

2.3.1 Input Information
Input Information Source
Process Activity
Available Software Life Cycle External '
Models)
Constraints External

2.3.2 Description. In this Activity, the set of Available SLCMs and applicable Constraints shall
be considered and Candidate SLCMs identified. A new model may be constructed by combining
elements of other SLCMs.

Maintenance is an iteration of the Software Life Cycle, and the SLCM must support this
iteration. :

2.3.3 Output Information
Output Information Destination
Process Activity
Candidate Software Life Cycle Software Life Cycle Model Select Project Model (2.4)
Model(s)
24 Select Project Model
2.4.1 Input Information
Input Information Source
Process Activity
Historical Project Records External
Constraints External
Candidate Software Life Cycle Software Life Cycle Model Identify Candidate Software Life
Model(s) Cycle Models (2.3)

2.4.2 Description. In this Activity, one of the candidate SLCMs from 2.3.2 is selected for use.

Based on the type of product (interactive, batch, transaction processing, etc.), Constraints, and
Historical Project Records, an SLCM analysis shall be conducted, and a decision made as to
which model will best support the management of the project.

It is possible for an organization to have more than one SLCM, but only one model may be
selected for a project. It is not necessary to have a single, organization-wide SLCM.

The SLCM shall provide the necessary framework for software projects to map the Activities to
produce the SLC (as shown in Fig 3). The mapping effort is specified in the Project Initiation
Process, Map Activities to Software Life Cycle Model (3.1.3).

24.3 Output Information
Output Information Destination
Process Activity
Selected Software Life Cycle Model | Project Initiation Map Activities to Software Life
Cycle Model (3.1.3)

21




3. Project Management Processes

These are the Processes that initiate, monitor, and control software projects throughout the
software life cycle (SLC).

3.1 Project Initiation Process

3.1.1 Overview. This Process contains those Activities that create the framework for the project.
During this Process, the SLC is created for this project, and plans for managing the project are
established. Standards, methodologies, and tools needed to manage and execute the project are
identified and a plan prepared for their timely implementation.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

3.1.2 Activities List

(1) Map Activities to Software Life Cycle Model
(2) Allocate Project Resources

(3) Establish Project Environment

(4) Plan Project Management

3.1.3 Map Activities to Software Life Cycle Model

3.1.3.1 Input Information
Input Information ‘ Source
Process Activity
Contractual Requirements External ,
Selected Software Life Cycle Model | Software Life Cycle Model Select Project Model (2.4)
Statement of Need Concept Exploration Refine and Finalize the Idea or
Need (4.1.7)

3.1.3.2 Description. The Activities identified in this standard shall be mapped into the selected
SLC Model (SLCM). Mapping involves establishing the chronological relationship of the Activi-
ties in this standard according to the selected SLCM. It may be necessary to use the Contractual
Requirements and the Statement of Need to accomplish this mapping. Appendix A provides sev-
eral examples of such mappings. Appendix B is a template for adding additional project-specific
information, such as document titles and applicable standards, to the mapped Activities.

The use of certain software development methods defines the execution of some Activities to be
automated. Compliance with this standard must be demonstrated by mapping those automated A¢-
tivities into the appropriate points within the SLCM.

Each Activity shall be assigned a single “owner.” An owner is a single point of contact, and is
identified by organizational position. Ownership is assumed by the person currently filling that
position. Each owner has the responsibility and authority to control and complete the Activity
within the planned schedule and budget. In addition, each owner is accountable for the quality of
the Activity outputs. If Activities are to be performed by multiple organizations, the owning orga-
nization and position of the owner shall be identified. In the case of multiple instances of an Ac-
tivity, an owner for each instance shall be identified.
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The resulting map of the Activities to be performed, with their corresponding owners, is the SLC
for this project. All “If Applicable” Activities that do not apply to this project shall be identified and

explained in the List of Activities Not Used.. \
3.1.3.3 Output Information
Output Information Destination i
Process Activity
Software Life Cycle Project Initiation Allocate Project Resources (3.1.4)
Establish Project Environment ‘
(3.1.5) : ‘
Plan Project Management (3.1.6) |
List of Activities Not Used Project Monitoring and Control Retain Records (3.2.6) ]
3.1.4 Allocate Project Resources
3.14.1 Input Information
Input Information Source
Process Activity
Historical Project Records External _
Resources External |
Statement of Need Concept Exploration Refine and Finalize the Idea or
. Need (4.1.7)
Software Life Cycle Project Initiation 4 Map Activities to Software Life
Cycle Model (3.1.3)
System Functional Software System Allocation Decompose System Requirements
Requirements (4.2.5)

3.1.4.2 Description. Resource Allocations shall be identified at the Software Life Cycle’s Ac-
tivity level. Resources to be allocated include personnel, equipment, space, etc. Available Histori-
cal Project Records and the Statement of Need may provide valuable insight into Resource
Allocation. :

3.1.4.3 Output Information
Output Information . Destination
Process Activity
Resource Allocations Project Initiation Establish Project Environment
(3.1.5)
Plan Project Management (3.1.6)
Project Management and Control | Analyze Risks (3.2.3)
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3.1.5 Establish Project Environment

3.1.5.1 Input Information
Input Information Source
Process Activity

Methodologies External

Standards External

Tools External

Software Library External

Purchased Software External

Contractual Requirements External

Analysis of Risks Project Monitoring and Control Analyze Risks (3.2.3)

Software Life Cycle Project Initiation Map Activities to Software Life
Cycle Model (3.1.3)

Defined Metrics Software Quality Management Define Metrics (3.3.4)

Collection and Analysis Methods Software Quality Management Define Metrics (3.3.4)

Resource Allocations | Project Initiation Allocate Project Resources (3.1.4)

Statement of Need Concept Exploration Refine and Finalize the Idea or
Need (4.1.7)

3.1.5.2 Description. The needs of the project for procedural and technological Tools, Method-
ologies, and Standards shall be defined. Approaches to these needs shall be identified and evalu-
ated. These approaches could include automated and nonautomated tools, modeling and
prototyping methodologies, environment simulators, test beds, and software libraries. Selection
criteria for Tools and Methodologies should include resource, schedule, safety, and security con-
siderations, and the project requirements defined in the Statement of Need and Analysis of Risks.
The project standards shall include requirements, design, coding, test, and documentation stan-
dards.

After evaluating the approaches, a set of Tools, Methodologies, Standards, and reusable or
Purchased Software shall be selected to provide the Project Environment, considering the Input In-
formation.

The selected tools shall be acquired or developed and installed for use in project Activities. The
owner of this Activity shall ensure that applicable personnel are familiar with the Tools,
Methodologies, and Standards selected for the project.

For assistance in identifying applicable standards, [9] should be consulted.

Prior to distribution of the Project Environment, the Training Process (7.4.4) shall be invoked.

3.1.5.3 Output Information
Output Information Destination
Process Activity
Project Environment Project Initiation Plan Project Management (3.1.6)
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3.1.6 Plan Project Management
3.1.6.1 Input Information
Input Information Source
Process Activity
Contractual Requirements External
Software Life Cycle Project Initiation Map Activities to Software Life
Cycle Model (3.1.3)
Resource Allocations Project Initiation Allocate Project Resources (3.1.4)
Project Environment Project Initiation Establish Project Environment
(3.1.5)
Contingency Planned Information | Project Monitoring and Control Perform Contingency Planning
' (3.2.4)
Project Management Reported Project Monitoring and Control .Manage the Project (3.2.5)
Information
Preliminary Statement of Need Concept Exploration Identify Ideas or Needs (4.1.3)
Recommendations Concept Exploration Conduct Feasibility Studies (4.1.5)
Statement of Need Concept Exploration Refine and Finalize the Idea or
Need (4.1.7)

3.1.6.2 Description. Project management planning requires collection and synthesis of a
great deal of information into a coherent and organized Software Project Management Planned
Information (SPMP) based on the SLC. This Activity shall initially define and subsequently up-
date the SPMP using the Input Information. This Activity shall detail the project organization and
assign responsibilities. Standards, methodologies, and tools for configuration management,
quality assurance, verification and validation, training, documentation, and development shall
be specified. This Activity shall apportion the project budget and staffing, and define schedules,
using the applicable Input Information. It also shall define procedures for scheduling, tracking,
and reporting, and shall address considerations such as regulatory approvals, required certifica-
tions, user involvement, subcontracting, and security.

This Activity shall include planning for support, problem reporting, and retirement. Support
planning shall include methods for supporting the software in the operational environment. Prob-
lem Reporting and Resolution Planning Information shall include, at a minimum, defining a
method for logging, routing, and handling problem reports; categories of severity; and the method
for verifying problem resolution. Retirement Planned Information shall address issues such as
probable retirement date, archiving, replacement, and residual support issues.

As new or revised Input Information is received in this Activity, project plans shall be updated
and further project planning shall be based upon these updated plans.

Additional guidance for SPMPs can be found in [17].

Prior to distribution of the SPMP, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)
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3.1.6.3 Output Information
Output Information Destination
Process Activity
Problem Reporting and Resolution | Project Monitoring and Control Manage the Project (3.2.5)
Planned Information
Analyze Risks (3.2.3)

Implement Problem Reporting
Method (3.2.7)

Retirement Planned Information

Project Monitoring and Control

Manage the Project (3.2.5)

Retirement

Notify User (6.4.3)

Conduct Parallel Operations (If
Applicable) (6.4.4)

Retire System (6.4.5)
Software Project Management Most Processes Most Activities
Planned Information
Support Planned Information Project Monitoring and Control Analyze Risks (3.2.3)
Manage the Project (3.2.5)

Operation and Support

Maintain Support Request Log
(6.2.5)

Operate the System (6.2.3)

Provide Technical Assistance and
Consulting (6.2,4)
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3.2 Project Monitoring and Control Process

3.2.1 Overview. Monitoring and control is an iterative Process of tracking, reporting, and
managing costs, schedules, problems, and performance of a project throughout its life cycle. The
progress of a project is reviewed and measured against project milestones established in the Soft-
ware Project Management Planned Information (SPMP).

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding

further in this section.
3.2.2 Activities List

(1) Analyze Risks

(2) Perform Contingency Planning .

(3) Manage the Project
(4) Retain Records

(5) Implement Problem Reporting Method

3.2.3 Analyze Risks
3.2.3.1 Input Information
Input Information Source
Process Activity

Procurement/Lease Data External

System Constraints External

Historical Project Records External

Support Planned Information Project Initiation Plan Project Management (3.1.6)

Resource Allocations Project Initiation Allocate Project Resources (3.1.4)

Software Project Management Project Initiation Plan Project Management (3.1.6)

Planned Information

Problem Reporting and Resolution | Project Initiation Plan Project Management (3.1.6)

Planned Information

Transition Impact Statement (If Concept Exploration Plan System Transition (If

Applicable) Applicable) (4.1.6)

Statement of Need Concept Exploration Refine and Finalize the Idea or
Need (4.1.7)

Software Interface Requirements | Requirements Define Interface Requirements
(5.14)

Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)

Software Design Description Design Perform Detailed Design (5.2.7)

Integration Planned Information Implementation Plan Integration (5.3.7)

Analysis Reported Information Verification and Validation Collect and Analyze Metric Data
(7.1.5)

Test Planned Information(s) Verification and Validation Plan Testing (7.1.6)

Test Summary Reported Verification and Validation Execute the Tests (7.1.8)

Information

3.2.3.2 Description. Because risk management often involves trade-offs between many
factors, risk analysis is an iterative Activity performed throughout a project’s life. This analysis
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shall consider project risks, including technical, economic, operational support, and schedule
risks.

Factors that may impair, prevent, or require technical trade-offs for accomplishing the techni-
cal objectives of the project or product shall be identified and analyzed. Technical factors may
include such items as real-time performance, safety considerations, security considerations, im-
plementation considerations, testability, and maintainability. Analytical approaches for techni-
cal risk assessment may include static and dynamic modeling and simulation, prototyping,
independent reviews, and audits.

Cost, resource factors, earnings, liabilities, or other economic measures involved in the project
shall be identified and analyzed. The objective of this analysis is to identify potential economic
opportunities, losses, and trade-offs. Analytical approaches for economic risk assessment may
include financial analysis, such as return on investment and possible incentive and penalty
contract clauses.

Operational and support risk analysis shall determine the probability that the delivered soft-
ware will meet the user’s requirements. Operational and support requirements such as interoper-
ability, security, performance, installability, and maintainability shall be considered. Both
completeness of, and conformance to, these requirements shall be analyzed.

Cost, resource, technical, and other requirements shall be evaluated for their impact on project
schedule. This analysis should consider project interdependence and the effect of schedule ad-
justments. Analytical approaches for schedule risk assessment may include critical path
analysis and resource leveling techniques.

3.2.3.3 Output Information
Output Information Destination
~ Process Activity
Analysis of Risks Project Initiation Establish Project Environment
(3.1.5)
Project Monitoring and Control Perform Contingency Planning
(3.2.4)
Requirements Define and Develop Software
Requirements (5.1.3)
Verification and Validation Plan Verification and Validation
(7.1.3)
3.2.4 Perform Contingency Planning
3.24.1 Input Information
Input Information Source .
Process Activity
Analysis of Risks Project Monitoring and Control Analyze Risks (3.2.3)
Analysis Reported Information Verification and Validation Collect and Analyze Metric Data
(7.1.5)

3.2.4.2 Description. This Activity shall define alternative actions in the event that a given
risk materializes, using the Input Information. Contingency Planned Information shall include
resource planning and the establishment of trigger conditions that would invoke a contingency
action. Contingency actions may include consideration of revised requirements, delay, or can-
cellation of the project.



SOFTWARE LIFE CYCLE PROCESSES Std 1074-1991
3.24.3 Output Information
l
Output Information Destination o
Process Activity ‘ \
Contingency Planned Information | Project Initiation Plan Project Management (3.1.6) '
Project Monitoring and Control Manage the Project (3.2.5) \
3.2.5 Manage the Project |
3.2.5.1 Input Information
Input Information Source
: Process Activity ]
Problem Reporting and Resolution | Project Initiation Plan Project Management (3.1.6) ‘
Planned Information j |
Retirement Planned Information Project Initiation Plan Project Management (3.1.6) |
Software Project Management Project Initiation Plan Project Management (3.1.6) )
Planned Information
Support Planned Information Project Initiation Plan Project Management (3.1.6)

Contingency Planned Information

Project Monitoring and Control

Perform Contingency Planning
(3.2.4)

Software Quality Management

Software Quality Management

Plan Software Quality

Planned Information Management (3.3.3)
Quality Improvement Software Quality Management Identify Quality Improvement
Recommendations Needs (3.3.6) )

Plan Integration (5.3.7)
Install Software (6.1.5)

Execute Verification and Validation
Tasks (7.1.4)

Collect and Analyze Metric Data
(7.1.5)

Plan Testing (7.1.6)
Execute the Tests (7.1.8)

Integration Planned Information Implementation
Installation Reported Information | Installation
Evaluation Reported Information | Verification and Validation

i ———

Analysis Reported Information Verification and Validation

Verification and Validation
Verification and Validation

Test Planned Information(s)

Test Summary Reported
Information

Status Reported Information

Software Configuration Perform Status Accounting (7.2.6)

Management

Operate the System (6.2.3)

Feedback Data Operation and Support

3.2.5.2 Description. Throughout the life cycle, the progress of the project shall be reviewed and
measured against the established milestones and budget in the plan(s) (i.e., predicted and
planned progress versus actual progress, and . budgeted versus actual expenditures). Project track-
ing and reporting includes analyzing the Input Information, collecting other pertinent data, and
monitoring project Activities. Anomalies may result. Risk management procedures must be im-
plemented to control risk.

This Activity also encompasses the day-to-day management of the project needed to ensure suc-
cessful project completion. Information collected within this Activity is used to improve the
performance of the project.

Prior to distributing the Project Management Reported Information, the Verification and Vali-
dation Process (7.1.4) should be invoked.
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3.2.5.3 Output Information
Output Information Destination
Process Activity
Project Management Reported Project Initiation Plan Project Management (3.1.6)

Information

Project Monitoring and Control

Retain Records (3.2.6)

External

Anomalies Project Monitoring and Control Implement Problem Reporting
Method (3.2.7)
3.2.6 Retain Records
3.2.6.1 Input Information
Input Information Source
Process Activity
Documentation Retention External
Standards
Original Records Originating Process Originating Activity
Software Project Management Project Initiation Plan Project Management (3.1.6)

Planned Information

Software Configuration
Management Planned Information

Software Configuration
Management

Plan Configuration Management
(7.2.3)

Documentation Planned
Information

Documentation Development

Plan Documentation (7.3.3)

Published Document

Documentation Development

Produce and Distribute
Documentation (7.3.5)

3.2.6.2 Description. This Activity accepts the original project documentation and records from
each originating Process. The records shall be retained in accordance with the SPMP, Software
Configuration Management Planned Information, and any external document retention stan-
dards. Input Information documentation becomes part of the Historical Project Records of the or-
ganization. Uses for these records may include project audits, future project planning, and

corporate accounting.

3.2,6.3 Output Information

Output Information

Destination

Process

Activity

Historical Project Records

External
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3.2.7 Implement Problem Reporting Method

3.2.7.1 Input Information
Input Information Source
Process Activity
Anomalies External
Creating Process
Controlled Item Software Configuration Perform Configuration Control
_ Management (7.2.5)
Problem Reporting and Resolution | Project Initiation Plan Project Management (3.1.6)
Planned Information

3.2.7.2 Description. This Activity accepts Anomalies from any source and prepares a problem
report. The problem report shall contain information as specified in the Problem Reporting and
Resolution Planned Information (PR&RP). Possible problem solutions may be suggested by the
problem reporter. Problems may be resolved through corrections or enhancements (as defined in
the PR&RP). Corrections are documented in the Correction Problem Reported Information for
further consideration. Enhancements may be documented in the Enhancement Problem Reported
Information and are possible candidates for new projects. A Report Log shall be maintained to as-
sure that all problems are tracked until they are resolved and the resolution has been approved.
This Activity shall also analyze the problem including the Controlled Item, the problem report,
and the Report Log to make the following determinations:

(1) What the anomalies are.

(2) Source and cause of product or process problem.

(3) Product(s) or process(es) presumed to contain the error, including documentation.
(4) Problem severity.

(5) Course of corrective action.

Problem reports that originate from an Activity not included in this standard are noted as re-
solved within this Activity and forwarded for appropriate action to the responsible authority.

This Activity shall monitor the problem correction efforts performed by the responsible Process,
shall determine (according to the PR&RD) that the implementation of the solution by the responsi-
ble Process has been completed, and shall then record the resolution of the problem in the Resolved
Problem Reported Information. The Resolved Problem Reported Information shall be distributed
as specified in the Problem Reporting and Resolution Planned Information.

Further information related to this Activity may be found in [15].

The Resolved Problem Reported Information should be made available to the Process or external
source that reported the problem. . "

Prior to distribution of a Problem Reported Information or the Report Log, the Software Configu-
ration Management Process (7.2.5) should be invoked.
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3.2.7.3 Output Information
Output Information Destination
Process Activity

Resolved Problem Reported External

Information
Creating Process
Software Quality Management Manage Software Quality (3.3.5)
Verification and Validation Execute Verification and Validation

Tasks (7.1.4)

Collect and Analyze Metric Data
(7.1.5)

Report Log Software Quality Management Manage Software Quality (3.3.5)
Verification and Validation Collect and Analyze Metric Data
(7.1.5)
Enhancement Problem Reported Concept Exploration Identify Ideas or Needs (4.1.3)
Information
Verification and Validation Collect and Analyze Metric Data
(7.1.5)
Correction Problem Reported Maintenance Reapply Software Life Cycle (6.3.3)
Information
Verification and Validation Collect and Analyze Metric Data

(7.1.5)
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3.3 Software Quality Management Process

3.3.1 Overview. An important role of Software Quality Management is to address the planning
and administration of the Software Quality Assurance (SQA) program. It further addresses such
concerns as client satisfaction (which transcends adherence only to established technical re-
quirements), and internal quality improvement programs. The responsibilities, functions, obli-
gations, and duties of an SQA program are properly a constituent part of all Activities in the
Software Life Cycle, and thus are interspersed into each Activity as appropriate. Software Quality
Management is the methodology used in this standard for tying the SQA responsibilities together
with other Quality concerns. The Activities of this Process span the entire Software Life Cycle
(SLC).

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

3.3.2 Activities List

(1) Plan Software Quality Management
(2) Define Metrics

(3) Manage Software Quality

(4) Identify Quality Improvement Needs

3.3.3 Plan Software Quality Management

3.3.3.1 Input Information
Input Information Source
Process Activity
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Defined Metrics Software Quality Management Define Metrics (3.3.4)
Collection and Analysis Methods Software Quality Management Define Metrics (3.3.4)

3.3.3.2 Description. A Software Quality Management program shall be initiated and dccu-

mented.

It shall include a Software Quality Assurance program, which may be documented separately.

The goals of the Software Quality Management program are to identify SQA actions, describe
supplier quality requirements, address client satisfaction, and provide for the identification of
quality improvement needs.

Overall quality objectives are derived using the organizational guidelines and contractual re-
"quirements from the Software Project Management Planned Information.

The program information shall include the Software Quality Management organization and
responsibilities, and the tools, techniques, and methodologies to implement the program.

The goals and standards to be applied to the project shall also be identified.

The goals are further expanded into quality objectives and milestones in the Software Quality
Management Planned Information.

Further information related to this Activity may be found in [2] and [8].

Prior to distribution of the Software Quality Management Planned Information, the following
Processes shall be invoked: ’

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)
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3.3.3.3 Output Information
Output Information Destination
Process Activity
Software Quality Management Project Monitoring and Control Manage the Project (3.2.5)

Planned Information

Software Quality Management Define Metrics (3.3.4)
Manage Software Quality (3.3.5)

Identify Quality Improvement
Needs (3.3.6)

Verification and Validation Plan Verification and Validation
(7.1.3)
Collect and Analyze Metric Data
(7.1.5)
3.3.4 Define Metrics
3.34.1 Input Information
Input Information Source
- Process Activity
Software Quality Management Software Quality Management Plan Software Quality
Planned Information Management (3.3.3)
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information

3.3.4.2 Description. The metrics required for the project, based on the Software Project Man-
agement Planned Information, shall be defined. Metrics should be applied to the products of the
project and to the processes that affect the project. The metrics shall be used throughout the SLC. For
each Defined Metric, Collection and Analysis Methods shall be specified.
Further information related to this Activity may be found in [6], [7], [16], and [19].
Prior to the distribution of Defined Metrics, the Verification and Validation Process (7.1.4) shall
be invoked.

3.34.3 Output Information
Output Information Destination
Process Activity
Defined Metrics Software Quality Management Manage Software Quality (3.3.5)
Plan Software Quality
Management (3.3.3)
Project Initiation Establish Project Environm’t (3.1.5)
Verification and Validation - Collect and Analyze Metric Data
(7.1.5)
Collection and Analysis Methods Software Quality Management Plan Software Quality
Management (3.3.3)
Manage Software Quality (3.3.5)
Verification and Validation Collect and Analyze Metric Data
(7.1.5)
Project Initiation Establish Project Environm’t (3.1.5)
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3.3.5 Manage Software Quality
3.3.5.1 Input Information
Input Information Source
Process Activity

Report Log Project Monitoring and Control Implement Problem Reporting
Method (3.2.7)

Resolved Problem Reported Project Monitoring and Control Implement Problem Reporting

Information Method (3.2.7)

Software Quality Management Software Quality Management Plan Software Quality

Planned Information Management (3.3.3)

Defined Metrics Software Quality Management Define Metrics (3.3.4)

Collection and Analysis Methods Software Quality Management Define Metrics (3.3.4)

Quality Improvement Software Quality Management Identify Quality Improvement

Recommendations Needs (3.3.6)

Analysis Reported Information Verification and Validation Collect and Analyze Metric Data
(7.1.5)

Post-Operation Review Reported Retirement Retire System (6.4.5)

Information

3.3.5.2 Description. Using

the listed Input Information, this Activity implements the provi-

sions of the Software Quality Management Planned Information. Based on the Software Quality
Management Planned Information quality objectives and milestones, progress shall be measured
and reported in Project Quality Assessments.

3.3.5.3 Output Information
Output Information Destination
Process Activity

Project Quality Assessments Verification and Validation Execute Verification and Validation

Tasks (7.1.4)
3.3.6 Identify Quality Improvement Needs
3.3.6.1 Input Information
Input Information Source
Process Activity

Software Project Management Project Initiation Plan Project Management (3.1.6)

Planned Information

Software Quality Management Software Quality Management Plan Software Quality

Planned Information Management (3.3.3)

Software Verification and Verification and Validation Plan Verification and Validation

Validation Planned Information (71.3)

Evaluation Reported Information | Verification and Validation Execute Verification and Validation
Tasks (7.1.4)

Analysis Reported Information Verification and Validation Collect and Analyze Metric Data
(7.1.5)

Test Planned Information(s) Verification and Validation Plan Testing (7.1.6)

Training Planned Information(s) Training Plan Training Program (7.4.3)
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3.3.6.2 Description. This Activity identifies needs for quality improvements and outputs the
Quality Improvement Recommendations in accordance with the Software Quality Management
Planned Information. This is accomplished by using the Input Information. These recommenda-
tions shall include their impact on the quality of the software delivered. In addition, applicable
tools, techniques, and methods for implementation of these recommendations should be identified.

3.3.6.3 Output Information
Output Information Destination
Process Activity
Quality Improvement Project Monitoring and Control Manage the Project (3.2.5)
Recommendations
Software Quality Management Manage Software Quality (3.3.5)
External




4, Pre-Development Processes \

These are the Processes that must be performed before software development can begin.

4.1 Concept Exploration Process

4.1.1 Overview. A development effort is initiated with the identification of an idea or need for a
system to be developed, whether it is a new effort or a change to all or part of an existing applica-
tion. The Concept Exploration Process examines the requirements at the system level, producing a
Statement of Need that initiates the System Allocation or Requirements Process. The Concept Ex- “
ploration Process includes the identification of an idea or need, its evaluation and refinement,
and, once boundaries are placed around it, generation of a Statement of Need for developing a

system.
Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding -

further in this section.
4.1.2 Activities List

(1) Identify Ideas or Needs

(2) Formulate Potential Approaches

(3) Conduct Feasibility Studies

(4) Plan System Transition (If Applicable)
"(5) Refine and Finalize the Idea or Need

4.1.3 Identify Ideas or Needs
4.1.3.1 Input Information
Input Information Source
Process Activity
Changing Software Requirements | External
Customer Requests External
Ideas from Within the External
Development Organization
Marketing Information Sources . External
User Requests External
Enhancement Problem Reported Project Monitoring and Control Implement Problem Reporting
Information Method (8.2.7)
Maintenance Recommendations Maintenance Reapply Software Life Cycle (6.3.3)
| Feedback Data : Operation and Support Operate the System (6.2.3)

4.1.3.2 Description. An idea or a need for a new or modified system is generated from one or more
of the sources identified in the table above. Input Information to the Preliminary Statement of Need
shall be documented, outlining function and performance needs. Changing Software Require-
ments may come from legislation, regulations, national and international standards, mainte-

nance, etec.
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Prior to distribution of the Preliminary Statement of Need to other Activities, the Verification
and Validation Process (7.1.4) may be invoked.

4,1.3.3 Output Information
Output Information Destination
Process Activity
Preliminary Statement of Need Project Initiation Plan Project Management (3.1.6)
Concept Exploration Formulate Potential Approaches
(4.1.4)
Conduct Feasibility Studies (4.1.5)
Plan System Transition (If
Applicable) (4.1.6)
Refine and Finalize the Idea or
Need (4.1.7)
4.1 4 Formulate Potential Approaches
4.1.4.1 Input Information
Input Information Source
Process Activity

Development Resources and External ’

Budget

Market Availability Data External

Resource Information External

Preliminary Statement of Need Concept Exploration Identify Ideas or Needs (4.1.3)

4.1.4.2 Description. Using Resource Information, budget data, and availability of third party
software products, Potential Approaches shall be developed based upon the Preliminary Statement
of Need and any data pertinent to the decision to develop or acquire the system. The Formulate Po-
tential Approaches Activity shall also produce the constraints and benefits with regard to develop-
ment of the software. The Constraints and Benefits should include all aspects of the life cycle.
Prior to release of Constraints and Benefits and Potential Approaches, the following Processes

may be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)

4.1.4.3 Output Information
Output Information Destination
Process . Activity
_Constraints and Benefits Concept Exploration Conduct Feasibility Studies (4.1.5)
Refine and Finalize the Idea or
Need (4.1.7)
Potential Approaches Concept Exploration Conduct Feasibility Studies (4.1.5)
Refine and Finalize the Idea or
Need (4.1.7)




- : IEEE
SOFTWARE LIFE CYCLE PROCESSES ' Std 1074-1991

4.1.5 Conduct Feasibility Studies

4.1.5.1 Input Information
Input Information Source
Process Activity

Preliminary Statement of Need Concept Exploration Identify Ideas or Needs (4.1.3)

Constraints and Benefits Concept Exploration Formulate Potential Approaches
4.1.4)

Potential Approaches Concept Exploration Formulate Potential Approaches
(4.14)

4.1.5.2 Description. The feasibility study shall include the analysis of the idea or need, Poten-
tial Approaches, and all life cycle Constraints and Benefits. Modeling and prototyping techniques
may be considered. In conducting the feasibility study, there may be a need to decide whether to
make or buy the system, in part or in total. Justification for each Recommendation shall be fully
documented and formally approved by all concerned organizations (including the user and the
developer).
Prior to the distribution of the Recommendations, the Verification and Validation Process
(7.1.4) may be invoked.

4.1.5.3 Output Information
Output Information Destination
Process Activity
Recommendations Project Initiation Plan Project Management (3.1.6)
Concept Exploration Plan System Transition (If

Applicable) (4.1.6)
Refine and Finalize the Idea or

Need (4.1.7)
System Allocation Analyze Functions (4.2.3)
4.1.6 Plan System Transition (If Applicable)
4.1.6.1 Input Information
Input Information Source
Process Activity

Retirement Planned Information External

Preliminary Statement of Need Concept Exploration Identify Ideas or Needs (4.1.3)
Recommendations Concept Exploration Conduct Feasibility Studies (4.1.5)

4.1.6.2 Description. This Activity is applicable only when an existing system (automated or
manual) is being replaced with a new system. The transition shall be planned and documented in
accordance with the Retirement Planned Information of the system being replaced, Preliminary
Statement of Need, and recommended solutions. Transition strategies and tools shall be part of the
Transition Planned Information. A Transition Impact Statement shall also be produced.
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Prior to distribution of the Transition Planned Information, the following Processes may be
invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

4.1.6.3 Output Information
Output Information Destination
Process Activity
Transition Impact Statement Project Monitoring and Control Analyze Risks (3.2.3)
Transition Planned Information Concept Exploration Refine and Finalize the Idea or
Need (4.1.7)
Installation Plan Installation (6.1.3)

4.1.7 Refine and Finalize the Idea or Need

4.1.7.1 Input Information
Input Information Source
. Process Activity
Preliminary Statement of Need Concept Exploration Identify Ideas or Needs (4.1.3)
Constraints and Benefits Concept Exploration Formulate Potential Approaches
(4.1.4)
Potential Approaches Concept Exploration Formulate Potential Approaches
: (4.1.4) 1
! Recommendations Concept Exploration Conduct Feasibility Studies (4.1.5)

A Transition Planned Information (If | Concept Exploration Plan System Transition (If
! Applicable) Applicable) (4.1.6)

4.1.7.2 Description. The idea or need shall be refined by analyzing the Preliminary State-
ment of Need, the Potential Approaches, Recommendations, and Transition Planned Information
(If Applicable). An approach shall be selected and documented that refines the initial idea or need.
Based upon the refined ideas or needs, a Statement of Need shall be generated that identifies the
software idea, need, or desire, the recommended approach for its implementation, and any data
pertinent to a management decision concerning the initiation of the described development effort.
Prior to distribution of the Statement of Need, the following Processes may be invoked:

(1) Verification and Validation (7.1.4)
(2) Documentation Development (7.3.4)
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4.1.7.3 Output Information
Output Information Destination
Process Activity
Statement of Need Project Initiation Map Activitieso Software Life

Cycle Model (3.1.3)

Allocate Project Resources (3.1.4)

Establish Project Environment
(8.1.5)

Plan Project Management (3.1.6)

" Project Monitoring and Control

Analyze Risks (3.2.3)

System Allocation

Analyze Functions (4.2.3)

Develop System Architecture
(4.2.4)
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4.2 System Allocation Process

4.2.1 Overview. The System Allocation Process is the bridge between Concept Exploration and
the definition of software requirements. This Process maps the required functions to software and
hardware.

The Statement of Need forms the basis for the analysis of the system, resulting in system re-
quirements. This definition determines the inputs to the system, the processing to be applied to the
inputs, and the required outputs. The software and hardware operational functions are also identi-
fied in these definitions.

The architecture of the system must be developed during the System Allocation Process. The
system functions are derived from system requirements, and the hardware, software, and opera-
tional requirements are identified. These requirements are analyzed to produce System Func-
tional Software Requirements and System Functional Hardware Requirements. The hardware,
software, and operational interfaces must be defined and closely monitored. The hardware re-
quirements analysis is not discussed in this document since it is beyond the scope of this standard.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

4.2.2 Activities List

(1) Analyze Functions

(2) Develop System Architecture

(3) Decompose System Requirements

4.2.3 Analyze Functions

4.2.3.1 Input Information

Input Information Source
. Process Activity
Recommendations Concept Exploration Conduct Feasibility Studies (4.1.5)
Statement of Need Concept Exploration Refine and Finalize the Idea or
Need (4.1.7)

4.2.3.2 Description. The Statement of Need and Recommendations for solution shall be ana-
lyzed to identify the functions of the total system. Once the functions have been defined, they are
delineated in the Functional Description of the System and used to develop the system architecture
and identify the hardware and software functions.
Prior to the distribution of the Functional Description of the System, the following Processes
shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
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4233 Output Information
Output Information Destination
Process Activity
Functional Description of the System Allocation Develop System Architecture
System 4.2.4)
Decompose System Requirements
(4.2.5)
Requirements Define Interface Requirements
(5.1.4)
424 Develop System Architecture
4.24.1 Input Information
Input Information Source
Process Activity
‘Project Environment Project Initiation . Establish Project Environment
(3.1.5)
Statement of Need Concept Exploration Refine and Finalize the Idea or
Need (4.1.7)
Functional Description of the System Allocation Analyze Functions (4.2.3)
System

4.2.4.2 Description. The Statement of Need and the Functional Description of the System shall
be transformed into the System Architecture, using the methodology, standards, and tools estab-
lished by the organization. The System Architecture becomes the basis for the Design Process and

the determination of the hardware and software functions.

4.24.3 Output Information
Output Information Destination
Process Activity
System Architecture System Allocation Decompose System Requirements
(4.2.5)
Design Perform Architectural Design
(5.2.3)
4.2.5 Decompose System Requirements
4.2.5.1 Input Information
Input Information Source
Process Activity
Functional Description of the System Allocation Analyze Functions (4.2.3)
System
System Architecture System Allocation Develop System Architecture

(4.24)
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4.2.5.2 Description. The system functions documented in the Functional Description of the
System shall be divided according to the System Architecture to form software requirements,
hardware requirements, and the system interfaces. The System Interface Requirements define
the interfaces that are external to the system and the interfaces between configuration items that
comprise the system. Note that the hardware requirements go to an external destination since they
are beyond the scope of this standard. The decomposition of the system may result in requirements
for more than one project. Each software project shall be managed individually.
Prior to distribution of the requirements produced by this Activity, the following Processes shall
be invoked:

(1) Verification and Validation (7.1.4)

(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

(4) Training (7.4.4)

4.25.3 Output Information
Output Information Destination
Process Activity
System Functional Hardware External
Requirements
System Functional Software Project Initiation Allocate Resources (3.1.4)
Requirements
Requirements Define and Develop Software
Requirements (5.1.3)
Define Interface Requirements
(5.1.4)
System Interface Requirements (If | Requirements Define and Develop Software
Applicable) Requirements (5.1.3)
Define Interface Requirements
(5.1.4)
External




5. Development Processes

These are the Processes that must be performed during the development of a software product.
5.1 Requirements Process

5.1.1 Overview. This Process includes those Activities directed toward the development of soft-
ware requirements. In the development of a system containing both hardware and software com-
ponents, the Requirements Process follows the development of total system requirements, and the
functional allocation of those system requirements to hardware and software. For a system in-
volving only software development, this effort begins once the Statement of Need is completed.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

65.1.2 Activities List
(1) Define and Develop Software Requirements
(2) Define Interface Requirements

(3) Prioritize and Integrate Software Requirements

5.1.3 Define and Develop Software Requirements

5.1.3.1 Input Information
Input Information Source
Process Activity
Installation Support Requirements | External
System Constraints External
Project Environment Project Initiation Establish Project Environment
(3.1.5)
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Analysis of Risks Project Monitoring and Control Analyze Risks (3.2.3)
System Functional Software System Allocation Decompose System Requirements
Requirements (If Applicable) (4.2.5)
System Interface Requirements (If | System Allocation Decompose System Requirements
Applicable) (4.2.5)

5.1.3.2 Description. The first Activity in this Process, defining the software requirements, is
iterative in nature. Whether the software development constitutes the entire project or is part of a
system (hardware and software), software requirements, including constraints, shall be gener-
ated from Input Information documents and the results of modeling, prototyping, or other tech-
niques. '
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Using the above Input Information, the developer shall analyze the software requirements to de-
termine traceability, clarity, validity, testability, safety, and any other project-specific character-
istics. The use of a comprehensive methodology is recommended to ensure that requirements are
complete and consistent. Techniques such as structured analysis, modeling, prototyping, or
transaction analysis are helpful in this Activity. When needed, the requirements for a data base
shall be included in the requirements.

The Preliminary Software Requirements shall include consideration of System Constraints
such as timing, sizing, language, marketing restrictions, and technology.

Further information related to this Activity may be found in [5].

Prior to the distribution of the Preliminary Software Requirements and Installation Require-
ments, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

5.1.3.3 Output Information
Output Information ‘ Destination
. Process Activity

Preliminary Software Requirements Prioritize and Integrate Software
Requirements Requirements (5.1.5)

Define Interface Requirements

(5.1.4)

Verification and Validation ) Plan Testing (7.1.6)
Installation Requirements Installation Plan Installation (6.1.3)
5.14 Define Interface Requirements
5.1.4.1 Input Information
Input Information Source
Process Activity

System Constraints External
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Preliminary Software Requirements Define and Develop Software
Requirements Requirements (5.1.3)
Functional Description of the System Allocation Analyze Functions (4.2.3)
System (If Applicable)
System Functional Software System Allocation Decompose System Requirements
Requirements (If Applicable) (4.2.5)
System Interface Requirements (If | System Allocation Decompose System Requirements
Applicable) (4.2.5)

5.1.4.2 Description. All user, software, and hardware interfaces shall be defined using the ap-
plicable Input Information. These interfaces shall be defined either as requirements or as con-
straints and shall be reviewed by all involved parties.

The user interface is critical in determining the usability of the system. The user interface def-
inition shall specify not only the information flow between the user and the system but also how a
user goes about using the system. For a complex interactive system, user interface definition may
be a separate document.
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The Software Interface Requirements shall specify all software interfaces required to support
the development and execution of the software system. Software interfaces may be affected by Sys-
tem Constraints including operating system, data base management system, language compiler,
tools, utilities, network protocol drivers, and hardware interfaces.

Prior to the distribution of the Output Information, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Documentation Development (7.3.4)
(3) Software Configuration Management (7.2.5)

5.1.4.3 Output Information
Output Information Destination
Process Activity
Software Interface Requirements | Project Monitoring and Control Analyze Risks (3.2.3)
Requirements Prioritize and Integrate Software
Requirements (5.1.5)
Design Design Interfaces (5.2.5)
Implementation Create Operating Documentation
(5.3.6)
5.1.5 Prioritize and Integrate Software Requirements
5.1.5.1 Input Information
Input Information Source
Process Activity

Define and Develop Software
Requirements (5.1.3)

Preliminary Software Requirements

Requirements

Define Interface Requirements
(5.1.4)

'} Software Interface Requirements | Requirements

5.1.5.2 Description. The functional and performance requirements shall be reviewed and a
prioritized list of requirements shall be produced, addressing any tradeoffs that may be needed.
The organization of the emerging Software Requirements shall be reviewed and revised as neces-
sary. While completing the requirements, a particular design shall not be imposed -(i.e., design
decisions are made in the Design Process). The Software Requirements shall describe the func-
tional, interface, and performance requirements. It shall also define the required operational and
support environments. |

Further information related to this Activity may be found in [5]. 1
Prior to distribution of the Software Requirements, the following Processes shall be invoked: |

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)
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5.1.5.3 Output Information
Output Information Destination
Process Activity
Software Requirements Project Monitoring and Control Analyze Risks (3.2.3)
Design All Activities (5.2)
Implementation Create Test Data (5.3.3)
Plan Integration (5.3.7)
Verification and Validation Plan Testing (7.1.6)
Develop Test Specification(s)
(7.1.7)
Training Plan Training Program (7.4.3)
5.2 Design Process

5.2.1 Overview. During the Design Process, major decisions are made that determine the
structure of the system. The objective of the Design Process is to develop a coherent, well-organized
representation of the software system that meets the Software Requirements.

The Design Process maps the “what to do” of requirements specifications into the “how to do it” of
design specifications. At the architectural design level, the focus is on the functions and structure
of the software components that comprise the software system. At the detailed design level, the em-
phasis is on the data structures and algorithms that are used within each software component.

The Perform Architectural Design and Perform Detailed Design Activities are usually carried
out in sequence because detailed design is derived from the architectural design. They differ from
each other in the level of design detail. Other Design Process Activities may be carried out in par-
allel with these Activities.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

5.2.2 Activities List

(1) Perform Architectural Design

(2) Design Data Base (If Applicable)

(3) Design Interfaces

(4) Select or Develop Algorithms (If Applicable)
(5) Perform Detailed Design

5.2.3 Perform Architectural Design

5.2.3.1 Input Information
Input Information Source
Process Activity

Software Project Management Project Initiation . | Plan Project Management (3.1.6)

Planned Information

System Architecture System Allocation Develop System Architecture
(4.2.4)

Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)
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5.2.3.2 Description. The Perform Architectural Design Activity transforms the Software Re-
quirements and the System Architecture into high-level design concepts. During this Activity the
software components constituting the software system and their structures are identified. Pur-
chased software and the contents of the software libraries (as referenced in the SPMP) may influ-
ence the architectural design. Techniques such as modeling and prototyping may be used to
evaluate alternative designs if called for in the SPMP.

By the end of the Perform Architectural Design Activity, the design description of each of the
software components shall have been completed. The data, relationships, and constraints shall be
specified. In addition, all internal interfaces (among components) shall be defined. This Activity
shall create the Software Architectural Design Description.

Prior to distribution of the Software Architectural Design Description, the following Processes
shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

52.3.3 Output Information
Output Information Destination
Process Activity
Software Architectural Design Design Perform Detailed Design (5.2.7)
Description
5.2.4 Design Data Base (If Applicable)
52.4.1 Input Information
Input Information Source
Process Activity
Project Environment Project Initiation Establish Project Environment
' 3.1.5)
Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)

5.2.4.2 Description. The Design Data Base Activity applies when a data base is to be created as
a part of the project. This Activity shall specify the information structure outlined in the Software
Requirements and its characteristics within the software system. The Design Data Base Activity
involves three separate but dependent steps: conceptual data base design, logical data base design,
and physical data base design. Techniques such as data dictionary, data base optimization, and
data modeling may be considered. Requirements are molded into an external schema that de-
scribes data entities, attributes, relationships, and constraints. The various external schemas are
integrated into a single conceptual schema. The conceptual schema is then mapped into an im-
plementation-dependent logical schema. Finally, the physical data structures and access paths
are defined. The result of this Activity is to generate the Data Base Description.

Prior to distribution of the Data Base Description, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)
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524.3 Output Information
Output Information Destination
Process Activity
Data Base Description Design Perform Detailed Design (5.2.7)
5.2.6 Design Interfaces
5.2.5.1 Input Information
Input Information Source
Process Activity
Software Interface Requirements | Requirements Define Interface Requirements
(5.1.4)
Software Requirements Requirements Prioritize and Integrate Software

Requirements (5.1.5)

5.2.5.2 Description. The Design Interfaces Activity shall be concerned with the interfaces of
the software system contained in the Software Requirements and Software Interface Require-
ments. This Activity shall consolidate these interface descriptions into a single Interface Descrip-

tion of the software system.

52.5.3 Output Information
Output Information Destination
Process Activity
Interface Description Design Perform Detailed Design (5.2.7)
5.2.6 Select or Develop Algorithms
5.2.6.1 Input Information
Input Information Source
Process Activity
Software Requirements Requirements Prioritize and Integrate Software

Requirements (5.1.5)

5.2.6.2 Description. This Activity is concerned with selecting or developing a procedural rep-
resentation of the functions specified in the Software Requirements for each software component
and data structure. The algorithms shall completely satisfy the applicable functional and/or
mathematical specifications. To the extent possible, the use of existing algorithms should be con-

sidered.

Prior to distribution of the Algorithm Descriptions, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)

(2) Software Configuration Management (7.2.5)
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5.2.6.3 Output Information
Output Information Destination
Process Activity
Algorithm Descriptions Design Perform Detailed Design (5.2.7)
5.2.7 Perform Detailed Design

5.2.7.1 Input Information

Input Information Source
Process Activity
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)
- | Software Architectural Design Design Perform Architectural Design
Description (5.2.3)
Data Base Description (If Design Design Data Base (If Applicable)
Applicable) (5.24)
Interface Description Design Design Interfaces (5.2.5)
Algorithm Descriptions Design Select or Develop Algorithms
(5.2.6)

5.2.7.2 Description. In the Perform Detailed Design Activity, design alternatives shall be cho-
sen for implementing the functions specified for each software component. By the end of this Ac-
tivity, the data structure, algorithm, and control information of each software component shall be
specified. The Software Design Description (SDD) contains the consolidated data for all of the
above Input Information. The details of the interfaces shall be identified within the SDD.
For further information on this topic, see [12].
Prior to distribution of the SDD, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

5.2.7.3 Output Information

Output Information Destination
Process Activity

Software Design Description Project Monitoring and Control Analyze Risks (3.2.3)
Implementation Create Test Data (5.3.3)
Create Source (5.3.4)

Create Operating Documentation
(5.3.6)

Plan Integration (5.3.7)
Verification and Validation Plan Testing (7.1.6)

Develop Test Specification(s)
(7.1.7D

Training Develop Training Materials (7.4.4)
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5.3 Implementation Process

5.3.1 Overview. The Activities completed during the Implementation Process result in the trans-
formation of the Detailed Design representation of a software product into a programming lan-
guage realization. This Process produces the source code, data base (if applicable), and the docu-
mentation constituting the physical manifestation of the design. In addition, the code and data
base are integrated. Care must also be taken during the Implementation Process to apply the appro-
priate coding standards.

The output of this Process must be the subject of all subsequent testing and validation. The code
and data base, along with documentation produced during previous Processes, are the first com-
plete representation of the software product.

Section 1.5, “Use of This Standard,” provides background information necessary for the suc-
cessful understanding and application of this material. It should be read prior to proceeding
further in this section. :

5.3.2 Activities List

(1) Create Test Data

(2) Create Source

(8) Generate Object Code

(4) Create Operating Documentation
(5) Plan Integration

(6) Perform Integration

5.3.3 Create Test Data
5.3.3.1 Input Information
Input Information Source
Process Activity

Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)

Software Design Description Design Perform Detailed Design (5.2.7)

Source Code (If Applicable) Implementation Create Source (5.3.4)

Data Base (If Applicable) Implementation Create Source (5.3.4)

Test Planned Information(s) Verification and Validation Plan Testing (7.1.6)

Test Requirements Verification and Validation Develop Test Requirements (7.1.7)

5.3.3.2 Description. Using the Software Requirements, the Software Design Description
(SDD), and the Source Code (when required), Test Data shall be generated. The Test Planned In-
formation(s) describe the test environment. Test Requirements define the type of test data to be
used. To support the testing effort, test Stubs and Drivers may be generated at this time for each
item to be tested. The test drivers allow the execution of software tests on an individual or inte-
grated basis. Test Data may be loaded for use in testing the data base.
Further information may be found in {10].
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5.3.3.3 Output Information
Output Information Destination
Process Activity
Stubs and Drivers (If Applicable) Implementation Perform Integration (5.3.8)
Test Data Verification and Validation Execute the Tests (7.1.8)
5.34 Create Source
5.3.4.1 Input Information
Input Information Source
: Process Activity
Software Project Management Project Initiation Plan Project Management (3.1.6)

Planned Information

Software Design Description

Perform Detailed Design (5.2.7)

Design

5.3.4.2 Description. The Source Code, including suitable comments, shall be generated using
the project environment, as found in the Software Project Management Planned Information
(SPMP) and the Software Design Description. If the software requires a Data Base, then the Data
Base utilities may need to be coded. If Source Code is going to be used to create test data, the Source
Code shall be made available to the Create Test Data Activity (5.3.3).

5.34.3 Output Information
Output Information Destination
Process Activity
Data Base (If Applicable) Implementation Create Test Data (5.3.3)
Generate Object Code (5.3.5)
Source Code (If Applicable) Implementation Create Test Data (5.3.3)
Source Code Implementation Generate Object Code (5.3.5)
5.3.5 Generate Object Code
5.3.5.1 Input Information
Input Information Source
Process Activity
Data Base (If Applicable) Implementation Create Source (5.3.4)
Source Code Implementation Create Source (5.3.4)

5.3.5.2 Description. The code shall be grouped into processable units. (This will be dictated by
selected language and design information.) All assembly language units shall be assembled and
all high-level language units compiled into Object Code. Syntactically incorrect code, identified

by the assembler or compiler output, shall be reworked until the source code can be processed free of

syntactical errors. These units shall be debugged. If a Data Base is coded, it too shall be debugged.
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Prior to distribution of the software, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)

5.35.3 Output Information
Output Information Destination
Process Activity
Corrected Data Base (If Applicable) | Implementation Perform Integration (5.3.8)
Corrected Source Code Implementation Perform Integration (5.3.8)
Object Code Implementation Perform Integration (5.3.8)
5.8.6 Create Operating Documentation
5.3.6.1 Input Information
Input Information Source
Process Activity
Software Design Description Design Perform Detailed Design (5.2.7)
Software Interface Requirements | Requirements Define Interface Requirements

(5.1.4)

Documentation Planned
Information(s)

Documentation Development

Plan Documentation (7.3.3)

5.3.6.2 Description. This Activity shall produce the software project’s operating documenta-
tion from the SDD and the Software Interface Requirements in accordance with the Documentation
Planned Information. The Operating Documentation is required for installing, operating, and

supporting the system throughout the life cycle.
For further information, [21] may be used.
Prior to distribution of the documents listed below, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

5.3.6.3 Output Information

Output Information

Destination

Process

Activity

Operating Documentation

Installation

Distribute Software (6.1.4)
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5.3.7 Plan Integration
5.3.7.1 Input Information
Input Information Source
Process Activity
Software Project Management Project Initiation Plan Project Management (3.1.6)

Planned Information

Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)

Software Design Description Design Perform Detailed Design (5.2.7)

Test Planned Information(s) Verification and Validation Plan Testing (7.1.6)

5.3.7.2 Description. During the Plan Integration Activity, the Software Requirements and the
SDD are analyzed to determine the order of combining software components into an overall sys-
tem. The project environment, as defined in the SPMP, shall be considered when planning inte-
gration. The integration methods shall be documented in the Integration Planned Information.
The Integration Planned Information shall be coordinated with the Test Planned Information(s)
and they may be combined.
Prior to distribution of the Integration Planned Information, the following Processes shall be
invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

5.3.7.3 Output Information
Output Information Destination
Process Activity
Integration Planned Information Project Monitoring and Control Analyze Risks (3.2.3)
Manage the Project (3.2.5)
Implementation Perform Integration (5.3.8)
Verification and Validation Plan Testing (7.1.6)
5.3.8 Perform Integration
5.3.8.1 Input Information
Input Information Source
Process Activity
Stubs and Drivers (If Applicable) Implementation Create Test Data (5.3.3)
Corrected Data Base (If Applicable) | Implementation Generate Object Code (5.3.5)
Corrected Source Code Implementation Generate Object Code (5.3.5)
Integration Planned Information Implementation Plan Integration (5.3.7)
System Components External
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Object Code Implementation Generate Object Code (5.3.5)
Tested Software ' Verification and Validation Execute the Tests (7.1.8)
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5.3.8.2 Description. This Activity shall execute the Integration Planned Information. This is
accomplished by appropriately combining the Corrected Data Base, Corrected Source Code, Object
Code, and Stubs and Drivers, as specified, into Integrated Software. Other necessary Object Code,
from the project environment as defined in the SPMP, shall also be integrated. If a system
includes both hardware and software components, the system integration may be included as part
of this Activity.
Prior to software integration and the distribution of the Integrated Software, the following
Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)

5.3.8.3 Output Information
Output Information Destination
Process Activity
Integrated Software Verification and Validation Execute the Tests (7.1.8)




6. Post-Development Processes

These are the Processes that must be performed to install, operate, support, maintain, and retire a
software product.

6.1 Installation Process

6.1.1 Overview. Installation consists of the transportation and installation of a software system
from the development environment to the target environment. It includes the necessary software
modifications, checkout in the target environment, and customer acceptance. If a problem arises,
it must be identified and reported; if necessary and possible, a temporary “work-around” may be
applied.

During the Installation Process, the software to be delivered is installed, operationally checked
out, and monitored. This effort culminates in formal customer acceptance. The scheduling of
turnover and customer acceptance is defined in the Software Project Management Planned In-
formation (SPMP).

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

6.1.2 Activities List

(1) Plan Installation

(2) Distribute Software

(8) Install Software

(4) Accept Software in Operational Environment

6.1.3 Plan Installation
6.1.3.1 Input Information
Input Information Source
Process Activity

Software Project Management Project Initiation . Plan Project Management (3.1.6)

Planned Information

Installation Requirements Requirements Define and Develop Software
Requirements (5.1.3)

Transition Planned Information (if | Concept Exploration Plan System Transition (4.1.6)

applicable)

Operating Documentation Implementation Create Operating Documentation
(5.3.6)

6.1.3.2 Description. The tasks to be performed during installation shall be described in
Software Installation Planned Information. The Installation Requirements and the other Input
Information shall be analyzed to guide the development of the Software Installation Planned In-
formation. This Planned Information, the associated documentation, and the developed software
shall be used to install the software product.
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Prior to distribution of the Software Installation Planned Information, the following Processes
shall be invoked:

(1) Verification and Validation (7.1.4)

(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

(4) Training (7.4.4)

6.1.3.3 Output Information
Output Information Destination
Process Activity
Software Installation Planned Installation Distribute Software (6.1.4)
Information
6.1.4 Distribute Software
6.1.4.1 Input Information
Input Information Source
Process Activity
Operating Documentation Implementation Create Operating Documentation
(5.3.6)
Software Installation Planned Installation Plan Installation (6.1.3)
Information
Data Base Data External
Tested Software Verification and Validation Execute the Tests (7.1.8)
Software Praject Management Project Initiation Plan Project Management (3.1.6)
Planned Information :

6.1.4.2 Description. During this Activity, the Tested Software with necessary Data Base Data,
Operating Documentation, and Installation Planned Information shall be packaged onto their re-
spective media as designated in the SPMP. The Packaged Software is distributed to the appropriate
site(s) for installation. The Installation Planned Information is distributed as appropriate to the
site(s) to facilitate the installation efforts. The Packaged Operating Documentation shall be avail-
able for operation of the system.
Prior to distribution of the Qutput Information, the following Processes shall be invoked:

(1) Software Configuration Management (7.2.5)
(2) Verification and Validation (7.1.4)
(3) Documentation Development (7.3.4)

6.1.4.3 Output Information
Output Information Destination
Process Activity
Packaged Operating Operation and Support Operate the System (6.2.3)
Documentation
Packaged Installation Planned Installation Install Software (6.1.5)
Information
Packaged Software Installation Install Software (6.1.5)
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6.1.5 Install Software

6.1.5.1 Input Information

Input Information Source

Process Activity

Packaged Installation Planned Installation Distribute Software (6.1.4)
Information '

Packaged Operating Installation Distribute Software (6.1.4)
Documentation

Packaged Software Installation Installation Distribute Software (6.1.4)

Data Base Data External .

6.1.5.2 Description. The packaged software and any required Data Base Data shall be in-
stalled in the target environment according to the procedures in the Software Installation Planned
Information. This may include tailoring by the customer. The Installation Reported Information

- shall document the installation and any problems encountered.

6.1.5.3 Output Information
Output Information Destination
Process Activity
Installation Reported Information | Project Monitoring and Control Manage the Project (3.2.5)
Installed Software Installation Accept Software in Operational
Environment (6.1.6)

6.1.6 Accept Software in Operational Environment

6.1.6.1 Input Information

Input Information Source
Process Activity

User Acceptance Planned External
Information

Test Summary Reported Verification and Validation Execute the Tests (7.1.8)
Information

Installed Software Installation Install Software (6.1.5)

6.1.6.2 Description. The software acceptance shall consist of analysis of the Test Summary
Reported Information(s) according to the User Acceptance Planned Information to assure that the
Installed Software performs as expected. When the results of the analysis satisfy the requirements
of the User Acceptance Planned Information, the Installed Software System is accepted by the
User.
Prior to completion of accepting software in the operational environment, the following Pro-
cesses should be invoked:

(1) Verification and Validation (7.1.4) )
(2) Software Configuration Management (7.2.5)
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6.1.6.3 Output Information
Output Information Destination
Process ] Activity

Customer Acceptance External

Installed Software System Operation and Support Operate the System (6.2.3)

Retirement Conduct Parallel Operations (If
Applicable) (6.4.4)
6.2 Operation and Support Process

6.2.1 Overview. The Operation and Support Process involves user operation of the system and
ongoing support. Support includes providing technical assistance, consulting with the user, and
recording user support requests by maintaining a Support Request Log. Thus the Operation and
Support Process may trigger Maintenance Activities via the ongoing Project Monitoring and
Control Process, which will provide information re-entering the software life cycle (SLC).

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding

further in this section.
6.2.2 Activities List

(1) Operate the System
(2) Provide Technical Assistance and Consulting

(8) Maintain Support Request Log

6.2.3 Operate the System
6.2.3.1 Input Information
Input Information Source
Process Activity
Packaged Operating Installation Distribute Software (6.1.4)
Documentation
Support Planned Information Project Initiation Plan Project Management (3.1.6)
Installed Software System Installation Accept Software in Operational
Environment (6.1.6)

6.2.3.2 Description. During this Activity, the Installed Software System shall be utilized in the
intended environment and in accordance with the operating instructions. Feedback Data are col-
lected for product and documentation improvement and system tuning. The user shall analyze the
Feedback Data and identify System Anomalies (which include desired enhancements). System

Anomalies are reported.
Prior to the distribution of the Output Information, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
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6.2.3.3 Output Information
Output Information Destination
Process Activity
System Anomalies Project Monitoring and Control Implement Problem Reporting
Method (3.2.7)
Operation Logs External
Feedback Data . Project Monitoring and Control Manage the Project (3.2.5)
Concept Exploration Identify 1deas or Needs (4.1.3)

6.2.4 Provide Technical Assistance and Consulting

6.2.4.1 Input Information
Input Information Source
Process Activity
Request for Support External
Support Planned Information Project Initiation Plan Project Management (3.1.6)

6.2.4.2 Description. This Activity applies after the user has accepted the software. The support
function shall include providing responses to the user’s technical questions or problems. A Support
Response is sent to the Maintain Support Request Log Activity so that feedback can be provided to
other Processes.

6.24.3 Output Information
Output Information Destination
Process Activity
Support Response Operation and Support Maintain Support Request Log
(6.2.5)
External
6.25 Maintain Support Request Log
6.2.5.1 Input Information
Input Information Source
Process Activity
Support Planned Information Project Initiation Plan Project Management (3.1.6)
Support Response Operation and Support Provide Technical Assistance and
Consulting (6.2.4)

6.2.5.2 Description. This Activity shall record support requests in the Support Request Log.
Methodology regarding management of this Activity shall be identified in the Support Planned In-
formation. Anomalies that are reported shall be reported also to the Project Monitoring and Con-
trol Process. Prior to release of the Support Request Log, the Verification and Validation Process
(7.1.4) shall be invoked.
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6.2.,5.3 Output Information
Output Information Destination
Process Activity

Anomalies Project Monitoring and Control Implement Problem Reporting
Method (3.2.7)

Support Request Log Verification and Validation Execute Verification and Validation
Tasks (7.1.4)

6.3 Maintenance Process

6.3.1 Overview. The Maintenance Process is concerned with the resolution of software errors,
faults, and failures. The requirement for software maintenance initiates software life cycle
(SLC) changes. The SLC is remapped and executed, thereby treating the Maintenance Process as
iterations of development.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

6.3.2 Activities List
(1) Reapply Software Life Cycle

6.3.3 Reapply Software Life Cycle

6.3.3.1 Input Information
Input Information Source
Process Activity
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Correction Problem Reported Project Monitoring and Control Implement Problem Reporting
Information Method (3.2.7)

6.3.3.2 Description. The information provided by the Correction Problem Reported Informa-
tion and the current Software Project Management Planned Information (SPMP) shall result in
the generation of Maintenance Recommendations. These Maintenance Recommendations will
then enter the SLC at the Concept Exploration Process to improve the quality of the software system.

6.3.3.3 Output Information
Output Information Destination
Process Activity
Maintenance Recommendations Concept Exploration Identify Ideas or Needs (4.1.3)
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6.4 Retirement Process

6.4.1 Overview. The Retirement Process involves the removal of an existing system from its
active support or use either by ceasing its operation or support, or by replacing it with a new system
or an upgraded version of the existing system. .

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

6.4.2 Activities List
(1) Notify User

(2) Conduct Parallel Operations (If Applicable)
(3) Retire System

6.4.3 Notify User
6.4.3.1 Input Information
Input Information Source
Process Activity
Retirement Planned Information Project Initiation Plan Project Management (3.1.6)

6.4.3.2 Description, This Activity shall be the formal notification to any user (both internal
and external customers) of an operating software system that is to be removed from active support
or use. This notification can take any of several forms as appropriate for the individual environ-
ment. It is important that all users of the outgoing system be made aware that it will become un-
supported. The actual dates of the removal of support are to be clearly specified and must allow time
for carrent users to make whatever arrangements are necessary to respond to this notification. In-
cluded in the user notification should be one or more of the following:

(1) Description of the replacement system including its date of availability.
(2) Statement as to why the system is not being supported.
(3) Description of possible other support.

Prior to the distribution of the Official Notification, the Documentation Development Process
(7.3.4) shall be invoked.

64.3.3 Output Information
Output Information Destination
Process Activity
Official Notification Project Monitoring and Control Retain Records (3.2.6)
External
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6.4.4 Conduct Parallel Operations (If Applicable)

6.4.4.1 Input Information
Input Information Source
Process Activity
Transition Planned Information External
(for the replacing system)
Retirement Planned Information Project Initiation Plan Project Management (3.1.6)
Installed Software System Installation Accept Software in Operational
Environment (6.1.6)

6.4.4.2 Description. If the outgoing system is being replaced by a new system, this Activity
may apply. This Activity shall involve a period of dual operation utilizing the retiring system for
official results, while completing the preparation of the new system for formal operation. It is a pe-
riod of user training on the new system and validation of the new system. The Retirement
Planned Information, as well as the Transition Planned Information, may be used to provide in-
formation to conduct parallel operations for the replacing system.
While conducting this Activity, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Training (7.4.4)

644.3 Output Information
Output Information Destination
Process Activity
Parallel Operations Log Project Monitoring and Control Retain Records (3.2.6)
6.4.5 Retire System
6.4.5.1 Input Information
Input Information Source
Process Activity
Retirement Planned Information Project Initiation Plan Project Management (3.1.6)

6.4.5.2 Description. This Activity shall consist of the actual removal and archiving of the re-
tiring system from regular usage according to the Retirement Planned Information. It may be
spread over a period of time and take the form of a phased removal, or it may be the simple removal
of the entire system from the active software library. Prior to the retirement, users must have been
notified of the event. Any preparations for the use of a replacement system should have been com-
pleted. The Post-Operation Review Reported Information is generated at this time. The Retire
System Activity must be documented in Archive Reported Information.
Prior to the final distribution of the Post-Operation Review Reported Information and Archive
Reported Information, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)
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64.5.3 Output Information
Output Information Destination
Process Activity
Post-Operation Review Reported Project Monitoring and Control Retain Records (3.2.6)

Information

Software Quality Management

Manage Software Quality (3.3.5)

Archive Reported Information

External




7. Integral Processes

These are the Processes needed to successfully complete project Activities. These Processes are
utilized to ensure the completion and quality of project functions.

7.1 Verification and Validation Process

7.1.1 Overview. The Verification and Validation Process includes planning and performing
both Verification and Validation tasks. Verification tasks include reviews, configuration audits,
and quality audits. Validation tasks include all phases of testing. These Verification and Valida-
tion tasks are conducted throughout the software life cycle (SLC) to ensure that all requirements
are satisfied. This Process addresses each life cycle Process and product.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

7.1.2 Activities List

(1) Plan Verification and Validation

(2) Execute Verification and Validation Tasks
(3) Collect and Analyze Metric Data

(4) Plan Testing

(5) Develop Test Requirements

(6) Execute the Tests

7.1.3 Plan Verification and Validation

7.1.3.1 Input Information
Input Information Source
Process Activity
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Analysis of Risks Project Monitoring and Control Analyze Risks (3.2.3)
Software Quality Management Software Quality Management Plan Software Quality
Planned Information Management (3.3.3)

7.1.3.2 Description. This Activity shall be responsive to the Software Project Management
Planned Information and the Software Quality Assurance (SQA) Planned Information by identi-
fying Processes and Process Output Information to be verified and validated. The purpose and
scope of the verification and validation task shall be defined for each Process and all Process Out-
put Information. The planning shall include developing schedules, estimating resources, identi-
fying special resources, staffing, and establishing exit or acceptance criteria. Verification and
validation methods to be considered in this planning Activity include audits (e.g., functional and
physical configuration, compliance), reviews (e.g., design, code, document), prototyping, inspec-
tion, formal proof, analysis, and demonstration. Special attention should be given to minimizing
technical risks and verifying requirements traceability. This planning shall be documented in
the Software Verification and Validation Planned Information (SVVP).
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Because of the importance of testing in the Verification and Validation Process, this standard
addresses testing Activities separately. Test planning and execution may be included in the Veri-
fication and Validation Planning and Execution Activities.

Further information on verification and validation planning may be found in [2], [3], [4], (6], [7],
(81, [12], [13], [14], [15], and [16].

Prior to distribution of the SVVP, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Documentation Development (7.3.4)
(3) Software Configuration Management (7.2.5)

7.1.3.3 Output Information
Output Information Destination
Process Activity
Software Verification and Software Quality Management Identify Quality Improvement
Validation Planned Information Needs (3.3.6)
Verification and Validation Execute Verification and Validation

Tasks (7.1.4)
Plan Testing (7.1.6)

7.1.4 Execute Verification and Validation Tasks

7.14.1 Input Information
Input Information Source
Process Activity
Item(s) to Be Evaluated Creating Process

Resolved Problem Reported
Information

Project Monitoring and Control

Implement Problem Reporting
Method (3.2.7)

Project Quality Assessments

Software Quality Management

Manage Software Quality (3.3.5)

Support Request Log Operation and Support Maintain Support Request Log
(6.2.5)
Software Verification and Verification and Validation Plan Verification and Validation
Validation Planned Information (7.1.3)
Basis or Bases for Evaluation External
Creating Process

7.1.4.2 Description. This Activity shall include performing the tasks specified in the SVVP
using the Input Information. Results shall be provided in Evaluation Reported Information.
Anomalies identified during the performance of these tasks shall be reported.
Further information related to this Activity may be found in [2], [3], [8], [12], [13], and [14].
Prior to distribution of Evaluation Reported Information, the following Processes shall be in-
voked:

(1) Documentation Development (7.3.4)
(2) Software Configuration Management (7.2.5)
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7.1.4.3 Output Information
Output Information Destination
Process Activity
Evaluation Reported Information | Project Monitoring and Control Manage the Project (3.2.5)

Software Quality Management

Identify Quality Improvement
Needs (3.3.6)

Verification and Validation

Collect and Analyze Metric Data
(7.1.5)

Creating Process

Anomalies

Project Monitoring and Control

Implement Problem Reporting
Method (3.2.7)

7.1.5 Collect and Analyze Metric Data

7.1.5.1 Input Information
Input Information Source
Process Activity
Support Personnel Reported External
Information
User Input Information External
Metric Data Originating Process Originating Activity

Correction Problem Reported
Information

Project Monitoring and Control

Implement Problem Reporting
Method (3.2.7)

Enhancement Problem Reported
Information

Project Monitoring and Control

Implement Problem Reporting
Method (3.2.7)

Report Log

Project Monitoring and Control

Implement Problem Reporting
Method (3.2.7)

Resolved Problem Reported
Information

Project Monitoring and Control

Implement Problem Reporting
Method (3.2.7)

Software Quality Management

Software Quality Management

Plan Software Quality

Planned Information Management (3.3.3)
Defined Metrics Software Quality Management Define Metrics (3.3.4)
Collection and Analysis Methods Software Quality Management Define Metrics (3.3.4)

Evaluation Reported Information

Verification and Validation

Execute Verification and Validation
Tasks (7.1.4)

7.1.5.2 Description. This Activity collects Evaluation Reported Information, Problem Re-
ported Information, and project-generated Metric Data, as stated in the Software Quality Man-
agement Planned Information. The data shall be analyzed using defined methodologies. This
Activity shall identify improvements in both quality and requirements as a result of Support Per-
sonnel and User Input Information. Analysis Reported Information shall be generated describing
the results of metrics validation and analysis, defect trend analysis, and the user’s view anal-

ysis.

Further information related to this Activity may be found in [6], [7], [15], and [16].
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Prior to distribution of the Analysis Reported Information, the following Processes should be
invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

7.15.3 Output Information
Output Information Destination
Process Activity

Analysis Reported Information Project Monitoring and Control Analyze Risks (3.2.3)
Perform Contingency Planning
(324)
Manage the Project (3.2.5)

Software Quality Management Manage Software Quality (3.3.5)
Identify Quality Improvement
Needs (3.3.6)
7.1.6 Plan Testing
7.1.6.1 Input Information
Input Information Source
Process Activity

Software Project Management Project Initiation Plan Project Management (3.1.6)

Planned Information

Preliminary Software Requirements Define and Develop Software

Requirements Requirements (5.1.3)

Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)

Software Design Description Design Perform Detailed Design (5.2.7)

Integration Planned Information Implementation Plan Integration (5.3.7)

Software Verification and Verification and Validation Plan Verification and Validation

Validation Planned Information (7.1.3)

7.1.6.2 Description. This Activity shall identify the overall scope, approach, resources, and

schedule of the testing tasks over the entire SLC and document them in Test Planned Informa-
tion(s). The Test Planned Information(s) shall define the generic levels of testing and the basic
test environment and structure needed to support required levels of testing. Each Test Planned In-
formation shall identify the items to be tested, the requirements to be tested, and the test pass-or-fail
criteria based on the Software Requirements and the Software Design Description (SDD) (as soon
as available). The Test Planned Information(s) shall identify test coverage criteria, the tools and
approaches being applied, the environmental needs, the testing tasks to be performed, the organi-
zational structure, the management controls and reporting procedures, and the risks and contin-
gencies,

The Test Planned Information(s) shall be coordinated with, and may be combined with, the
Integration Planned Information and SVVP,

Further information related to this Activity may be found in [4], (10}, [12], and [18].
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Prior to distribution of the Test Planned Information(s), the following Processes shall be

invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

7.1.6.3 Output Information
Output Information Destination
Process Activity
Test Planned Information(s) Project Monitoring and Control Analyze Risks (3.2.3)

Manage the Project (3.2.5)

Software Quality Management Identify Quality Improvement
Needs (3.3.6)

Implementation Create Test Data (5.3.3)
Plan Integration (5.3.7)

Verification and Validation Develop Test Requirements (7.1.7)
Execute the Tests (7.1.8)

7.1.7 Develop Test Requirements

7.1.7.1 Input Information
Input Information Source
Process Activity
Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)
Software Design Description Design Perform Detailed Design (5.2.7)
Test Planned Information(s) Verification and Validation Plan Testing (7.1.6)

7.1.7.2 Description. Test Requirements for each generic level of testing shall be developed to

refine the test approach from the Test Planned Information(s) to item-specific test procedures used
for test execution. The Test Requirements shall define what is to be tested, the data to be used in
testing, expected results, the test environment components, and the procedures to be followed in
testing. Information from the SRS, the SDD, and the Test Planned Information(s) is used to gen-
erate the Test Requirements.

Further information related to this Activity may be found in [4] and [10].

Prior to distribution of the Test Requirements, the following Processes shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

7.1.7.3 Output Information
Output Information Destination
Process Activity
Test Requirements Implementation Create Test Data (5.3.3)
Verification and Validation Execute the Tests (7.1.8)
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7.1.8 Execute the Tests
7.1.8.1 Input Information
Input Information Source
Process Activity
Test Environment Components External
Test Data Implementation Create Test Data (5.3.3)
Integrated Software Implementation Perform Integration (5.3.8)
Test Planned Information(s) Verification and Validation Plan Testing (7.1.6)
Test Requirements Verification and Validation Develop Test Requirements (7.1.7)

7.1.8.2 Description. This Activity shall configure the Test Environment Components as re-
quired by the Test Requirements. Each test shall be conducted on the Integrated Software using
Test Data as defined in its associated Test Requirements and in accordance with the Test Planned
Information(s).

This Activity could be iterative, with several instances performed during the software’s life. Not
all Input Information and Output Information are required for a given iteration; the presence of
any Input Information is sufficient as an entry criterion, and the creation of any Output Informa-
tion is a sufficient exit criterion.

Based on comparison of actual results with expected results, according to the pass-fail criteria, a
pass-fail determination shall be made and recorded in a test log. Each anomalous event that oc-
curs during execution which requires further investigation shall be reported. The impact on the
validity of the test should also be noted.

Test Summary Reported Information shall summarize the results of a test based on its Test Re-
quirements and test log. Tested Software is that software which has successfully passed all tests at
the appropriate level and met the specified criteria and requirements. Tested Software may then be
further integrated with other software or sent for installation, -

Further information related to this Activity may be found in [4] and [10].

Prior to distribution of the Output Information from this Activity, the following Processes shall
be invoked: :

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

7.1.8.3 Output Information
Output Information Destination
Process Activity
Test Summary Reported Project Monitoring and Control Analyze Risks (3.2.3)
Information
Manage the Project (3.2.5)

External ‘

Tested Software Implementation Perform Integration (5.3.8)
Installation Distribute Software (6.1.4)

Anomalies

Project Monitoring and Control

Implement Problem Reporting
Method (3.2.7)

ol cen .
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7.2 Software Configuration Management Process

7.2.1 Overview. Software Configuration Management the items in a software development
project and provides both for control of the identified items and for the generation of Status
Reported Information for management visibility and accountability throughout the software life
cycle (SLC). Items to be managed are those defined in Software Configuration Management
Planned Information (SCMP). Examples to be considered for inclusion in the SCMP are code,
documentation, plans, and specifications. Configuration audits, if required by the Project, should
be addressed in the Verification and Validation Process. The Software Configuration Manage-
ment approach for a given project should be compatible with the Configuration Management ap-
proach being used on associated systems.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section.

7.2.2 Activities List
(1) Plan Configuration Management
(2) Develop Configuration Identification

(3) Perform Configuration Control
(4) Perform Status Accounting

7.2.3 Plan Configuration Management

7.2.3.1 Input Information
Input Information Source
Process Activity
Contract Deliverable List External
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Configuration Identification Software Configuration Develop Configuration
Management Identification (7.2.4)

7.2.3.2 Description. This Activity shall plan and document specific software configuration
management organizations and responsibilities, procedures, tools, techniques, and methodolo-
gies in an SCMP. The SCMP shall also describe how and when such procedures are to be per-
formed.

Overall software configuration management objectives are derived using internal guidelines
as well as contractual requirements from the Software Project Management Planned Information
(SPMP). -

Further information related to this Activity may be found in [3] and {14].

Prior to distribution of the Planned Information, the following Processes shall be invoked:

(1) Verification vand Validation (7.1.4)
(2) Documentation Development (7.3.4)
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7233 Output Information
Output Information Destination
Process Activity
Software Configuration Project Monitoring and Control Retain Records (3.2.6)
Management Planned Information
Software Configuration Develop Configuration
Management Identification (7.2.4)
Perform Configuration Control
(7.2.5)

Perform Status Accounting (7.2.6)

7.24 Develop Configuration Identification

7.24.1 Input Information
Input Information Source
Process Activity
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information
Software Configuration Software Configuration Plan Configuration Management
Management Planned Information | Management (7.2.3)

7.2.4.2 Description. This Activity shall define a Configuration Identification that includes

project baseline definition, titling, labeling, and numbering to reflect the structure of the product
for tracking. The SCMP identifies those configuration items to be addressed by the Configuration
Identification. The identification shall support the software throughout the SLC, and shall be doc-
umented in the SCMP. The Configuration Identification shall also define the documentation re-
quired to record the functional and physical characteristics of each Configuration Item.

A series of baselines shall be established as the product moves from initial idea to the mainte-
nance phase as required by the SPMP.

Further information related to this Activity may be found in [3] and [14].

72423 Output Information
Output Information Destination
Process Activity
Configuration Identification Software Configuration Plan Configuration Management
Management (7.2.3)
7.2.5 Perform Configuration Control
7.2.5.1 Input Information
Input Information Source
Process Activity
Items to Be Controlled Creating Process
Software Configuration Software Configuration Plan Configuration Management
Management Planned Information | Management (7.2.3)

3
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7.2.5.2 Description. This Activity controls the configuration of products. Changes to controlled
products shall be tracked to assure that the configuration of the product is known at all times. Each
baseline shall be established and all subsequent changes tracked relative to it. All items specified
in the SCMP are subject to this change management discipline. The history of changes to each con-
figuration item shall be maintained throughout the SLC for status accounting.

Changes to Controlled Items shall be allowed only with approval of the responsible authority.
This may result in establishment of a formal software configuration control board. Controlled
Items shall be maintained in a software library.

Further information related to this Activity may be found in [3] and [14].

7253 Output Information
Output Information Destination
Process Activity
Change Status Software Configuration Perform Status Accounting (7.2.6)
Management
Controlled Item Creating Process
Project Monitoring and Control Implement Problem Reporting
Method (3.2.7)
7.2.6 Perform Status Accounting
7.2.6.1 Input Information
Input Information Source
Process Activity
Software Configuration Software Configuration Plan Configuration Management
Management Planned Information | Management (7.2.3)
Change Status Software Configuration Perform Configuration Control
Management (7.2.5)

7.2.6.2 Description. This Activity shall include the receipt of Change Status from the Perform
Configuration Control Activity and the preparation of Status Reported Information that reflects the
status and history of controlled items. Status Reported Information may include such data as
number of changes to date for the project, number of releases, and the latest version and revision
identifiers.
Further information related to this Activity may be found in [3] and [14].
Prior to the distribution of the Status Reported Information, the following Processes shall be in-

voked:

(1) Verification and Validation (7.1.4)
(2) Documentation Development (7.3.4)

7263 Output Information
Output Information Destination
Process Activity
Status Reported Information Project Monitoring and Control Manage the Project (3.2.5)
External
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7.3 Documentation Development Process

7.3.1 Overview. The Documentation Development Process for software development and usage
is the set of Activities that plan, design, implement, edit, produce, distribute, and maintain those
documents needed by developers and users. The purpose of the Documentation Development Pro-
cess is to provide timely software documentation to those who need it, based on Input Information
from the invoking Processes.

This Process covers both product- and procedure-oriented documentation for internal and exter-
nal users. Examples of internal users include those who plan, design, implement, or test software.
External users may include those who install, operate, apply, or maintain the software.

The Documentation Development Process occurs over various phases of the software life cycle
(SLC) depending on the individual document and the timing of its development. Typically there
will be multiple documents, each at different stages of development.

The Documentation Development Process has Activities that must be performed concurrently
with the software development or usage. Since the software is seldom stable during development or
testing, this requires effective communication and timely response between the software person-
nel and documentation personnel.

7.3.2 Activities List
(1) Plan Documentation

(2) Implement Documentation
(3) Produce and Distribute Documentation

7.3.3 Plan Documentation
7.3.3.1 Input Information
Input Information Source
Process Activity
Contractual Requirements External
Project Standards Project Initiation Establish Project Environment
(3.1.5)
Software Project Management Project Initiation Plan Project Management (3.1.6)
Planned Information

7.3.3.2 Description. In this Activity, information such as the Software Project Management

Planned Information (SPMP) product descriptions, schedules, and resource constraints shall be
assimilated to create a consistent and disciplined approach to achieving the required documenta-
tion. The approach shall identify required documents, document production schedules and deliv-
ery schedules, and documentation standards. Responsible organizations, information sources,
and intended audiences shall be defined for each document. The approach shall be documented in
the Documentation Planning Information. The Documentation Planning Information shall in-
clude resource allocations for this Activity.

Additional guidance for the development of user documentation can be found in {21].

Prior to distribution of the Documentation Planning Information, the following Processes shall
be invoked:

(1) Verification and Validation (7.1.4)
(2) Documentation Development (7.3.4)

The Software Configuration Management Process (7.2.5) should also be invoked.
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7.33.3 Output Information
Output Information Destination
Process Activity
Documentation Planned Project Monitoring and Control Retain Records (3.2.6)
Information
Implementation Create Operating Documentation
(5.3.6)
Documentation Development All Activities (7.3)
7.3.4 Implement Documentation
7.3.4.1 Input Information
Input Information Source
Process Activity
Input Information for Document Creating Process .
Project Environment Project Initiation Establish Project Environment
(3.1.5)
Documentation Planned Documentation Development Plan Documentation (7.3.3)
Information

7.3.4.2 Description. This Activity includes the design, preparation, and maintenance of doc-
umentation. Those documents identified in the Documentation Planned Information shall be de-
fined in terms of audience, approach, content, structure, and graphics. Arrangements may be
made with word or text processing and graphics facilities for their support of implementation.

Input Information shall be used to produce the document, including related graphics. This in-
volves extensive use of information sources, close communication with the responsible subject
matter experts, and utilization of word or text processing and graphics tools.

Following a documentation review, any changes shall be incorporated to produce a technically
correct document. Format, style, and production rules shall be applied to produce a final docu-
ment.

Prior to distribution of the Document, the following Processes should be invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)

7.34.3 Output Information
Output Information Destination
‘ " Process Activity
Document Documentation Development Produce and Distribute
Documentation (7.3.5)
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7.3.5 Produce and Distribute Documentation

7.3.5.1 Input Information { 3
Input Information Source Y
Process Activity l
Documentation Planned Documentation Development Plan Documentation (7.3.3) ‘)
Information ‘
Document Documentation Development Implement Documentation (7.3.4) 1

7.3.56.2 Description. This Activity shall provide the intended audience with the needed infor-
mation collected in the document, as specified in the Documentation Planned Information. Doc- ‘
ument production and distribution may involve electronic file management, paper document |
reproduction and distribution, or other media handling techniques. )

7353 Output Information
Output Information Destination
: Process Activity
Published Document Project Monitoring and Control Retain Records (3.2.6)
Creating Process
External
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7.4 Training Process

7.4.1 Overview. The development of quality software products is largely dependent upon knowl-
edgeable and skilled people. These include the developer’s technical staff and management. Cus-
tomer personnel may also have to be qualified to install, operate, and maintain the software.
Training is therefore essential for developers, technical support staff, and customers. It is essen-
tial that Training Planned Information be completed early in the software life cycle, prior to the
time when personnel would be expected to apply required expertise to the project. Plans for cus-
tomer training should be prepared and reviewed with the customer.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in this section. i

74.2 Activities List
(1) Plan the Training Program
(2) Develop Training Materials

(3) Validate the Training Program
(4) Implement the Training Program

8
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74.3 Plan the Training Program

74.3.1 Input Information
Input Information "Source
Process Activity

Applicable Information External

Skills Inventory External

Project Environment Project Initiation Establish Project Environment
(3.1.5)

Software Project Management Project Initiation Plan Project Management (3.1.6)

Planned Information

Software Requirements Requirements Prioritize and Integrate Software
Requirements (5.1.5)

Training Feedback Training Implement the Training Program
(7.4.6)
Validate the Training Program
(74.5)

7.4.3.2 Description. This Activity shall identify the needs for different types of training and
the categories of people requiring training for each need. Customer and project documents shall be
reviewed along with existing personnel inventories. This information is used to produce docu-
mented Training Planned Information. Implementation schedules shall also be generated and
resources allocated to the training program. Implementation schedules, resource allocations, and
training needs shall be specified in the Training Planned Information.
Prior to distribution of the Training Planned Information, the following Processes shall be
invoked:

(1) Verification and Validation (7.1.4)
(2) Software Configuration Management (7.2.5)
(3) Documentation Development (7.3.4)

74.3.3 Output Information
Output Information Destination
Process Activity
Training Planned Information Software Quality Management Identify Quality Improvement
Needs (3.3.6)
Training All Activities (7.4)
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74.4 Develop Training Materials

744.1 Input Information
Input Information Source
Process Activity
Applicable Documentation External
Creating Process
Project Environment Project Initiation Establish Project Environment
(3.1.5)

Software Design Description Design Perform Detailed Design (5.2.7) -
Training Planned Information Training Plan Training Program(7.4.3)

7.4.4.2 Description. This Activity shall consist of identification and review of all available
materials that appear pertinent to the training objectives. Included in the Develop Training
Materials Activity shall be the development of the substance of the training, training manual, and
materials to be used in presenting the training, such as outlines, text, exercises, case studies, visu-
als, and models.
Prior to distribution of the Training Manual and Training Materials, the following Processes
shall be invoked:

(1) Verification and Validation (7.1.4)
(2) Documentation Development (7.3.4)

The Software Configuration Management Process (7.2.5) should also be invoked.

7443 Output Information
Output Information Destination
Process Activity
Training Manual Training Validate Training Program (7.4.5)
Training Materials Training Validate Training Program (7.4.5)
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7.4.5 Validate the Training Program
74.5.1 Input Information
Input Information Source
Process Activity

Training Planned Information Training Plan Training Program7.4.3)
Training Manual Training Develop Training Materials (7.4.4)
Training Materials Training Develop Training Materials (7.4.4)

7.4.5.2 Description. This Activity shall consist of presenting the training to a class of evalua-
tors using the preliminary training manual and materials. The evaluators shall assess the
training presentation and materials in detail. The purpose is to evaluate the effectiveness of the

delivery and the validity of the material presented. Lessons learned in the test of the training

program shall be incorporated into the material prior to a general offering. All training manuals
and materials shall be evaluated and, if necessary, updated at this time.
Prior to distribution of Updated Training Manuals and Materials, the following Processes shall

be invoked:

(1) Verification and Validation (7.1.4)
(2) Documentation Development (7.3.4)

The Software Configuration Management Process (7.2.5) should be invoked.

7453 Output Information
QOutput Information Destination
Process Activity
Updated Training Manual Training Implement Training Program
(7.4.6)
Updated Training Materials Training Implement Training Program
(7.4.6)
Training Feedback Training Plan Training Program (7.4.3)
7.4.6 Implement the Training Program
74.6.1 Input Information
Input Information Source
Process Activity
Staff Participants External
Students External
Training Planned Information Training Plan Training Program(7.4.3)
Updated Training Manual Training Validate Training Program (7.4.5)
Updated Training Materials Training Validate Training Program (7.4.5)
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‘ 7.4.6.2 Description. This Activity shall ensure the provision of all necessary materials, ar-
‘ range the locations and facilities for training, assign instructors and, if necessary, train them.
Included in this Activity shall be the enrolling of students and monitoring of the course effective-
ness.
Lessons learned and information needed for updating the materials for the next training
! cycle shall be fed back into the beginning of the Training Process.

7463 Output Information
Output Information Destination
Process Activity
Trained Personnel Creating Process
Training Feedback Training Plan Training Program (7.4.3)
Updated Skills Inventory External
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Table 2
Cross Reference of IEEE Standards and Authorized Standards Projects

Applicability of Standards

Activities 1.3.1 3.1.5 3.1.6 3.2.7 3.3.3 3.34 5.1.3 5.2.7 5.3.3
(Paragraph 5.1.5 5.3.5
Numbers)
Referenced
IEEE Standards

and Authorized
Standards Projects

[1] 610.12-1990 X
(2] 730-1989 X
[3] 828-1990
[4] 829-1983
(6] 830-1984 X X
(6] 982.1-1988 X
[7) 982.2-1988 X
[8] 983-1986 X
[9] 1002-1987 X
[10] 1008-1987
(11] 1012-1986
[12] 1016-1987
(13] 1028-1988
(14] 1042-1987
[15] P1044 X
[16] 1045 X
[17] 1058.1-1987 X X
(18] P1059
[19] P1061 X
[20] P1062

(21] 1063-1987
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Table 2
Cross Reference of IEEE Standards and Authorized Standards Projects (Continued)

Applicability of Standards

Activities 53315361713 | 714 )| 715 ]| 716 | 717 | 723 | 7.3.3

(Paragraph 5.3.5 7.18 | 7.2.4

Numbers) 7.2.5
7.2.6

Referenced

IEEE Standards

{11 610.12-1990
[2] 730-1989
[3] 828-1990
[4] 829-1983
[5] 830-1984
[6] 982.1-1988 X

[7) 982.2-1988 X , X
(8] 983-1986 X

[9] 1002-1987 B
10] 1008-1987 X X \
[11] 1012-1986
(12] 1016-1987
[13] 1028-1988
[14] 1042-1987
[15] P1044

[16] P1045

[17] 1058.1-1987
[18] P1059 X
[19] P1061
20] P1062
[21] 1063-1987 . X X

XXX
x
x

x
X
X
X

XXX |x
x
>




Appendixes

(These Appendixes are not a part of IEEE Std 1074-1991, IEEE Standard for Developing Life Cycle Processes, but are
included for information only.)

Appendix A
Mapping Software Life Cycle Processes to Various Examples of
Software Life Cycles

This Appendix demonstrates the mappings of the Activities in this standard to four different
software life cycles (SLCs). This Appendix is not intended to be comprehensive. Many other SLCs
are possible, for example, small development, quick reaction, and the spiral model. The SLCs pre-
sented here are examples only, and the user of this document is not required to select any of these
SLCs.

Table Al demonstrates a mapping of Activities to an eight-phase SLC.

Table A2 demonstrates a mapping of Activities to a five-phase SLC.

Table A3 demonstrates a mapping of Activities to an SLC that uses prototyping to establish
requirements and design.

Table A4 demonstrates a mapping of Activities to an SLC that includes a theoretical, highly
automated software development mode.

Section 1.5, “Use of This Standard,” provides background information necessary for the
successful understanding and application of this material. It should be read prior to proceeding
further in these Appendixes. :
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Table Al !
Software Life Cycle Example Based on Eight Phases - ;

Design (DE) Implementation (IM)
Test (TE) Installation and Checkout (IN)
Operation and Maintenance (OM) Retirement (RT)

Concept Exploration (CE) Requirements (RQ) {

Activities CEIRQDE|IM | TE}| IN |OM|RT |
SOFTWARE LIFE CYCLE PROCESS

Identify Candidate SLC Models
Select Project Model

PROJECT MANAGEMENT PROCESSES
Project Initiation Process
Map Activities to SLC Model
Allocate Project Resources

Establish Project Environment
Plan Project Management

Project Monitoring and Control Process

Analyze Risks

Perform Contingency Planning
Manage the Project X
Retain Records X
Implement Problem Reporting System

Software Quality Management Process ‘ ;

Plan Software Quality Management X
Define Metrics

Manage Software Quality

Identify Quality Improvement Needs

PRE-DEVELOPMENT PROCESSES
Concept Exploration Process

Identify Ideas or Needs

Formulate Potential Approaches
Conduct Feasibility Studies

Plan System Transition (If Applicable)
Refine and Finalize )he Idea or Need

System Allocation Process ]
Analyze Functions. X X ]

|

|

xX X

XX XX
X X X
xX X

XX XXX
‘><><><><><
XX XXX
XX X XX
XX X X X
X X X

X X X

X
X X X X
X X X X

X X X X
XX X X
x
x
x
x
x
x

x
x

Develop System Architecture
Decompose System Requirements
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Table Al
Software Life Cycle Example Based on Eight Phases (Continued)

Activities CEIRQ|IDE|IM | TE| IN {OM| RT

DEVELOPMENT PROCESSES
Requirements Process

Define and Develop Software Requirements
Define Interface Requirements

Prioritize and Integrate Software
Requirements

Design Process

Perform Architectural Design
Design Data Base (If Applicable)
Design Interfaces

Select or Develop Algorithms X
Perform Detailed Design

Implementation Process

Create Test Data

Create Source

Generate Object Code

Create Operating Documentation
Plan Integration '
Perform Integration

POST-DEVELOPMENT PROCESSES
Installation Process

Plan Installation X
Distribute Software

Install Software

Accept Software in Operational Environment

Operation and Support Process

Operate the System
Provide Tech. Asst. & Consult.
Maintain Support Request Log

Maintenance Process
Reapply Software Life Cycle X
Retirement Process

Notify User X
Conduct Parallel Operations (If Applicable)
Retire System

X X X
XXX X X XX X X X X X X
X XXX X
X X X
X X X

X X X
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Table Al
Software Life Cycle Example Based on Eight Phases (Continued)
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Activities

CE

RQ

DE

IM

TE

IN

oM

RT

INTEGRAL PROCESSES
Verification and Validation Process

Plan Verification and Validation
Execute V&V Tasks

Collect and Analyze Metric Data
Plan Testing

Develop Test Requirements
Execute the Tests

Software Configuration Management Process

Plan Configuration Management
Perform Configuration Identification
Perform Configuration Control
Perform Status Accounting

Documentation Development Process

Plan Documentation
Implement Documentation
Produce and Distribute Documentation

Training Process

Plan the Training Program
Develop Training Materials
Validate the Training Program
Implement the Training Program

X X X X

xX X

XXX XX

X X X X

xX X

XXX XX

X X X

X X X
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Table A2
Software Life Cycle Example Based on Five Phases

Project Initiation (PI) Concept Development (CD)
Definition and Design (DD) System Development (SD)
Installation and Operation (I0)

Activities Pl CD DD SD I0
SOFTWARE LIFE CYCLE PROCESS

Identify Candidate SLC Models
Select Project Model

PROJECT MANAGEMENT PROCESSES
Project Initiation Process
Map Activities to SLC Model
Allocate Project Resources

Establish Project Environment
Plan Project Management

Project Monitoring and Control Process

Analyze Risks

Perform Contingency Planning
Manage the Project

Retain Records

Implement Problem Reporting System

Software Quality Management Process

Plan Software Quality Management X
Define Metrics

Manage Software Quality

Identify Quality Improvement Needs

PRE-DEVELOPMENT PROCESSES
Concept Exploration Process

Identify Ideas or Needs

Formulate Potential Approaches
Conduct Feasibility Studies

Plan System Transition (If Applicable)
Refine and Finalize the Idea or Need

System Allocation Process

Analyze Functions
Develop System Architecture
Decompose System Requirements

xX X

XXX X
xX X

xX X X

x X
XX XXX
XXX XX
XX XXX
XX XXX

XX X X
X X X X

xX X
xX X
X X

XX X X

X X XX

X X X
x
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Table A2
Software Life Cycle Example Based on Five Phases (Continued)

Activities PI CD DD SD I0
DEVELOPMENT PROCESSES
Requirements Process

Define and Develop Software Requirements
Define Interface Requirements

Prioritize and Integrate Software
Requirements

Design Process
Perform Architectural Design
Design Data Base (If Applicable)
Design Interfaces

Select or Develop Algorithms X
Perform Detailed Design

Implementation Process

Create Test Data

Create Source

Generate Object Code

Create Operating Documentation
Plan Integration

Perform Integration

POST-DEVELOPMENT PROCESSES
Installation Process |
Plan Installation X g

X X X
X X X

XX X X X

XX X X X
X X XXX

Distribute Software

Install Software

Accept Software in Operational Environment A
Operation and Suppart Process ji'

Operate the System : ;

Provide Tech. Asst. & Consult.
Maintain Support Request Log

Maintenance Process
Reapply Software Life Cycle X |
Retirement Process l

Notify User
Conduct Parallel Operations (If Applicable)
Retire System

XX X X

X X X

X X X
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Table A2
Software Life Cycle Example Based on Five Phases (Continued)

Activities PI CD DD SD (8]
INTEGRAL PROCESSES
Verification and Validation Process

Plan Verification and Validation X
Execute V&V Tasks

Collect and Analyze Metric Data
Plan Testing

Develop Test Requirements
Execute the Tests

Software Configuration Management Process

Plan Configuration Management X
Perform Configuration Identification X
Perform Configuration Control
Perform Status Accounting

Documentation Development Process

Plan Documentation X
Implement Documentation
Produce and Distribute Documentation X X

Training Process

Plan the Training Program X X
Develop Training Materials X X
Validate the Training Program X X
Implement the Training Program X

X X X
XXX XXX
XX XXX

XX X X
X X X
x

xX X
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Table A3
Software Life Cycle Example Based on Prototyping

Concept Exploration (CE) Prototyping (PT)

Implementation (IM) Test (TE)

Installation and Checkout (IN) Operation and Maintenance (OM)
Retirement (RT)

Activities CE|PT|IM|TE| IN|OM]| RT
SOFTWARE LIFE CYCLE PROCESS

Identify Candidate SLC Models X
Select Project Model X

PROJECT MANAGEMENT PROCESSES
Project Initiation Process
Map Activities to SLC Model
Allocate Project Resources

Establish Project Environment
Plan Project Management

Project Monitoring and Control Process
Analyze Risks
Perform Contingency Planning
Manage the Project X

Retain Records X
Implement Problem Reporting System

Software Quality Management Process

Plan Software Quality Management
Define Metrics

Manage Software Quality

Identify Quality Improvement Needs

PRE-DEVELOPMENT PROCESSES

Concept Exploration Process

Identify Ideas or Needs

Formulate Potential Approaches
Conduct Feasibility Studies

Plan System Transition (If Applicable)
Refine and Finalize the Idea or Need

System Allocation Process

Analyze Functions
Develop System Architecture
Decompose System Requirements

X X X X
X X X

XXX XX
XXX X X
XXX XX
XXX XX
X X X
X X X

xX X
X X X X
x X
xX X
xX X

XX XX

X X X X

XXX
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Table A3
Software Life Cycle Example Based on Prototyping (Continued)

Activities CE|PT|{IM|TE | IN |OM| RT
DEVELOPMENT PROCESSES
Requirements Process

Define and Develop Software Requirements
Define Interface Requirements
Prioritize and Integrate Software Rqmts.

Design Process

Perform Architectural Design
Design Data Base (If Applicable)
Design Interfaces

Select or Develop Algorithms
Perform Detailed Design

Implementation Process

Create Test Data

Create Source

Generate Object Code

Create Operating Documentation
Plan Integration '
Perform Integration

POST-DEVELOPMENT PROCESSES
Installation Process

Plan Installation X
Distribute Software

Install Software

Check out Software in Operational Envnmt.

Operation and Support Process

Operate the System
Provide Tech. Asst. & Consult.
Maintain Support Request Log

Maintenance Process
Reapply Software Life Cycle X

X X X X X X X X

X X X X X
X XX XX
X

X X X

X X X
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Table A3
Software Life Cycle Example Based on Prototyping (Continued)

Activities CE|PT|IM|TE|IN JOM|RT
Retirement Process

Notify User X
Conduct Parallel Operations (If Applicable)
Retire System

INTEGRAL PROCESSES
Verification and Validation Process

Plan Verification and Validation
Execute V&V Tasks

Collect and Analyze Metric Data
Plan Testing

Develop Test Specifications
Execute the Tests

Software Configuration Management Process

Plan Configuration Management
Perform Configuration Identification
Perform Configuration Control
Perform Status Accounting

Documentation Development Process

Plan Documentation
Implement Documentation
Produce and Distribute Documentation X X

Training Process
Plan the Training Program X
Develop Training Materials X X X

Validate the Training Program X X
Implement the Training Program X

X X X

XXX XX
XX XXX

XX XX
X X X
X X X
x
x
x

xX X
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Table A4
Software Life Cycle Example Based on an Operational Specification®

System Requirements (SR) Operational Specification (OS)
Transformed Specification (TS) Delivered System (DS)

Activities SR 0S TS DS
SOFTWARE LIFE CYCLE PROCESS

Identify Candidate SLC Models
Select Project Model

PROJECT MANAGEMENT PROCESSES
Project Initiation Process
Map Activities to SLC Model
Allocate Project Resources

Establish Project Environment
Plan Project Management

Project Monitoring and Control Process

Analyze Risks

Perform Contingency Planning
Manage the Project

Retain Records

Implement Problem Reporting System

Software Quality Management Process

Plan Software Quality Management
Define Metrics

Manage Software Quality

Identify Quality Improvement Needs

PRE-DEVELOPMENT PROCESSES
Concept Exploration Process

Identify Ideas or Needs

Formulate Potential Approaches

‘ Conduct Feasibility Studies

i Plan System Transition (If Applicable)
‘ Refine and Finalize the Idea or Need

7 System Allocation Process

| Analyze Functions
Develop System Architecture
Decompose System Requirements

- X X
X X

X X XX
x
X

X X X X
XX XXX
XX X X X
XX XXX

XXX X
X X X X
xX X
xX X

XX XXX
X

xX X X
x

* As defined in the IEEE Tutorial, “New Paradigms for Software Development,” by William W. Agresti.
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Table Ad
Software Life Cycle Example Based on an Operational Specification (Continued)

Activities SR 0S TS DS
DEVELOPMENT PROCESSES
Requirements Process

Define and Develop Software Requirements
Define Interface Requirements
Prioritize and Integrate Software Requirements

Design Process

Perform Architectural Design
Design Data Base (If Applicable)
Design Interfaces

Select or Develop Algorithms X
Perform Detailed Design

Implementation Process

Create Test Data

Create Source

Generate Object Code

Create Operating Documentation
Plan Integration

Perform Integration

POST-DEVELOPMENT PROCESSES
Installation Process

Plan Installation X
Distribute Software

Install Software

Check out Software in Operational Environment

Operation and Support Process

Operate the System
Provide Tech. Asst. & Consult.
Maintain Support Request Log

Maintenance Process
Reapply Software Life Cycle X
Retirement Process

Notify User
Conduct Parallel Operations (If Applicable)
Retire System

X X X
X X X X X XX X X X xX X
X XX XX

¥

X X X

X X X

X X X
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Table A4

Software Life Cycle Example Based on an Operational Specification (Continued)

Activities

SR

0S

TS

DS

INTEGRAL PROCESSES
Verification and Validation Process

Plan Verification and Validation
Execute V&V Tasks

Collect and Analyze Metric Data
Plan Testing

Develop Test Specifications
Execute the Tests

Software Configuration Management Process

Plan Configuration Management
Perform Configuration Identification
Perform Configuration Control
Perform Status Accounting

Documentation Development Process

Plan Documentation
Implement Documentation
Produce and Distribute Documentation

Training Process
Plan the Training Program
Develop Training Materials

Validate the Training Program
Implement the Training Program

X X X

X X X X XXX XX

xX X

X X X X X

X X X




Appendix B
Software Project Management Tailoring Template

The Software Project Management Tailoring Template is designed to assist project managers
in identifying project-critical deliverables and assuring their completion as needed.

This template may be used to assist in the project-specific mapping of information into the re-
quired project documentation.
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Table B1
Software Project Management Tailoring Template

SOFTWARE PROJECT MANAGEMENT TAILORING TEMPLATE

Process or Activity Name Section Output Information Mapped Deliverables or
_ Activities
PROCESS GROUP Required
Process Output Information
Activity
SOFTWARE LIFE CYCLE PROCESS 2
Identify Candidate SLC Models 23 Candidate SLC Model(s)
Select Project Model 24 Selected SLC Model
PROJECT MANAGEMENT PROCESSES | 3
Project Initiation 31
Map Activities to SLC Model 3.1.3 | Software Life Cycle
List of Activities Not Used
Allocate Project Information 3.1.4 | Resource Allocations
Establish Project Environment 3.1.5 | Project Environment
Plan Project Management 3.1.6 | Problem Reporting &
Resolution Planned Info.
Retirement Planned Info.
Software Project
Management Planned
Info.
Support Planned Info.
Project Monitoring and Control 32
Analyze Risks 3.2.3 | Analysis of Risks
Perform Contingency Planning 3.2.4 | Contingency Planned
Info.
Manage the Project 3.2.5 | Project Management
Reported Info.
Anomalies
Retain Records 3.2.6 | Historical Project
Records
Implement Problem Reporting Method 3.2.7 | Resolved Problem
Reported Info.
Report Log
Enhancement Problem
Reported Info.
Corrections Problem
Reported Info.
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Table B1 ‘
Software Project Management Tailoring Template o
(Continued) I
SOFTWARE PROJECT MANAGEMENT TAILORING TEMPLATE
Process or Activity Name Section Output Information Mapped Deliverables or
Activities
Software Quality Management 33
Plan Software Quality Management - 3.3.3] Software Quality
Management Planned
Info.
Define Metrics 3.3.4 | Defined Metrics
Collection and Analysis
Methods i
Manage Software Quality 3.3.5 | Project Quality
Assessments
Identify Quality Improvement Needs 3.3.6 | Quality Improvement {
Recommendations ]
1
N
PRE-DEVELOPMENT PROCESSES 4 .
Concept Exploration 4.1 ’
Identify Ideas or Needs 4.1.3 | Prelim. Statement of i
Need |
Formulate Potential Approaches 4.1.4 | Constraints and Benefits
Potential Approaches
Conduct Feasibility Studies 4.1.5| Recommendations
Plan System Transition (If Applicable) 4.1.6 | Transition Impact
Statement ‘
Transition Planned Info. “
Refine and Finalize the Idea or Need 4.1.7 | Statement of Need
System Allocation 4.2
Analyze Functions 4.2.3 | Functl Description of
System
Develop System Architecture 4.2.4 | System Architecture
Decompose System Requirements 4.2.5 | Funct'l Hardware Rqmts.
Funct’] Software Rqmts.
System Interface
Requirements (If | }
Applicable) |
DEVELOPMENT PROCESSES 5
Requirements 5.1 |
Define and Develop Software Rqmts. 5.1.3 | Prelim. Software Rqmts. | é
Installation Rqmts. i
Define Interface Requirements 5.1.4 | Software Interface 1
Rqmts. f
Prioritize and Integrate Software Rqmts. 5.1.5 | Software Rqmts. |
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Table B1
Software Project Management Tailoring Template
(Continued)
SOFTWARE PROJECT MANAGEMENT TAILORING TEMPLATE
Process or Activity Name Section Output Information Mapped Deliverables or
Activities
Design 5.2
Perform Architectural Design 5.2.3 | Software Architectural
Design Description
Design Data Base (If Applicable) 5.2.4 | Data Base Description
Design Interfaces 5.2.5 | Interface Description
Select or Develop Algorithms 5.2.6 | Algorithm Descriptions
Perform Detailed Design 5.2.7 | Software Design
' Description
Implementation 5.8
Create Test Data 5.3.3 | Stubs and Drivers (If
Applicable)
Test Data
Create Source 5.3.4 | Data Base (If Applicable)
Source Code
Generate Object Code 5.3.5 | Corrected Data Base (If
Applicable)
Corrected Source Code
1 Object Code
Create Operating Documentation 5.3.6 | Operating
Documentation
Plan Integration 5.3.7 | Integration Planned Info.
Perform Integration 5.3.8 | Integrated Software
POST-DEVELOPMENT PROCESSES |6
Installation 6.1
Plan Installation 6.1.3 | Software Installation
Planned Info.
Distribute Software 6.1.4 | Packaged Operating
Docs.
Packaged Software
Packaged Installation
Planned Info.
Install Software 6.1.5 | Installation Reported
Info.
Installed Software
Accept Software in Operational Envrmt. 6.1.6 | Installed Software
System

Customer Acceptance
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i
: Table Bl ‘
Software Project Management Tailoring Template .
(Continued) y
SOFTWARE PROJECT MANAGEMENT TAILORING TEMPLATE
Process or Activity Name Section Output Information Mapped Deliverables or
Activities
Operation and Support 6.2
Operate the System 6.2.3 | System Anomalies
Operation Logs
Feedback Data
Provide Tech. Asst. & Consult. 6.2.4 | Support Response
Maintain Support Request Log 6.2.5 | Anomalies
Support Request Log
Maintenance 6.3
Reapply Software Life Cycle 6.3.3 | Maintenance ) |
Recommendations 1
f
Retirement 6.4 fi
Notify User 6.4.3 | Official Notification ;i
Conduct Parallel Operations 6.4.4 | Parallel Operations Log r
Retire System 6.4.5 | Post-Operation Review f
Reported Information .
Archive Reported Info.
INTEGRAL PROCESSES 7
Verification and Validation 7.1 .
Plan V&V ' 7.1.3 | Software V&V Planned
' Info.
Execute V&V Tasks 7.1.4 | Evaluation Reported Info.
Anomalies
Collect and Analyze Metric Data 7.1.5 | Analysis Reported Info.
Plan Testing 7.1.6 | Test Planned Info. ‘ !
Develop Test Requirements 7.1.7{ Test Requirements :
Execute the Tests ‘ 7.1.8 | Test Summary Reported
Info. ; ;
Tested Software | '
Anomalies }
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Table B1
Software Project Management Tailoring Template
(Continued)
SOFTWARE PROJECT MANAGEMENT TAILORING TEMPLATE
Process or Activity Name Section Output Information Mapped Deliverables or
Activities
Software Configuration Management 7.2
Plan Configuration Management 7.2.3 | Software Config.
Management Planned
Info.
Develop Configuration Identification 7.2.4 | Config. Identification
Perform Configuration Control 7.2.5 | Change Status
Controlled Item
Perform Status Accounting 7.2.6 | Status Reported Info.
Documentation Development 7.3
Plan Documentation 7.3.3 | Documentation Planned
"| Info.
Implement Documentation 7.3.4 | Document
Produce and Distribute Documentation 7.3.5 | Published Document
Training 74
Plan the Training Program 7.4.3 | Training Planned Info.
Develop Training Materials 7.4.4 | Training Manual
Training Materials
Validate the Training Program 7.4.5 | Updated Training
Manual
Updated Training
Materials
Training Feedback
Implement the Training Program 7.4.6 | Trained Personnel
Training Feedback
Updated Skills Inventory
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Appendix C
Process Interrelationships

Figure C1 in this Appendix shows the interrelationships between the Processes. The boxes in
Fig C1 are Processes; the directed lines show the flow of input and output information between Pro-
cesses. The Management Processes are grouped in the center of the figure, with the Development-
Oriented Processes arranged around them.

This figure does not attempt to show Process invocations. All the directed lines to and from the
Invoked Processes represent explicit information passed between those Processes.
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Index

Accept Software in Operational Environment 57, 59,
60, 64
Accept Software in Operational Environment
Activity 59
Acronym List 13
Activities (See also individual Activities by title), 45
And Integral Processes 66
As a part of the SLCM 21
Establishing an order for 14
Not Used, list of 23
Number of 13
Scope of 11
Activity
Definition of 11
Plan Project Management 25
Three parts of an 13-14
Algorithm Descriptions 50, 51
Allocate Project Resources 22, 23, 24, 27, 41
Allocate Project Resources Activity 23
Allocate Resources 44
Analysis 15, 24, 27, 39, 42, 46, 59, 66, 68
Definition of 11
Analysis of Risks 24, 28, 45, 66
Analysis Reported Information 27, 28, 29, 35, 68, 69
Analysis, SLCM 21
Analyze Functions 39, 41, 42, 43, 46
Analyze Functions Activity 42
Analyze Risks 27, 28, 40, 41, 45, 47, 48, 51, 55, 66, 69,
70, 71
Analyze Risks Activity 27
Anomalies 31, 60, 62, 67, 71
Anomaly, definition of 11
Applicable Documentation 80
Archive Reported Information 64
Audit 28, 30, 66, 72
Available or Candidate Software Life Cycle Models
21
Candidate Software Life Cycle Model 21
. Change Status 74
Changing Software Requirements 37
Collect and Analyze Metric Data 27, 28, 29, 32, 34, 35,
66, 68
Collect and Analyze Metric Data Activity 68
Collection and Analysis Methods 24, 33, 34, 35, 68
Collection of information for Project Management 25
Compliance 11, 14, 66, 83
Mapping Activities as a part of 22
Concept Exploration 22, 23, 24, 25, 27, 32, 3741, 42,
43, 57, 61, 62
Concept Exploration and System Allocation 15
Concept Exploration Process 3741, 62

107

Conduct Feasibility Studies 25, 37, 38, 39, 40, 42

Conduct Feasibility Studies Activity 39

Conduct Parallel Operations 26, 60, 63

Conduct Parallel Operations Activity 64

Conducted parallel operations 64

Configuration Identification 72, 73

Configuration item 44, 73, 74

Constraints and Benefits 38, 39, 40

Contingency Planned Information 25, 29

Contract Deliverable List 72

Contractual requirements 22, 24, 25, 75

Definition of 11

Controlled item 12, 31, 74

Corrected Data Base 56

Corrected Source Code 56

Correction Problem Reported Information 32, 62, 68

Create Operating Documentation 51, 54, 57, 76

Create Operating Documentation Activity 54

Create Source 51, 52, 53

Create Source Activity 53

Create Test Data 48, 51, 52, 53, 55, 70, 71

Create Test Data Activity 52

Creating Process 15, 31, 32, 67, 73, 76, 77, 80, 82

Critical software 11

Customer acceptance 57, 60

Customer Requests 37

Customer, definition of 11

Data base 14, 46, 47, 49, 52, 53, 55

Definition of 11

Data Base Data 58, 59

Data Base Description 50, 51

Decompose System Requirements 23, 42, 43, 45, 46

Decompose System Requirements Activity 43

Define and Develop Software Requirements 28, 44,
45,46, 47,57, 69

Define and Develop Software Requirements Activity
45

Define Interface Requirements 27, 43, 44, 45, 46, 47,
50, 54

Define Interface Requirements Activity 46

Define Metrics 24, 33, 34, 35, 68

Define Metrics Activity 34

Defined Metrics 24, 33, 34, 35, 68

Definitions 11-13

Design 15, 24, 27, 43, 47, 48, 49, 50, 51, 52, 53, 54, 55,
66, 69, 70, 75, 76, 80

Design Data Base 14, 48, 49, 51

Design Data Base Activity 49

Design Interfaces 47, 48, 50, 51

Design Interfaces Activity 50

Design Process 15, 43, 47, 48
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Develop Configuration Identification 72, 73
Develop Configuration Identification Activity 73
Develop System Architecture 41, 42, 43, 48
Develop System Architecture Activity 43
Develop Test Requirements 52, 66, 70, 71
Develop Test Requirements Activity 70
Develop Training Materials 78, 80, 81
Develop Training Materials Activity 80
Development Processes 15, 45-56
Development Resources and Budget 38
Development-Oriented Processes 15, 105
Distribute Software 54, 57, 58, 59, 60, 71
Distribute Software Activity 58
Documentation Development 15, 25, 30, 33, 40, 44, 46,
47, 49, 51, 54, 55, 58, 64, 67, 69, 70, 71, 72, 74, 75, 76,
77, 79, 80, 81
Documentation Development Process 63, 75-77
Documentation Planned Information 30, 54, 76, 77
Documentation Retention Standards 30
Enhancement Problem Reported Information 31, 32,
37, 68
Establish Project Environment 22, 23, 25, 28, 34, 41,
43, 45, 49, 75, 76, 79, 80
Ownership responsibility 24
Tools, Methodologies, and Standards 24
Establish Project Environment Activity 24
Evaluation 15, 37, 67
Definition of 12
Evaluation Reported Information 29, 35, 67, 68
Execute the Tests 27, 29, 53, 55, 58, 59, 66, 70, 71
Execute the Tests Activity 71
Execute Verification and Validation Tasks 29, 32, 35,
62, 66, 67, 68
Execute Verification and Validation Tasks Activity 67
External 14, 16, 21, 49, 75
Definition of 12
External (input information) 21, 22, 23, 24, 25, 27, 30,
31, 37, 38, 39, 45, 46, 55, 58, 59, 61, 64, 67, 68, 71, 72,
75, 79, 80, 81
External (output information) 30, 32, 36, 44, 60, 61, 63,
65,71, 74, 717, 82
Feedback Data 37, 61
Formulate Potential Approaches 37, 38, 39, 40
Formulate Potential Approaches Activity 38
Function 33, 42, 43, 44, 48, 50, 51, 61, 66
Definition of 12
Software management 12
Functional Description of the System 43, 46
Generate Object Code 53, 55
Generate Object Code Activity 53
Hardware interfaces 46
Historical Project Records 21, 23, 30
1/O Tables, use of 16
Ideas from Within the Development Organization 37
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Identify Candidate Software Life Cycle Models 19, 21

Identify Candidate Software Life Cycle Models
Activity 21

Identify Ideas or Needs 25, 32, 37, 38, 39, 40, 61, 62

Identify Ideas or Needs Activity 37

Identify Quality Improvement Needs 29, 34, 35, 67,
68, 69, 70, 79

Identify Quality Improvement Needs Activity 35

Implement Documentation 75, 76, 77

Implement Documentation Activity 76

Implement Problem Reporting Method 26, 27, 30, 31,
35,37, 61, 62, 67,68, 71, 74

Implement Problem Reporting Method Activity 31

Implement the Training Program 78, 79, 81

Implement the Training Program Activity 81

Implementation 15, 22, 27, 29, 31, 36, 40, 47, 48, 49, 51,
52, 53, 55, 57, 58, 69, 70, 71, 76, 79

Implementation Process 52-56

information flow 14, 46

(Figure) 18

Input Information for Document 76

Install Software 29, 57, 58, 59

Install Software Activity 59

Installation 15, 29, 40, 46, 54, 57-60, 64, 71

Definition of 12

Installation Process 57-60

Installation Reported Information 29, 59

Installation Requirements 46, 57

Installation Support Requirements 45

Installed Software 59

Installed Software System 60, 64

Integral Process, tracking 15
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