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PREFACE

This manual was prepared by Programming Systems
to provide detailed information on the internal logic
of the IBM 7030 Master Control Program (MCP).

It is intended for systems programming personnel
who are responsible for diagnosing system operation
or for adapting the programming system to special
usage.

Certain knowledge is prerequisite for the full uti-
lization of this manual. It is assumed that the reader
has a basic knowledge of the IBM 7030 and its basic
language, STRAP II. Such background knowledge can
be obtained from the IBM 7030 Data Processing Sys-
tem Reference Manual, Form A22-6530-2, and from
the IBM Reference Manual, STRAP II 7030 Assembly
Program, Form C28-6129. It is also assumed that
the reader has a general knowledge of MCP as des-
cribed in the IBM 7030 Data Processing System
Master Control Program Reference Manual,

Form C22-6678.
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The IBM Programming System for the IBM 7030
Data Processing System consists of the Master Con-
trol Program (MCP), the assembly program (STRAP
II), FORTRAN, and the System Macro Language,
SMAC I. MCP is the system control program; the
other three programs are language processors. The
programs constituting the system are described in
detail in their respective Programming Systems
Analysis Guides. This manual, then, is one of a set
of four Analysis Guides which describe the IBM 7030
Programming System completely.

How MCP is used with respect to computer opera-
tions and problem programs is described in the IBM
7030 Data Processing System Master Control Pro-
gram Reference Manual, Form C22-6678: Detailed
information about the functions performed by MCP is
described in the Analysis Guide, together with mis-
cellaneous programming information. This, together
with the program listing, enables the systems pro-
grammer to determine how MCP accomplishes any
given task, and to adapt MCP to such special usage
as the installation may require. The Analysis Guide,
designed to complement the program listing, is a
tool for the systems programmer to help him make
most effective use of the MCP program listing.

INTRODUCTION

For purposes of exposition, MCP has been divided
into the following five basic functional areas:

1. Interrupt control
System operation
System I-O
Service routines
Debugging aids

Each area is described in a section of the Analysis
Guide. Additional sections provide a general descrip-
tion of MCP, and descriptions of the supporting pro-
grams.

Flow charts have been included in context for ease
of reference. They are drawn at a functional level,
and conform to the standards specified in Appendix
A. Program symbols are used freely in both the text
and the flow charts in order to relate the Analysis
Guide and the listing as closely as possible.

The subprograms of MCP are closely interrelated.
In order to avoid diversionary discussions through-
out the Analysis Guide, each section has been written
presuming knowledge of the other sections whenever
necessary. The reader with the responsibilities
outlined in the preface should read the entire Analy-
sis Guide once to become familiar with content,
terminology, and level of discussion, before attempt-
ing to put it to use.

(SIS U )
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GENERAL DESCRIPTION OF MCP

The Master Control Program (MCP) for the IBM
7030 is composed of many small programs whose
overall purpose is to expedite the flow of work
through the 7030 system. They total approximately
11,000 words, most of which remain in core storage
at all times. They rely on a set of supporting pro-
grams to perform peripheral I-O operations and
system update.

THE LOGICAL STRUCTURE OF MCP

MCP is composed of three kinds of programs:

1. Interrupt control programs

2. Service routines

3. Major packages

These three categories constitute distinct logical
levels within MCP. They operate within the frame-
work of a few basic priority and control concepts.

Interrupt Control Programs

One of the design features of the 7030 is its interrupt
system. MCP takes all interrupts, although some
may be subsequently routed to a problem program
(PP). Included in the category of interrupt control
programs are those programs which receive control
directly or almost directly from an interrupt table.
These programs operate with the interrupt system
disabled, and, except for interrupts due to non-recov-
erable errors, they route control to some other pro-
gram. Since MCP uses the IF interrupt as a basic
means of communication, the interrupt control pro-
grams concerned with the IF interrupt are referred
to collectively as the dispatcher. Similarly, the
interrupt programs concerned with handling I-O
interrupts are referred to as the receptor.

Service Routines

MCP permits the problem program (PP) to use sym-
bolic I-O, and performs I-O operations on the proper
unit when requested by the PP. The programs which
actually accomplish these services (i.e., read, write,
rewind, etc.) are called service routines. The group
of service routines concerned exclusively with sym-
bolic I-O operations is called the actuator. Additional
service routines perform such functions as suppression
and release of I-O interrupts, setting of the interval
timer, etc. . The service routines may be explicitly
defined as those routines which accomplish pseudo-ops
for pseudo-op codes less than 64.0. They operate

disabled, and are effectively an extension of the
requesting program. They receive control from the
dispatcher and return to the point of request.

Major Packages

The remaining programs in MCP are major pack-
ages. In terms of pseudo-ops, a major package is a
program which services a pseudo-op whose code is
64.0 or greater. A major package has characteris-
tics similar to those of a problem program. It may
operate enabled, may suppress I-O interrupts, may
perform I-O (but must use symbolic I-O and the serv-
ice routines), may use other major packages, and
has priority over a problem program and its inter-
rupts. A major package may be primed; that is,
have its pseudo-op and parameters entered into a
queue for execution at a later time.

Program Control and Priority

MCP receives control only when an interrupt occurs.
Pseudo-op requests enter MCP via the IF interrupts.
Since the service routines are considered a logical
extension of the requesting program (MCP or PP), it
is necessary to introduce the concept of level of pro-
gram operation. The program level, or instruction
counter owner, is MCP when an MCP major package
is in control or about to receive control. At all other
times the level is PP. The system level (SL) bit is
used by MCP for control logic. Note that the service
routines operate at either level, depending on the
level of the program requesting the service pseudo-
op. Thus, an MCP service routine may be in con-
trol, but may be operating at PP level. However,

all portions of MCP in which this is possible (i.e.,
non-major packages) operate with the interrupt sys-
tem disabled.

Interrupts other than IF may occur only while the
PP or an MCP major package is operating. Consid-
ering only I-O interrupts, four situations are possible:

1. An MCP I-O unit interrupts an MCP major
package.
2. A PP I-O unit interrupts an MCP major pack-
age. )
3. An MCP I-O unit interrupts the PP.
4. A PP I-O unit interrupts the PP.
These situations may arise in any order and at any
rate. In addition, one interrupt may immediately
follow another interrupt, in which case response to



the second interrupt must be deferred until the re-
sponse to the first is complete. An I-O interrupt
stacking mechanism is required, and is provided by
MCP.

Because of the functions performed by MCP, the
MCP program level must have priority over the PP
level. The PP must not be allowed to interrupt MCP.
Thus, a stacking mechanism is required for PP
interrupts occurring at MCP level.

The MCP receptor places a program (MCP or PP)
in the auto-stack mode (in which successive inter-
rupts are automatically stacked) when it passes an
1-O interrupt to that program. When the receptor
receives an I-O interrupt and the program owning
the interrupt is auto-stacked, or is, by request,
suppressing 1-O interrupts ($SIO), the interrupt is
stacked in a queue. Two such queues are main-

these must be unstacked whenever the level is to
change to PP. The return service routine ($RET)
sends control to the proper place. Every fixup
routine, PP or MCP, and every major package,
terminates with $RET. The return routine must al-
so attend to the unpriming of primed major packages.
Consider the sequence of events shown in Figure 1.

This sequence of events could be further compli-
cated by adding simultanecus interrupts of different
levels, and primed major packages.

In summary, MCP has priority over PP; all MCP
tasks must be completed before control is given to
PP. All major transfers of control are the result of
interrupts: major package to major package, PP to
major package, major package to PP, mainstream
to fixup, and fixup to mainstream.

i ; . Interrupt  Program Program Interrupt
tained: one for PP and one for MCP. Considering Owner Level Mode Disposition
the SIO mode and the/auto-stack mode as identical,
the disposition of I-O interrupts may be tabulated as MCP MCP Auto-stack Stack for MCP
shown. MCP MCP Non-auto-stack  Give to MCP auto-
When a fixup routine (a program responding to an stacked
s es . PP MCP Either Stack for PP
I-O interrupt) has finished, control must ultimately ) A
. . . MCP PP Either Give to MCP, change
return to the point of interrupt; however, interven- level
ing interrupts must first be unstacked. Since PP PP PP Auto-stack Stack for PP
interrupts are stacked when the IC is at MCP level, PP PP Non-auto-stack  Give to PP auto-stacked
I Event 1
RET
PP $
$RET
faterrupt $SPR Second PP $RET
Request
PP Mainstream Interrupt
Qutput —
Tape Interrupt $RET
Stages PP Fixup A
of (Interrupt is
Control Major Package Unstacked)
L MCP Fixup
(Stacked)

Figure 1. Function of Return Routine
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PROGRAM ORGANIZATION

In general, the order of the MCP programs are inter-
rupt control, service routines, then major packages.
All of MCP resides permanently on the Permanent
Read Only Storage Area of the disk (PROSA). Most
of it also resides permanently in upper core storage,
the rest being called in from the disk as needed.
Some of the part called in from the disk operates in
the overlay area at the upper end of the permanent
core storage portion, while part of phase 4 of job
control operates in PP memory, since it is required
only between jobs.

Memory Allocation

MCP occupies five type areas on PROSA. One is the
main portion of MCP, the others are major packages
called into core when required. They are:

Type Area Content

11D11MCP Main portion of MCP
22SCOMD Command package
22LOADER Loader and resume load
22$DUMP Debug and dump packages
22$EO0J JC4, assign move

An overlay area is provided for major packages
which are infrequently used, for example, once per
job. Once a program is in the overlay area, it need
not be called in again unless it has been overlayed by
another program. The overlay area is controlled by
the major package fetcher, a subroutine of JC4, and
is also used as the buffer for the disk fetch (§FETCH)
program.

The core region from the overlay area to the top
of memory is available for patches and special
installation packages.

The MCP Communication Region

The MCP communication region consists of 14 words
from SMCP to SMCP + (16)g reserved for control bits
and words to be used by any part of MCP. The sym-
bols associated with this region are listed in the early
pages of the listing. They are further defined in
subsequent sections of the Analysis Guide as they

are used.

CONTROL OF SYMBOLIC I-O

To utilize its symbolic I-O feature, MCP requires
the following;:
1. Precise knowledge of the I-O equipment con-
figuration of the machine.

10

2. A mechanism for translating IOD reference
numbers (logical I-O units) into the specific
channels and units used to perform I-O requests.

3. A mechanism for translating a channel and unit
into an IOD reference number to determine the
I- O table of exits for which an interrupt is
intended.

4. A mechanism which can differentiate between
interrupts resulting from I-O operations per-
formed by the owner of a unit and set-up opera-
tions performed by MCP for the owner of the
unit.

5. A bookkeeping system to keep track of activi-
ties both at the physical unit level and at the
logical unit level.

These functions are performed by the I-O control
tables. MCP uses six distinct types of I-O control
tables:

1. A Channel Status Table (CST) exists for each
channel; it contains the operational status for the
channel. For single unit channels, the CST also
contains the operational status of the unit, and locates
the unit area table. For other channels, the CST
locates each unit status table.

2. The Unit Status Table (UST) provides the opera-
tional status for units on a multi-unit channel. It
locates the unit area table. Each such unit has a
UST.

3. The Unit Area Table (UAT) serves as an inter-
face between tables oriented toward physical units
and tables oriented toward logical units. It contains
current information on unit usage, and locates both
the file area table and the channel status table. One
UAT exists for each physical unit defined by IOD's.

4. A File Area Table (FAT) exists for each logical
I-O unit: that is, each unit requested by an 10D card.
The FAT contains information in terms of operations
on the logical unit. It contains the information from
the 10D card, and locates the proper entry in the
symbolic I-O location table.

5. The Symbolic I-O Location Table contains one
entry for each 10D reference number. The entry
locates the UAT and FAT.

6. The Reel Pool Table is used to record the

sequence of reels used by a physical unit. It contains
the labeling information from the REEL cards.

The channel and unit status tables are originally
set up by the initialization program at initial pro-
gram load. They may be changed by the IOCHANGE
command, and are initialized by job control. They
are updated by the actuator and receptor.

The unit and file area tables, along with the sym-
bolic I-O location table and reel pool table, are set
up by phase 4 of job control, immediately prior to



running a job. The area tables are updated by the
actuator and receptor.

The tables may need to be referenced starting
either with a channel number (as in the receptor) or
with an IOD reference number (as in the actuator).

number serves to locate all related tables.

The

channel number locates the CST entry, and the I0D
reference number locates the proper entry in the

symbolic I~O location table.

These tables are

defined in detail in Appendix B.
The basic characteristics of the tables are as

The tables are chained (Figure 2) so that either follows:
Table Size Frequency Total Storage Location
Channel status 1 word 1 per channel 32 plus 1 words MCP core
for each BX channel
Unit status 1word 1 per unit of Varies with I-O MCP core
multi-unit channels configuration
Unit area 9 words 1 per unit used Varies User's core -
protected
File area 7 words 1 per IOD Varies User's core -
protected
I-O location 1 word 1 per 10D Varies User's core -
protected
Reel pool 1word 1 per PP reel Varies PP core
10D RN 1
. Unit Area Table Address File Area Table
Address
2
— ZZ’M 1-O Location Table
N i e e
n
F 10D RN <—"]
File Area Table
/
/
/ /\\
Chan No.
[ChanNo. | N\—
) - Unit Area (Single Unit
AddFA Activ 7 | Table Address Channel)

i Unit Status \ [Unit in| Channel
Unit Table Address \ /- Use Status
Area e e —~_—_J Table
Table

yFirst Reel Address 1
Reel Pool Table /
Next Reel Address
A Unit Area
Table Address
Unit
Status
M\/M Table
Figure 2. Inter-Relationship of I-O Control Tables

General Description of MCP

11



INTERRUPT CONTROL

MCP design is centered around the IBM 7030 inter-
rupt system. All interrupts arc taken by MCP. All
major transfers of control and all I-O functions
depend upon the interrupt system and the MCP inter-
rupt control programs for their success.

MCP divides the IBM 7030 interrupt ($IND) indica-
tors into four categories:

1. The error indicators: 0-3, 5-8, 15-17, 19

2. The maskable indicators: 4, 18, 20, 22-47

3. The I-O indicators: 9-13

4. The IF indicator: 21

The IF indicator is placed in a category by itself
because, in addition to indicating a potential error,
it is uscd for major transfers of control.

Figure 3 shows the distribution of interrupts
among the MCP programs. All interrupts are
received by the MCP interrupt table and from there,
control flows to the specified MCP programs.

MCP Interrupt Table

Error Maskable ] 1-0 IF

y A A

Parallel T
SFandard rallel Interrupt Table Dispatcher
Fixups Maskable l 1-0
¥ A
Maskable
Interrupt Receptor
Routine

Figure 3. Distribution of Interrupts Among MCP Programs

THE INTERRUPT TABLES

MCP provides the following two interrupt tables:

1. The interrupt table (SIT)

2. The parallel interrupt table (SIPT)

All IBM 7030 interrupts are received by the inter-
rupt table (SIT). It consists of 48 full word instruc-
tions of the form SIC,---; BD, ---; one for each indi-
cator 0 through 47. Indicator 14 is not used, the
interrupt table containing two NOP instructions in
the word corresponding to that indicator. The inter-
rupt table branches to one of the following three
basic areas of MCP (Figure 3):

1. The standard fixups

2. The parallel interrupt table

3. The dispatcher

12

I-O interrupts are all handled by a common routine,
as are the maskable interrupts, and control is passed
to these routines through the parallel interrupt table.
This permits retaining the identity of the individual
interrupt while branching to a common routine.

The parallel interrupt table consists of 48 full
words. All 48 words are not used, because all inter-
rupts do not require use of this table. In positions
corresponding to the maskable indicators, the par-
allel interrupt table contains the full word instruction
SIC, ---; B,---. In positions corresponding to the
I-O indicators, it contains BZB1, SPSIOI+ (indicator
number), KSTORE, providing for entry to the recep-
tor with a bit set corresponding to the interrupt.

The action taken by the interrupt tables for the
various interrupts may be tabulated as shown on the
following page.

ERROR INTERRUPTS

MCP divides error interrupts into two groups which
are both handled by standard fixup routines:

1. Machine errors (indicators 0-3, 5), prohibiting
continuation of system operation.

2. Program errors (indicators 6-8, 15-17, 19),
prohibiting continuation of the problem program.
Program errors also prohibit continuation of system
operation if they occur in MCP.

Machine Errors

Indicators MK, IK, IJ, EK, and CPU are set only by
machine errors. The interrupt table branches to five
routines all of which are two-word routines of the
following form:
YFX** SIC, YMFL
B, YMFL
(1QSX) DD (BU), kY
(** denotes the indicator mnemonic)

Thus, control passes to a common fixup routine,
YMFL, with the location of the IQS indicator mnemonic
in the address of YMFL, This routine hangs up in a
BD, $ after using the commentator to type the state-
ment:

*INTERRUPT. THE NEXT INSTRUCTION IS A
BE TO THE INTERRUPTED ADDRESS.

Program Errors

Incorrect program action may set indicators EKJ,
UNRJ, CBJ, OP, AD, USA, and DS. The interrupt
table will branch to one of seven routines all of which



Interrupt Interrupt Interrupt Table (SIT) Parallel Interrupt Table (SIPT)
Category Indicators SIC IN BD TO SIC IN B TO
ERROR MK, IK, 1J YMFIC YFM**
EK, CPU. {standard
0-3, 5, fixup; **
machine denotes
error) indicator
mnemonic)
EKJ, UNRJ, YSFIC YFM**
CBJ,OP, AD, (standard
(6-8, 15-17, 19, fixup; **
program denotes
error) indicator
mnemonic)

MASKABLE TS(4, the only  STIC SIPT+4.0 SINTO JWLODE
asynchronous (special TS
maskable interrupt
interrupt) routine)
All other STIC SIPT+ WINTOR WLODE
maskable. (indicator (maskable
(18,20,22-47) number) interrupt

routine)

I-O EPGCK, UK, EE STIC SIPT+ Not saved. KSTORE
EOP, CS. (indicator Bit SPSIOIL (receptor)
(9-13) number) + (indicator

number) set.
IF IF (21) STIC SIFAE

(IF analyzer)

are two-word routines of the following form:
YFX** SIC, YPREL
B, YPREFX
(AX)DD(BU, 32), **X
(IQSX)DD(BU, 32), **X

As in the case of machine errors, control passes
to a common fixup routine, YPREFX, with a reference
to the A8 and IQS mnemonic in YPREL.

If PP generated the interrupt, the common fixup
routine, after saving low registers in the backup
buffer (SLRBU), resets the seven error indicators
and the EXE and IF indicators. This prevents an
unanticipated loss of subsequent control. The coded
indicator mnemonics are placed in PP and MCP error
messages, and the IC saved in YSFIC is converted to
A8 and also placed in the PP error message. The
level bit (SL) is then tested to determine the source
of the error.

If the error was caused by PP, ABEOJ is primed,
the level bit is set to MCP, and the MCP mask and
boundaries are selected. Control is given to the
short message routine to write the error message
and the ABEOJ is unprimed causing the rejection of
the PP. (See the dispatcher return routine, and the
short message routine.)

If the error was caused by MCP, system operation
cannot be continued. Hardware I-O instructions are

used to write the IQS error message on the typewriter,
and a BD, $ is executed.

MASKABLE INTERRUPTS

The maskable indicators are used at the option of the
problem program. They are:

Interrupt Control 13



Indicator Type
4 Time Signal (TS)
18 Execute Exception (EXE)
20 Data Fetch (DF)
22-34 Result Exceptions
35-38 Flagging
39-40 Transits
41-47 Program

Time signal and execute exception are permanently
masked on, but to give the problem program more
control, they are treated as pseudo-maskable (see
the description of the maskable interrupt routine,
and the EXE interrupt). The IF indicator, the mask
of which must always be 1, is not included in this
group.

Interrupts caused by these indicators are routed
via the parallel interrupt table to the maskable inter-
rupt routine, or, in the case of TS, to a special entry
in the maskable interrupt routine. Control then passes
to a program table of exits (PTOE) in either PP or
MCP. In the case of MCP, the standard fixup routine
is entered from the PTOE, and control returned to
the point of interrupt via the return after maskable
interrupt routine.

The Program Table of Exits (PTOE)

When any maskable interrupts are masked on, fixup
routines must be available to handle the resulting
interrupts. The problem program has the option of
providing special fixup routines or of using the MCP
standard fiXup routine, or a combination of both.

If the problem program is to use special fixup
routines, it must provide MCP with a program table
of exits (PTOE) to these routines. The refill field
(RF) of index register 15 ($15) is reserved for this
purpose. If the problem program is to use any spe-
cial fixup routines for maskable interrupts, it must
load the RF of $15 with the first word (18 bit) address
of a PTOE. The RF of $15 will be zero when MCP
initially gives control to PP. It will also be zero when
MCP gives control to any PP I-O table of exits. It
is the responsibility of the PP that $15 RF be correct
whenever PP has control. PP may provide as many
special PTOE's as are necessary, changing $15 RF
when desired.

The PTOE reserves storage for the IC, the indica-
tor register and the mask register ($IND and $MASK).

14

It consists of 4+k full words as follows:

Word Content

1 Saved IC

2 Saved $IND

3 Saved $MASK

4 Pattern word, containing k
ones

4+1 First instruction for the first
special interrupt routine.

4+i First instruction for the ith
special interrupt routine.

4+k First instruction for the last

special interrupt routine.

The pattern word indicates whether the PP furnishes
a special interrupt routine or desires to use the stand-
ard fixup routine. There is a one-to-one correspond-
ence between positions in the indicator register and in
the pattern word. When a pattern word bit is set to
one, it means that a special interrupt routine is to be
used for the corresponding interrupt. The first
instruction for the routine must be in the PTOE at
word 4+i, where the interrupt indicator register posi-
tion corresponds to the ith one in the pattern word.

Only bits 4. 18, 20, and 22 through 47 may be set to
one in the pattern word. All others are treated as

zero. The PP must set the appropriate mask bits in
the mask register ($MASK). The IF mask bit, 21,
must always be left as one.

When MCP enters the problem program PTOE, the
IC, $IND, and $MASK are stored in the word specified.
The remaining low registers are unchanged. $IND is
cleared to zero, and $MASK is cleared to zero except
for the IF bit and those permanently on.

Maskable interrupts $TS and $EXE are considered
as masked off unless a PP PTOE is specified, and the
corresponding pattern bits are on.

The MCP PTOE and the Standard Fixup

Since PP may elect to take maskable interrupts with-
out providing special interrupt routines, MCP is pre-
pared to take any maskable interrupt. MCP provides
its own PTOE, which is entered when PP does not pro-
vide a PTOE, or when the appropriate pattern bit in
the PP PTOE is off.

The MCP PTOE is located at SFPTE. It has the
same structure as the PP PTOE, and contains ones in
the pattern word corresponding to each of the maskable



interrupts. The last 27 full word entry points are all
of the form
LVI, $1, **
B, YMSF
(** denotes the location of the A8 indicator
mnemonic)

NOTE: The first two, TS and EXE, are treated as
masked off, and the PTOE branches to the return after
maskable routine (WRAM).

Thus, control passes to a standard fixup routine with
the location of the A8 indicator mnemonic in $1. The
maskable interrupt standard fixup routine, YMSF,
saves the low registers in SLRBU, and puts the indica-
tor mnemonic and the IC in a message skeleton. The
program changes the level to MCP and branches to the
system short message routine to print the following
message on the output tape:

INTERRUPT **, INSTRUCTION COUNTER
CONTENTS XXXXXX.X
Since the level bit (SL) is set to MCP, the return
routine will return to PP rather than to the short
message routine. (See the description of the short
message routine and the return routine.)

If PP has entered the standard fixup routine 50
times, the dispatcher error control routine (SDISP)
is entered with error code 13 in $14. This will result
in ABEOJ for the PP.

The Maskable Interrupt Routine

From the parallel interrupt table, the maskable inter-
rupt routine is entered disabled at WLODE for all
maskable interrupts except TS. It is entered at
JWLODE when a TS interrupt occurs. The routine
selects either the PP or the MCP PTOE, performs
the necessary set-up, and enters the table.

TS Maskable Interrupt

The TS interrupt is the only maskable interrupt
occurring asynchronously with the program in con-
trol, therefore, the system modes must be deter-
mined before the interrupt is released to a PTOE.

If TS interrupts MCP, the TS is stacked until control
is returned to PP. If TS interrupts a PP I-O fixup
(PP auto-stacked), the TS will be stacked until con-
trol is returned to PP mainstream, unless PP has
provided a PTOE effective in auto-stack mode.
(Recall that MCP sets $15 to zero before entering a
PP I-0O table of exits.) If TS occurs while a PP
PTOE has control (SSPFIX = 1), it will be stacked,
requiring that PP leave the PTOE with a $RAM pseu-
do-op (return after maskable) to unstack TS interrupt.

The low registers are saved in STLR upon entry
into the maskable interrupt routine (Figure 4). If
the interrupt was TS (entry at JWLODE), the system
mode control bits are tested and the TS either stacked
or given to a PTOE. It will be given to a PTOE only
if it occurs in PP main stream, or in PP auto stack
with a PP PTOE provided. Otherwise, it is stacked
as follows:

TS Occurs Stacked by Unstacked
in Setting by

PP special STSBIT $RAM

fixup (PP PTOE

in use)

PP auto-stacked SLRPP+8.4 $RET

(no PP PTOE

provided in A/S)

MCP SIL.RBU+8.4 $RET

The first case (PP special fixup) is provided
because of the asynchronous nature of the TS interrupt,
to keep an uncontrollable maskable interrupt from
occurring during a maskable interrupt fixup. To pre-
vent this, MCP stacks the TS and releases it to the
PTOE when the PP executes $RAM. The second case
(PP auto-stacked) provides for holding the TS inter-
rupt until return to PP mainstream, unless PP has
specifically provided for taking the interrupt by
loading $15 RF in the I-O fixup routine. The third
case is simply an exercise of MCP priority over PP.
As with any other PP interrupt, the TS interrupt is
stacked until MCP returns control to PP.

In the first case, the stacking mechanism is simply
a bit (STSBIT) reserved for that specific purpose. In
the last two cases, the stacking mechanism involves
the basic return logic in MCP. The buffers SLRPP
and SLRBU are used to save PP low registers when
transfer of control among programs is involved.
SLRPP contains PP mainstream registers while PP
is in an I-O fixup, or when MCP has control after
having interrupted the PP I-O fixup. In any case
where the program level is changed from PP to MCP,
the PP registers at the point where the level changed
are saved in SLRBU. Thus, SLRBU may contain regi-
sters from either PP mainstream or a PP I-O fixup.
When the level is returned to PP, it always returns
via SLRBU. Return via SLRPP occurs when a PP I-O
fixup returns to PP mainstream.

When the return routine is returning to PP via either
SLRBU or SLRPP, it examines bit 8.4 of the buffer to
determine if a TS has been stacked. If so, it restores
low registers and exits to the TS entry in the parallel

Interrupt Control 15
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interrupt table, faking the TS interrupt. Thus, the
TS eventually gets unstacked while PP has control.

Other Maskable Interrupts

Maskable interrupts other than TS, together with TS
interrupts being taken, are processed by the routine
which starts at WLODE (Figure 4). If $15 RF is zero
(no PP PTOE provided), the routine selects the MCP
PTOE and sets the exit branch to disabled. If $15 RF
is not zero, it is checked for being in PP boundaries,
and the exit branch set to enabled. If the PTOE is

outside PP bounds, control is given to dispatcher error

control (SDISP) with error code 17 in $14.

The program checks the pattern word of the PTOE
selected. If the required bit is off, it loops back to
select the MCP PTOE and change the exit to disabled.
(The MCP PTOE pattern word has a one for every
maskable interrupt.) It then computes the exit address
and stores it in the preset BD or BE. If the required
bit is on in the PP PTOE selected, a bit is set
(SSPFIX) to indicate to MCP that PP is in a special
fixup. The IC, $IND, and $MASK are stored in the
PTOE, $EXE is reset (see the following description
of the EXE interrupt), the used registers are restored,
and the PTOE is entered.

The EXE Interrupt and Combinations

The EXE interrupt, although permanently masked on,
is treated as pseudo-maskable by MCP. Since 18
other interruptis have priority over EXE, the simul-
taneous occurrence of $EXE and the higher priority
indicators must be considered. Not all of these
simultaneous occurrences are significant, in view of
the following analysis:

1. $EXE is off if an interrupt is caused by DS or
a lower priority indicator.

2. $EXE will not be set while MCP has control.

3. Interrupts caused by indicators MK, IK, IJ,
EK, and CPUS (0-3, 5) always result in a BD,$, and
the status of $EXE is of no concern.

4. Interrupts caused by indicators EKJ, UNRJ,
CBJ, OP, AD, and USA (6-8, 15-17) result in ABEOJ
or BD,$, so the only concern is that $EXE be off if
ABEOJ is to be taken.

5. The remaining interrupts with higher priority
than EXE are TS 4) and the I-O (9-13).

6. Since EXE is treated as pseudo-maskable, it
is considered as masked off unless there is a PP
PTOE with the EXE pattern bit on.

7. I $EXE is on when a higher priority interrupt
occurs, it cannot be allowed to remain on and cause
the interrupt on any subsequent BE; the BE must be
to the point of original interrupt (where $EXE was

set). If this will not be the case, $EXE must be
turned off, and a mechanism established to fake the
interrupt at a proper time.

The combinations of interrupts of concern are as
follows: EXE interrupt by itself, TS with $EXE set,
I-O with $EXE set, and TS with both I-O and $EXE
set. These may occur only in PP; however, they
must be considered separately for the three levels
of PP: mainstream, auto-stacked, and special fixup.

EXE Interrupt Alone

If the EXE interrupt occurs by itself (no higher
priority indicators) in PP mainstream, it is either
taken by the PP PTOE (if one exists with the EXE
pattern bit on) or is ignored and return is to the point
of interrupt in PP.

If the EXE occurs in a PP special fixup, it is
treated as though it were mainstream. The PP has
control of PTOE specification and should be prepared
for this eventuality.

If the EXE occurs in PP auto-stacked, it is again
treated as though it were mainstream. If PP may
cause EXE in an I-O fixup, then the fixup routine
must provide a PTOE if the EXE is to be taken.

TS Interrupt, $EXE Set

If a TS interrupt occurs with $EXE set, the handling
of the EXE is influenced by the disposition of the TS.
If the TS is stacked (for instance with PP in auto-
stack with no PTOE) or in special fixup, $EXE may
remain on and be allowed to occur on return to the
point of TS interrupt. If the TS is taken, the $IND is
saved with the EXE bit set in the PTOE (MCP or PP),
$EXE itself turned off, and the EXE interrupt faked
when $RAM is executed after the TS fixup (MCP or
PP).

I-O Interrupt, $EXE Set

When an I-O interrupt occurs, the receptor will either
enter the appropriate I-O table of exits or return to
the point of interrupt with the I-O interrupt stacked,
depending on the modes (SIO or A/S) of the programs
and the owner of the interrupt. I the receptor is to
return to the point of the interrupt, then $EXE may
remain on to occur when the return is attempted. If
a table of exits is to be entered, the PP low registers
are saved in SLRPP (including $IND with $EXE on),
and $EXE must be turned off to enter the I-O fixup
enabled. The EXE will be detected by the return
routine ($RET) when attempting to restore low regi-
sters from SLRPP, and an EXE interrupt faked at
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that point, which reduces to the case of an EXE inter-
rupt by itself.

TS Interrupt, an I-O Indicator On, $EXE On

If a TS interrupt occurs and an I-O indicator and $EXE
come on simultaneously, the TS interrupt is processed
in the normal manner. If a PTOE is to be entered,
$EXE is turned off (on in the PTOE), and the situation
is reduced to a simultaneous TS and EXE with a sub-
sequent I-O. If the TS is to be stacked, the I-O occurs
on attempt to return to the point of interrupt, and the
situation is that of simultaneous I-O and EXE.

Return After Maskable Interrupt

The return after maskable interrupt routine is entered
from the MCP PTOE or when the pseudo-op $RAM is
executed. Its function is to return to the point at which
a maskable interrupt occurred, after first releasing

a stacked TS or EXE interrupt. It operates entirely
disabled.

When $RAM is executed, the routine is entered from
the identifier at WRAMPP (Figure 5). The current
PP PTOE specified by $15 RF is compared with the PP
boundaries, and if it is not within PP boundaries,
dispatcher error control is entered (SDISP) with error
code 17 in $14. The PP special fixup bit is reset
(SSPFIX), and STSBIT tested for a stacked TS inter-
rupt. If a TS occurred while the special fixup was in
progress (STSBIT one), the saved IC is stored in STIC,
the used registers are restored, and the TS interrupt
faked by a branch to the parallel interrupt table at
SIPT+4.0.

If STSBIT is off, bit 18 of the saved indicator regi-
ster is tested to determine if an EXE had been stacked
due to the simultaneous occurrence of TS. If so, con-
ditions are restored and control returned enabled to
the point at which the maskable interrupt occurred.

When the routine is entered at WRAM by the MCP
PTOE as a result of a TS or EXE interrupt which was
logically masked off, the MCP PTOE address is
selected, and control is given to the main line of the
routine at the point of the EXE test.

I-O INTERRUPTS

The I-O interrupts correspond to the five indicators:
$EPGK, $UK, $EE, $EOP, and $CS. When any of
these interrupts occur, the MCP receptor is entered.
The receptor must identify the owner of the interrupt
and either pass it to the proper program or stack it,
according to program mode.

18

Channel signal (CS) interrupts from the console are

given by the receptor to the conceptor because the owner

of a CS from the console cannot be identified until a
read is performed. The eonceptor is used to perform
this identification.

The Receptor

The receptor is entered disabled from the parallel
interrupt table with a bit set in SPSIOI corresponding
to the interrupt. The functions of the receptor are:

1. To identify the interrupt and its owner and
decide whether to stack the interrupt or pass it to the
proper program.

2. To stack all channel signal interrupts occurring
simultaneously with other interrupts. CS interrupts
will be treated at a later time as separate interrupts.

3. To pass console signals to the conceptor.

4. To update tape file and disk arc records in the
control tables.

An I-O interrupt may be owned by PP, an MCP
major package, or by a set-up operation being per-
formed by a disabled MCP routine (e.g., change
density). If it is a set-up operation, control will be
given to the appropriate routine at the address speci-
fied in SRETAD in the unit area table, UAT. (See
Control of Symbolic I-0.)

Interrupts caused by non-set-up operations will be
stacked if the owner is in a stack I-O mode, or if the
owner is PP and the system is at MCP level. Stacked
interrupts are eventually unstacked by the dispatcher
return routine, which enters the receptor by way of
the unstack subroutine.

The receptor is entered at KSTORE from the par-
allel interrupt table, and also at three other points
in the following circumstances:

Entry Point Circumstances

KUNSTC The return routine is
R unstacking an interrupt.
$RIO has been given, and
stacked interrupts must be
unstacked.
KQIN Entered by the conceptor to
fake a CS.
KGATE Entered by the actuator and
conceptor to fake an inter-
rupt under certain circum-
stances.
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The exits from the receptor are as follows:
Exit To Circumstances

The address
specified in
SRETAD in the
UAT.

The set-up I-O bit (SSETUP)
is on in the unit status table
(UST), indicating that it was
a set-up operation.

The intérrupt is a channel
signal from the console.

PCONE1
(the conceptor)

The I-O table
of exits speci-
fied in the FAT

The interrupt owner is MCP,
or PP at PP level, and is not
stacking I-O.

KSUPP
(service-op
return)

The interrupt is stacked,
because the owner cannot
take it now.

Either OP, AD, USA, or DS
indicators occurred simul-
taneously with the I-O inter-
rupt, and are being allowed
to interrupt.

An EOP interrupt occurred
for an operation which had
been requested in the SEOP
mode.

Type 5 error, a PP TOE is
out of PP bounds.

Type 78 error, there is no
more room in the interrupt
queue.

Type 76 error, a locate or
CCW attempted by the recep-
tor has been repeatedly
rejected.

SDISP
(dispatcher
error
control)

The Receptor Main Flow

The receptor (KSTORE, Figure 6) saves the low regi-
sters in STLR, clears the I-O indicators, and com-
putes the address of the channel status table. If the
interrupt is CS alone, and occurs in a multi-unit
channel, control is given to KSIGNL to find the unit.
If the interrupt was not CS, but CS is on, subroutine
KCSIN is used to stack the CS and set KSUPP to
unstack it. In either case, address of the UST is
obtained.

If the channel is a single unit channel, the unit
status table (actually the CST) address is set up
(KSINGL). I the unit was not assigned, it is assumed
that the interrupt was a stray CS from the card reader,
printer, or punch, and an exit is made via the service
op return routine (KSUPP).

20

NOTE: The disk and the console are considered as
multi-unit channels, since they may have more than
one logical unit.

Whether a single or a multi-unit channel, the unit
and file area table addresses are set up at KDOOL.
The index registers at this point locate the control
tables as follows:

$10VF  Address of CST
$11VF Address of UST
$12VF Address of UAT
$13VF Address of FAT

If the set-up bit is on (SSETUP) in the UST, control
is given to the address specified in SRETAD in the
UAT. Otherwise, $1 is set for an ultimate branch to
KNORM at KLEVEL, and control passes to KGATE
after performing the following bookkeeping:

1. If the operation is read or write, CCW into
SCCW in the FAT.

2. 1If tape, update the file count (SFILEK) in the
UAT according to the interrupt and the I-O operation.

3. If disk, update the current arc address (SCUARC)
in the FAT, and the located arc address (SARCAD)
in the CST.

The receptor is entered at KGATE from the actua-
tor and the conceptor with the index registers set as
though KSTORE had been entered. The actuator enters
the receptor either with the index registers set as
though an EPGK had occurred (when, for example, a
read request is received for a file protected tape) or
with EOP faked when a $REL is requested. The con-
ceptor enters the receptor when a console read is
given after a console channel signal had been passed
to the user. Since the read had already been done by
the conceptor, it is necessary to fake an EOP to the
using program.

At KGATE (Figure 7) the I-O indicators are saved
in the FAT, and the status indicators are cleared in
the UST. The release and SEOP bits are examined
in the UST. If the release bit is on, the code at W23K
is used to return to KGATE with an EOP faked for
the release. If the SEOP bit is on, a check is made
for indicators other than EOP (at KFREE) and if none
are on, the service op return routine is entered
(KSUPP). If others are on, or if the SEOP bit was
not on, control passes to KQIN.

At KQIN, the interrupt is stacked in the interrupt
queue (SQUE), which consists of 128 nineteen-bit
fields containing the 18 bit address of the FAT and a
bit identifying the owner of the unit. PP and MCP
interrupts are intermixed in the same queue. How-
ever, a separate count of stacked interrupts is main-
tained for the two levels and is stored in the value field
of the second half word (SQK) of the program status
table (SPROGS) for the level. The unit suppressed
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bit (SUNSUP) is set, and control given to either
KNORM or KHEX, according to $1.

At KNORM, (Figure 7), a decision is made whether
or not to unstack the interrupt. If PP is interrupting
MCP, the interrupt remains suppressed and exit is
made via the service op return routine (KSUPP). If
MCP is interrupting PP, the unstack routine (KUNSTC)
is entered after moving low registers to the back-up
buffer. If the present program level is the same as
that of the interrupt owner, and the program is not in
$WAIT status or in auto-stack or SIO mode, the inter-
rupt will be unstacked. If the program is in $WAIT
status, and is auto-stacked, the service op return
routine is entered. The $WAIT routine will unstack
this interrupt if it is the one awaited. In all cases
where the interrupt is to be unstacked, low registers
are saved in the appropriate buffer. (See description

of the return routine.) k

The unstack routine returns to KINTTY, where the
proper mask and boundaries are set up, and the pro-
gram put in the auto-stack mode. If a PP TOE is to
be entered, it is checked against the PP bounds. The
unit suppressed bit is reset, and the table of exits is
set up. If either OP, AD, USA, or DS are on,
KSUPP is entered to allow the error interrupt.
Otherwise, the maskable indicators are cleared, $15
is cleared, $EXE is reset, and the TOE is entered
enabled according to the highest priority I-O indica-
tor that was on.

The Channel Signal Search

Control is given to KSIGNL (Figure 8) when a channel
signal is received from a multi-unit channel. (The
console and disk are considered logically as multi-
unit channels.) If the CS is from the console, con-
trol is given to the conceptor at PCONE1. If from
tape, control passes to KHEX. The function of the
code at KHEX is to determine what change, if any,
has been made in the ready status of the tape units
on that channel. If the equipment is neither tape nor
console, control is returned to the main flow at KKK.

The channel signal will be considered valid only for
tape units in a mount or rewind status (SMOUNT,
SREW in the UST). For all such units on the channel,
the unit will be selected, the control word copied,
and the ready bit tested. If the unit is now ready, the
UST is updated, and, if the CS followed 2 $REW or a
$UNLOAD, a CS for the unit is stacked at KQIN and
control returned to KHEX.

After testing all the units on the channel, control
is returned to KNORM or KSUPP according to whether
or not a change in ready status was found. First,
however, the unit originally in select on the channel
(SUNIT in the CST) is relocated.
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Search and Unstack

The search subroutine (KSERCH, Figure 9) is used
by $WAIT, the return routine, and the receptor to
search the interrupt queue for a particular FAT
address (the one being waited). It uses the linkage

LVI, 1, $+1.0

B, KSERCH

(not found return)

(found return)
with the desired FAT address in $13VF. If it finds
the address in the queue, it repacks the queue
(KPACK) and reduces the proper queue count.

The unstack routine (KUNSTC, Figure 9) is entered
by the receptor, the return routine, and the $RIO
routine to release interrupts. It will try to obtain the
first MCP FAT address from the queue, otherwise
the first PP FAT address. Then it enters the search
routine in the vicinity of KPACK with $1 set to
KINTTY-. 32, to force return to KINTTY after repack-
ing the queue. If the queue is empty, the unstack
routine returns to KSUPP.

Channel Signal and Console Unstack Control

If the CS indicator is on when a higher priority I-O
interrupt occurs for a multi-unit channel, the channel
signal is deferred. The higher priority interrupt is
associated with the unit in select, but the channel
signal may have originated at any unit on the channel.

The receptor uses the subroutine KCSIN to stack
the CS until a later time. The stacking consists of
setting a bit corresponding to the channel number in
the word KCSREG. The NOP at KSUPCS in the serv-
ice op return routine is changed to a branch, and the
CS will be unstacked on the next entry to the service
op return routine. When this occurs, control passes
to KMTCSQ (Figure 10). The channel number for the
first 1 in KCSREG is computed, and if the channel is
not operating, the receptor is entered at SFAKEI with
registers set up as though the CS had just occurred by
itself. If, after resetting.the bit in KCSREG, the word
is all zeros, the instruction at KSUPCS is changed to
a NOP.

If the channel is operating, the KCSREG is examined
for additional 1's. If 1 is found for a non-operating
channel, control goes to SFAKEI as described. Other-
wise, the service op return routine is used, and
unstacking of the CS is deferred until the channel is
not busy.

The service op return routine is also used to unstack
console interrupts in certain circumstances. If the
$COMM pseudo-op had been given while the console
was being used for non-commentator I-O, the com~
mentator suppresses the console user's interrupts
and changes KSUPP to a branch to KCOMMR to release
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them. Furthermore, if the commentator suppressed
a conceptor EOP, it changed the instruction at
KCONCP to a NOP, and stored the copied control word
at KCOMCW. If the suppressed interrupt was not the
conceptor's, then the commentator stored the UAT
address in KCOMMR.

When the service op return routine is entered with
KSUPP (Figure 10) set to a branch, the switch is reset
and the UAT address (if any) is picked up. If the inter-
rupt is the conceptor's (KCONCP a NOP), the registers
are set up as though the interrupt had been received
by the receptor and recognized as a conceptor set-up
operation. Control is given to PCONE2. If the inter-
rupt is not the conceptor's, then registers are set up
as though the interrupt had been received by the recep-
tor, and the receptor is entered at KNORM. The
return function of the service op return routine is
discussed with the dispatcher programs.

The Conceptor

The conceptor is a special program to receive con-
sole channel signals. It performs a set-up console
read, and, upon completion, identifies the owner of
the CS and sets up a fake CS for that owner. When
the subsequent $READ is issued, the actuator enters
the conceptor, which performs a data transmission
and enters the receptor with an EOP faked for the
read.

The three entry points are: PCONE1, when a CS
is received; PCONE2, when the read is complete,
PCSRD, when the $READ is given.

The Channel Signal Entry

When a console channel signal is received (or unstacked)
by the receptor, the conceptor is entered at PCONE1
(Figure 11). The conceptor sets up the addresses of
the MCP console tables, turns on the reserved light,
and gives a set-up console read, with PCONE2 in
SRETAD in the UAT. It exits to KSUPP.

The Set-Up Interrupt Entry

When the interrupt occurs from the set up read, the
conceptor is entered at PCONE2 (Figure 11). The pro-
gram resets the set up, read, and channel operating
bits, and tests the interrupt indicators. An error
message is printed if EPGK or UK is on, and control
returned via KSUPP. PCONEL1 is entered if CS is on,
and if EE is on, a message is printed acknowledging
the erase.

If EOP is the only indicator on, the message is
examined to determine the owner. The owner may

be PP, the debugging package, or the command pack-
age as follows:

1. The owner is PP if either:

The keyboard was not enabled (CS key) and
the message consists of the switches and keys
(the end code is in the third word).

The first two non-control characters of the
message are PP.

2. The owner is the debugging package if the end
code is the first character of the fourth word (the
ENTER, END sequence).

3. Otherwise, the owner is the command package.

The flow separates according to the owner, and
converges again at PMAIN for the two MCP owners,
and at PEX1 for all owners. If a typewritten message
had been read, it is edited for backspace codes by
the subroutine GEDIT, and, according to owner, the
proper tables and registers are set up. MCP messages
are stored in the buffer PMCPBF, and PP messages
are stored in PPPBF. At PEX1, the console signal
bit, SCNSSG, is set in the UST, and control given to
KQIN with registers set as though a CS had just
occurred and with $1 set to KNORM.

The Actuator Entry

The reeipient of the faked channel signal is expected
to issue a $READ for the console. When the actuator
read routine receives a console read request with
SCNSSG set in the UST, it enters the conceptor at
PCSRD, since the hardware read has already been
done.

At PCSRD (Figure 11), the SCNSSG bit is reset and
the subroutine GTRANF used to transfer the message
from the buffer to the user according to the control
word. Registers are then set up as though a hard-
ware read had terminated with EOP, and the receptor
is entered at KGATE.

THE IF INTERRUPT -- THE DISPATCHER

The IF interrupt initiates major transfers of control
within MCP, between MCP and PP, and between the
PP I-O fixups and PP mainstream. Control programs
concerned with the IF interrupt are referred to
collectively as the dispatcher. The dispatcher con-
sists of the IF analyzer, the identifier, the service
op return program, the return routine, and error
control. All dispatcher programs operate disabled.
Figure 12 provides a general picture of flow in and
through the dispatcher.

All pseudo-op requests generate an IF interrupt,
resulting in control passing to the IF analyzer.
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Figure 12. General Flow In and Through MCP Dispatcher
(MCP Dispatcher Programs within Solid Lines)

Pseudo-ops are requested by an acceptable linkage
of the form

B, $MCP

, ($OP)

, parameter

, parameter
where $MCP is defined as 32.0 in protected storage,
($OP) is the pseudo-op code, and the parameters
depend upon the pseudo-op for their meaning and
number. The B, $MCP results in.an IF interrupt
which is taken by the IF analyzer. The action taken
by the IF analyzer depends upon the pseudo-op
requested and may involve setting up a tentacle table.

The Pseudo-Ops

Pseudo-ops are considered in two categories: the
service pseudo-ops (Figure 13), and the major pack-
ages (Figure 14).

The service pseudo-ops are considered an exten-
sion of the requesting program; they operate disabled,

and always return to the point of request via the serv-
ice-op return routine (except $RET and $RAM; see
description of return routine). The level bit (SL) is
not changed when the service-ops are used.

The major packages are MCP programs which
may use other MCP programs. They are enabled at
some time, and may be primed by MCP programs.
When a major package is used, it operates at MCP
level (level bit SL =1). The major packages use
tentacle tables for linkage and return control. When
an major package uses another major packages, the
latter must perform any necessary saving and
restoring of registers.

Pseudo-Op Code | Pseudo-Op Code Pseudo-Op  Code

$RD 1,00 | $BSP 6.00 $KLNS 10.01
$RDS 1.01 | $BSPS 6.01 $FREE 10,32
W 1.32 | $SPFL 6.32 $GONG 11.00
$WS 1.33 | $SPFLS 6.33 $GONGS 11,01
$CCW 2,00 | $BSFL 7.00 $WAIT 11,32
$REL 2,32 | $BSFLS 7.01 $CHEX 12.00
$RELS 2.33 | $WEF 7.32 $FREE 12,32
$LOC 3.00 | $WEFS 7.33 $IODEF 13,00
$LOCS 3.01 | $REW 8.00 $SIO 32.00
$FC 3.32 | $REWS 8.01 $RIO 32.32
$FCS 3.33 | $UNLD 8.32 $RET 33.00
$TIF 4.00 | $UNLDS 8.33 $RAM 33,32
$TIFS 4.01 | $RLF 9.00 $STRG 34.00
$ERG 5.00 | $RLFS 9,01 $FECRG 34,32
$ERGS 5.01 | $RLN 9.32 $TIME 35.00
$SP 5.32 | $RLNS 9.33 $COMM 35.32
$SPS 5.33 | $KLN 10.00 $SIT 36.00

* Available only to MCP.

Figure 13. The Service Pseudo-Ops

Available to MCP Available to MCP Only
and PP
Pseudo-Op  Code Pseudo-Op Name Code
$DUMP 64.00 | SJC1 Job Control 1 76.32
$EDUMP 64.32 | SOUTPT Output Command  77.00
$EQJ 65.00 | SSPEQJ Output EQJ 77.32
$HOLD 65.32 | SDDT Debugger 78.00
$RESLD 66.00 | SJjC4 IPL Entry to JC4 78.32
$FETCH 66.32 | SSCR4 First Card Request  79.00
$SPU 67.00 | SKOM Input Commands 79.32
$SPR 67.32 | SCOMD System Commands 80.00
$ABEQ] 68.00 | SLOG4 Logger 4 80.32
$SCR 68.32 | SLOG2 Logger 2 81.00
SLOG1 Logger 1 81.32

Figure 14. Major Package Pseudo-Ops
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The Tentacle Table

Each major package program has an associated ten-
tacle table located in its program area. The tentacle
table provides operating control information for the
major package program, and is used for linkage,
return, and priming control.

The tentacle table (Figure 15) is composed of two
and one-half words plus N half-word linkage param-
eters.

To determine the number of half word parameters
(N) in the pseudo-op linkage, $OP is counted as the
first half word, then a half word is reserved in the
table for each parameter in the linkage. An additional
two and one-half full words are in the tentacle table.
Therefore, the size of each table is two and one-half
words plus N half words, arranged as follows:

Each linkage parameter will be processed as
controlled by its parameter descriptor. For each
parameter in the linkage following the half word for
$OP, there will be a corresponding half word slot in
the tentacle table.

The IF Analyzer

When an IF interrupt occurs, the IF analyzer receives
control in the disabled mode from the interrupt table.
The IF analyzer itself may also be entered by a dis-
abled MCP program requesting a major package, or
by the return routine entering a primed major pack-
age. The IF analyzer channels all requests for the
service-ops to the identifier routine. Figure 16
summarizes the entries to and exits from the IF
analyzer.

The IF analyzer (Figure 17) saves low registers in
the STLR buffer. The multiplier register (JMR; see
Appendix B) is saved, and the linkage examined for a
valid IF interrupt. If the instruction causing the inter-
rupt was not a B, $MCP, control is given to dispatcher
error control (SDISP) with error code 1 in $14. If
the op code is less than 1.0, or has ones in any of
bits 19 through 22, control is given to dispatcher
error control with error code 2 in $14. If the op code
is in the range of the service ops (less than 64.0),
control is given to the identifier routine (KFRONT).

If PP is requesting a major package pseudo-op,
the MCP mask and boundaries replace those of PP
and the registers saved (STLR) are moved to the
backup buffer, SLRBU. The op code is tested to
determine whether PP may legally request it (must
be less than SJCI1). If PP is trying to use an MCP
pseudo-op, control is given to dispatcher error con-
trol with error code 2 in $14.

The foregoing steps are skipped if the disabled
entry was used (SIC,STIC; B,SIFAD). In this case
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low registers are saved in STLR and a full word is
subtracted from the address saved upon entry. Then,
for either method of entry, the entry in the IF ana-
lyzer operation table corresponding to the pseudo-op
is located, and, in turn, gives the address of the
tentacle table. If the busy bit in this table is 1, the
return address is set as the location of the B, $MCP
(or the SIC,STIC, if a disabled entry), low registers
are restored, and control is returned to the linkage
via the service op return routine.

If an MCP fixup routine tries to use a major pack-
age, an error code 80 is put in $14 and exit is made
to error control (SDISP). A fixup routine may prime
a major routine, but may not attempt to give it con~
trol directly, since the interrupt may have occurred
while a major package was Operating.

The required information is put in the tentacle
table according to the parameter descriptors. The
level bit (SL) is set to denote MCP ownership of the
IC. The entry address is selected (MTC1), the entry
modes are preset (MTC2A), and the routine is entered.

The IF analyzer operation table starts at MIFTTT
and is used by the IF analyzer to determine the loca-
tion of the tentacle table pertaining to the pseudo-op
requested. The table is constructed so that each half
word contains the address of the pertinent tentacle
table. It is arranged in order of pseudo-op codes.

Identifier Routine

When a service-operation is requested, the identifier
routine is entered disabled from the IF analyzer.
The functions of the identifier routine are to:
1. Identify the specific unit assigned to the sym-
bolic file referenced in the calling sequence,
2. Check the calling sequence for a legal request,
3. Transfer control to the proper service routine
for the performance of the operation requested.

The identifier is entered at KFRONT (Figure 18).

If the pseudo-op is in the range 32.0 through 36.0
(Figure 19), it does not use an IOD reference number,
and the appropriate routine is entered. If the pseudo-
op exceeds 36.0, dispatcher error control is entered
with error code 2 in $14.

For pseudo-ops less than 32.0, the IOD reference
number (RN) is loaded in $1. For $RD, $RDS, $W,
$WS, and $CCW, the control word address is loaded
into $0. After turning off $USA and $AD, in the
event they came on during one of the LVE instructions,
the level bit (SL) is tested. If PP is requesting the
pseudo-op, the IOD RN must be less than the maxi-
mum PP IOD RN and must be a non-zero integer, or
control is given to dispatcher error control (SDISP)
with error code 4 in $14.
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owner at the time the IF analyzer was entered. If 1, owner is MCP;
if 0, owner is problem program.
bits 0. 5 through 0.7 - entry mode bits determine whether the pro-

gram is to be entered disabled, enabled-S10'd, or enabled non-SIO'd:

.5 .6 .7
0o 0 o0 Non-SIO, enabled entry mode
o o0 1 SIO enabled entry mode
0o 1 X, Disabled entry mode
1 X X Same as user is entry mode (for PP user, this
(X=1o0r0) implies non-SIO, enabled).

bit 0.9 - busy bit - A 1 in bit position 0.9 indicates that the pseudo-
op program is in use. The IF analyzer will continuously return to the
beginning of the user's linkage via the service op return routine. The
user must be in the non-SIO enabled mode, because the busy signal
can only be turned off by an I-O routine receiving control upon I-O
interruption.

bit 0.11, 0.13,...,0.37 - parameter descriptor (form effective) -

If a 1 is in bit position 0. 11, the effective address of the first param-
eter will be formed and saved in the proper tentacle table position.
With a O in bit position 0. 11, the first parameter will be saved.

Bit positions 0. 11 through 0. 38 are reserved for parameter descriptors,
with two bit positions for each parameter.

Except for the $OP param-
eter, there are two parameter descriptors (form effective or restore}
for each parameter in the pseudo-op linkage, allowing for 14 param-

Figure 15. Tentacle Table Structure

bit 0.12, 0.14,...,0. 38 - parameter desariptor (restore) - If a 1 is
in ‘bit position 0. 12, the first parameter will be returned to the user's
linkage when control is transferred back to that package. With a 0
in bit position 0.42, the parameter will not be restored. ’

bits 0. 45 through 0. 63 - FWA of pseudo-op routine - Word zero, bit
positions 0. 45 through 0. 63, contains the location for the first word
address of the pseudo-op routine pertinent to the tentacle table. The
IF analyzer utlimately transfers to this address in the specified entry
mode.

Word 1, bits 0 through 23, Value field - FWA of last tentacle Table
used - contains the first word address of the last tentacle table and
locates the tentacle table pertinent to the user's routine. If the
problem program is the user, this half word will be a zero.

bits 32 through 55, Value field - return address - contains the normal
return as computed b;' the IF analyzer unless otherwise modified by
the pseudo-operation routine.

The return service pseudo-op ($RET)
will transfer control to this address when requested by the pseudo-
program owning the tentacle table.

Word 2, bits O through 23, Value Field - FWA of pseudo-op linkage -
contains the address of the first half word in the user's pseudo-operation
linkage (B, $MCP).

bits 32 through 55, Value Field - pseudo-op parameter - the identifi-
cation of the pseudo-op as indicated in the second half of the linkage
is saved in this slot.
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Figure 16. Entries To and Exits From the IF Analyzer
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Registers
Preserved

All in STLR. If PP
owns IC, also in
SLRBU on other than
service ops.

All in STLR.

None.

None,

Registers
Restored

None,

None.

None.

None.

Remarks

Enabled entry, with linkage:
B, $MCP;, $OP
, PARAMETER
, PARAMETER

Disabled entry. User must be
MCP.
Linkage:

SIC, STIC: BD, SIFAD

, $OP; , PARAMETER

Sets up entry address for routine.
Used for same purpose by return to
enter primed routine.

Establishes SIO or non-SIO mode,
enabled or disabled branch, and
branches to routine.

Remarks

Errors possible:
Type 1 (MNOMCP) illegal IF

interrupt

Type 2  (MOPCI) illegal op
code

Type 80 (MIFAS) MCP in
Auto stack.

Exit to identifier routine.

Tentacle linkage set up.

Exit to service-op return routine
to wait in enabled loop.
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ENTRIES

Entry
Symbol

KFRONT

EXITS
Exit to

SDISP

KSUPP

ENTER
Routine

Routine

Figure 19.

Conditions

Entered disabled from the IF analyzer with pseudo-op64.0
$2VF points to calling sequence at pseudo-op.
$3VF contains pseudo-op. Low registers are in STLR.

Conditions

$OP is illegal IOD reference number invalid. Channel or
unit not available. Referenced unit has an interrupt stacked.

10D refers to a tape unit in mount or REW status. Channel
is operating. Pseudo-op in SFREE for an unassigned unit.

32.0=$0P=36.0
The index registers are unchanged (same as at KFRONT),

Pseudo-OP

$SIO
$RIO
$RET
$RAM
$STRG
$FECRG
$TIME
$COMM
$SIT

1.0 =$0P=13.0
Actnated address and SEOP control set.

Pseudo-Op

$RD or $RDS
$W or $WS
$CCW
$REL
$1LOC
$FC
$TIF
(Invalid)
$ERG
$SP
$BSP
$SPFL
$BSFL
$WEF
$REW
$UNLD
$RLF
$RIN
$KIN
$FREE
$GONG
$WAIT
$CHEX
$FREE
$IODEF

Identifier Routine Entries and Exits

Remarks

Control sent here by the IF analyzer on any actnator

pseudo-op.

Remarks

Type 2 error.
Type 4 error.
Type 3 error.
Type 12 error.

Return address (STIC) set to FWA of linkage. Enabled

loop until unit is ready.
Return address (STIC) set to the instruction beyound
linkage. Treated as NOP.

Routines are:

32.0
32.32
33.0
33.32
34.0
34,32
35.0
35.32
36.0

Retum address set in STIC.

Routines are:

LO®®NNGO GG AW
w
N

-
= e
o W O
n

11.32
12.0
12.32
13.0

Entry Symbol

KSIO
KRIO
CRETN
WRAMPP
KSTRG
KFECRG
ZTIME
JCOMM
ISITX

Entry Symbol

ZSTART
EWR1
BCCWR
WREL
KSLOC
WFC
BTIFR
SDISP (type 2)
EELG

R1
R1+1.0
R1+2.0
R2-.32
EWT1
ZREWST
ZUNLDB
BRLFR
BRINR
BKINR
ZFREE
WGONG
KWAIT
CCHEX
ZFREE
JZIOR

Interrupt Control
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The base address of the user's I-O table is added
to $1 to locate the entry for the IOD RN. (If MCP is
requesting SFREE, it is referring to a PP unit and
the PP base address is added.) The unit area address
for the IOD RN is loaded into $12 from the I-O table.
A zero address denotes the absence of an IOD card
for the I0OD RN, in which case error control is entered
with error code 4 in $14. The file area table is
loaded into $13 from the I-O table. Index register 2
is adjusted to point to the first instruction of the
linkage (B, $MCP), $14 is loaded with the channel
number, and $10 with the reference address for the
channel status word in the channel status table. The
equipment code is loaded into $4, and $11 is loaded
with the correct unit status word reference, depending
on whether or not the channel is a multiple unit channel.
The index registers except $2, are now ready for
entry into any of the routines (Figure 20).

If the unit is a tape in mount or rewind status, con-
trol is returned (KNOGO) to the linkage via the serv-
ice op return routine to establish an enabled loop,
unless the pseudo-op is one which will not require a
hardware I-O instruction. If the pseudo-op is $CCW,
$CHEX, or $IODEF, the appropriate routine may be
entered, and control is given to KOPOK to accomplish
the entry. If the pseudo-op is $REL or $FREE, the
actuated address and the SEOP bit must be stored
before entering the routine, and control is given to
KKNI.

For a single unit channel, or a tape unit not in
mount or rewind status (KNI), the pseudo-op code is
examined for $WAIT, $CHEX, or $IODEF, which
may be entered immediately via KOPOK. A pseudo-
op code greater than 13.0 is detected at this point,
and control given to dispatcher error control with
error code 2 in $14.

If the channel and unit selected are not physically
available, as indicated the appropriate bit in the
corresponding status word, dispatcher error control
is entered with error code 3 in $14. If the channel

Index Register Value Field Contains

$0 Control word address.

$1 IOD RN entry in I-O table.

$2 Return address if service op routine entered.
$3 The pseudo-op code.

$4 Equipment code.

$10 Channel status word reference.

$11 Unit status word reference.

$12 Unit area table address.

$13 File area table address.

Figure 20. Status of Index Registers When Identifier Enters
Routine (Pseudo-Op Less than 32.0)

is operating, the pseudo-op is treated in the same
manner as with a tape unit in mount or rewind status
(KNOGO).

If the unit has not been assigned, and the pseudo-op
is not SFREE, dispatcher error control is entered
with error code 4 in $14. Control is returned to the
point after the linkage if MCP has requested SFREE
for a unit already unassigned.

For pseudo-ops other than $CCW, the unit sup-
pressed bit is examined in the status table. If the
requested unit has an interrupt stacked, and the
pseudo-op is $REL, $FREE, or SFREE, the inter-
rupt is unstacked and discarded and the pseudo-op
entered. A stacked CS interrupt is always discarded.
Otherwise, error control is entered with type 12 error
selected.

The actuated address is stored in the file area
(KKNI), the actuated file address is stored in the
unit area, and the SEOP bit originally specified is
stored in the SEOP bit for the unit. Index register 2
is adjusted for the return address (KOPOK) and
stored in STIC and the routine is entered.

The Service-Op Return Routine

The disabled routines in MCP need to return to the
point of the most recent interrupt, or, in the case of
an IF interrupt, to the beginning or end of the calling
sequence. In all instances, the low register buffer
(STLR) contains the information necessary to return.
The service-op return routine, KSUPP, is used for
this purpose. It includes an unstacking mechanism
for console EOP and for tape unit channel signals.

When the routine is entered, STIC must contain the
address to which return is desired. If no unstacking
is required, that is, the first two instructions are
NOP's, the address in STIC is placed in a BE instruc-
tion, the multiplier register ($MR; see Appendix B)
and the low registers restored from STLR, and the
BE executed.

When a disabled routine decides to return via
KSUPP, STIC is not always correct for the desired
return, and must be adjusted before control goes to
KSUPP. Occasionally, this is done in the routine.
Other times, the disabled routine branches to a short
routine to make the proper adjustment and branch to
KSUPP. The most commonly used of these short
routines are as follows:

Symbol Quantity Placed in STIC
KCBUSY $2VF - 2.0
KELOOP $2VF - 1. 32
KSUPP2 $2VF + .32
KCHOPN $2VF

KSUPP2 + .32 $2VF



When it is necessary to stack a non-commentator
EOP from the console, the first instruction of
KSUPP, that is, NOP, KCOMMR, is changed to a
branch by the commentator. The next entry to
KSUPP results in the release of the EOP to the
receptor. (See description of commentator.)

The second instruction of KSUPP, that is, NOP,
KMTCSQ, is changed to a branch by the receptor
when a CS arrives with a higher priority I-O inter-
rupt. It is unstacked on a subsequent entry to KSUPP.
(See description of receptor, channel signal, and
console unstack control.)

‘The Return Routine

The identifier gives control to the return routine in
the disabled mode when the pseudo-op $RET is
requested. The problem program (PP) must use
$RET to end its fixup routines in order to release
stacked interrupts, and to permit MCP to restore
the lower registers and instruction counter (IC).
Only in this way can the PP be taken out of the auto-
stack mode. MCP must use $SRET to end MCP fixup
routines, and to end any major pseudo-op routine.
The ultimate function of the return routine is to
return control to the main stream of the problem
program. A $RET request in PP main stream results
in immediate return to the point of request via the
service op return routine. If the $RET is given else-
where (PP fixup, MCP fixup, MCP routine), the
routine must insure that there are no stacked inter-
rupts that can be unstacked, and no interrupted or
primed MCP routines which should be given control.

MCP Features and the Return Routine

In order to follow the logic of the return routine,
certain basic features of MCP must be understood.
These features are described on the following pages.
1. The utilization of buffers to store low registers.
2. The priming of major pseudo-op routines.
3. The use of the program status table.

Low Register Buffers: There are four buffers used
to store low registers: STLR, SLRBU, SLRPP, and
SLRMCP. Each is thirty words long, and the last
word of each is used to hold the IC associated with
the low registers (STIC,, SICBU, SICPP, SICMCP).

The low register buffer, STLR, always contains
the registers from the most recent interrupt. When
the return routine receives control, STLR contains
the registers at the B, $MCP which requested the
return.

The back up buffer, SLRBU, is used to hold PP
low registers as they were when the level changed

from PP to MCP. It is filled from STLR by any
MCP program which changes the level bit (SL) from
zero to one. (Note that this excludes the service
pseudo-ops, which operate at the level of the
requestor, and which return via the service op return
routine.)

The PP low register buffer (SLRPP) is used to
hold PP main stream registers when a PP I-O Table
of Exits is to be entered. It is filled from STLR when
a PP I-O interrupt occurs in non-SIO'd PP main
stream. (Note that a PP I-O interrupt occurring at
any other time is always stacked, and unstacked when
SIO'd PP main stream requests $RIO.) It may be
filled by the return routine from SLRBU when MCP
has requested $RET and PP interrupts must be
unstacked.

The MCP low register buffer (SLRMCP) is used to
hold MCP main stream low registers when MCP inter-
rupts MCP. It is filled from STLR by the receptor
when the interrupt occurs, or by the return routine
when an MCP program requests $RET and an MCP
interrupt is unstacked.

Word 9 of each buffer holds $MASK when the buffer
is in use. With respect to buffers SLRMCP and
SLRBU, bit 0 of word 9 is used to denote that the
buffer is in use. The corresponding position of
$MASK is permanently 1, so the bit is set whenever
the buffer is filled. The return routine resets bit
9.0 of the buffer whenever it restores registers from
SLRMCP or SLRBU.

Primed Routines: A pseudo-op is said to be primed

when delayed entry has been designated for it. (See
description of prime routine.) The need to prime a
major pseudo-op arises in two situations:

1. An MCP auto-stacked routine must use the
pseudo-op, but major pseudo-ops may not be used in
the auto-stack mode.

2. An MCP major package requires that another
major package (or itself) be entered at some time
subsequent to its $RET.

In these cases, the prime routine is used to enter
the request in a revolving queue which the return
routine must empty before returning to PP. When a
major pseudo-op routine is given control by the return
routine because it was primed, its tentacle table has
the following unique characteristics which remain when
the pseudo-op routine requests $RET, and are used
by the return routine to determine subsequent control.

1. The user is MCP. '

2. The FWA of the last tentacle table used is zero.

3. The return address is zero.

The Program Status Table: The program status table
is a two word table used to record the various modes
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of PP and MCP. The first word denotes PP status,

the second MCP status. Both words have the same

structure:
Symbol

Bits Quantity

0.0 .0-.17 Address of the file area table
corresponding to the I0OD
reference number for which
$WAIT was requested, if the
wait is still in effect. If the
wait is not in effect, it is 0.
SAS .25 Auto-stacked bit. 1 denotes
the program is auto-stacked,
0 that it is not.

SQK .32-.49 Interrupt queue count. 0 if
no interrupts are stacked for
program.

SS10 .61 SIO bit. If 1, the program is

in SIO mode.
The Logic of the Return Routine

IC at MCP Level (SI=1): The return routine (Figures
21,22) is entered at CRETN from the identifier. If
the IC is at MCP level (SL is one) $RET was requested
by one of the following:

1. An MCP auto-stacked routine (I-O fixup).

2. A major package which was primed.

3. A major package being used by PP.

4. A major package being used by another major
package.

Considering each in turn (Figure 21), if MCP is
auto-stacked, the auto-stack bit is reset in the pro-
gram status table (SPROGS). MCP may either be in
SIO mode or not in SIO mode. If in SIO mode, then
MCP interrupted MCP (MCP is non-SIO at PP level)
and return is made restoring low registers from
SLRMCP. If not in SIO mode, there may or may not
be MCP interrupts stacked. Any stacked MCP inter-
rupts must be taken, taking a waited interrupt first
if it has occurred. I MCP is not in SIO mode and has
no interrupts stacked, then SLRMCP is examined.

If it is in use, MCP interrupted MCP and return is
made restoring low registers from SLRMCP. Other-

wise, control is given to MUPI1 to attempt return to

PP. (MUPI logic is described later in this section.)
If $RET is requested by a major package (not auto-

stacked), MCP is put in non-SIO mode. X the

requesting routine was primed, (MCP user, FWA of

last tentacle table zero), control is given to MUP1

to attempt return to PP (case 2).
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If $RET is requested by a major package being
used by PP, the tentacle table parameters are
restored as specified, the return address is moved
from the tentacle table to SICBU, and control is
given to MUP1 to attempt return to PP (case 3).

If $RET is requested by a major package being
used by another major package, the tentacle table
parameters are restored and the return address
placed in the low register buffer (STIC). Conditions
are set up for return to the routine via the IF analyzer
(MTC2A), and if no MCP interrupts are stacked, the
IF analyzer is entered. If MCP interrupts are
stacked, the unstack routine (KUNSTC) is entered
(case 4). NOTE: MCP interrupts are unstacked even
if a SIO'd major package is returning to a SIO'd major
package.

MUPI Program: Control is given to MUP1 under the
following circumstances:

1. MCP interrupted PP and is returning from auto-
stack with no MCP interrupts stacked.

2. A primed routine issued the $RET. (Primed
routines originally get control from MUP1).

3. The routine which issued the $RET was being
used by PP.

At MUPI1, control is given to the unstack routine
(KUNSTC) if any MCP interrupts are stacked. If
the prime queue is not empty, the next major package
in the queue must be unprimed before returning to
PP. Its busy bit is tested. If the routine is busy,
implying that it released control while waiting for
I-O activity to be completed and was subsequently
primed, control is returned to the $RET request via
the service op return routine. This establishes an
enabled loop which will continually renew the request
to unprime the routine while allowing the I-O inter-
rupt to occur. If the routine is not busy, the param-
eters are moved from the prime queue to the tentacle
table, the prime queue controls are adjusted, and the
tentacle table is set up to indicate that the routine was
primed. "The IF analyzer is then entered at MTC1
to complete entry to the routine.

If no routines are primed, the address of the current
tentacle table (MCR) is cleared (MPP1), and $9 is
adjusted to refer to the PP program status table

(SPROGS). The subroutine JMPP1 is entered to
determine if either $OP, $AD, $USA, or $DS had come

on simultaneously with an I-O interrupt when PP was
interrupted. If so, dispatcher error control (SDISP)
is entered at PP level with the type 14 error code set
in $14. Otherwise, the subroutine returns, and PP
is checked for auto-stack or SIO modes. If in either,
or if it has no interrupts stacked, control may be
given to PP restoring registers from the backup
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buffer (SLRBU). If PP interrupts are stacked, the
contents of SLRBU are moved to SLRPP, and an
interrupt is unstacked.

If return is to be from the backup buffer, it must
be examined (CRETBU) to determine that TS and
EXE are not set. (See the maskable interrupts.) If
either is on, the corresponding interrupt is faked by
entry to the parallel interrupt table (SIPT) at the
appropriate point. If both are off, control is returned
to PP with registers restored from the backup buffer.

IC at PP Level (SI=0): If $RET is requested by PP
(SL=0), the return routine (CRETPP, Figure 22)
examines the PP auto-stack bit in the program status
table (SPROGS). If PP requested SRET in main
stream, STIC is adjusted to the half word after the
$RET pseudo-op and the service op return routine
(KSUPP) is used to return immediately. When $RET
is requested by PP I-O fixup, PP is taken out of
stack mode. Then, if PP is in SIO mode and waiting
for an interrupt, the search subroutine (KSERCH) is
entered to determine if the waited interrupt has been
stacked. If it has, it is unstacked and control given
to the receptor at KINTTY. If PP is not in SIO mode
and has interrupts stacked, one-is unstacked: either
the one waited (if PP is waiting and the waited inter-
rupt has occurred) or the next one to be unstacked.

If PP is in SIO mode and not waiting, or not in SIO
mode and has no interrupt stacked, the routine
(CPSNOW) uses the JTSEXE subroutine to determine
if the TS indicator had been set in SLRPP since the
I-O interrupt, or if the EXE indicator had been set
with the I-O interrupt. In either case, the interrupt
is faked by entering the parallel interrupt table (SIPT)
at the appropriate point. (See maskable interrupts.)
If neither is on in SLRPP, low registers are restored
from SLRPP and control returned to the location
specified in SICPP.

Figure 23 tabulates the exits from the return
routine.

Error Control

The dispatcher error control is entered when errors
generated by program execution are detected by MCP.
The routine determines the program responsible for
the error. If PP generated the error, ABEOJ is
primed, and a message written on the output tape.

If MCP generated the error, a message is written

on the typewriter and a BD, $ executed.

The error control routine is entered disabled at
SDISP (Figure 24) with the A8 error code in $14VF.
If the error occurred at MCP level, or if the error
is an MCP error (denoted by the magnitude of the
error code), the console is released and the error

code is converted from A8 to IQS. It is placed in an
1IQS message which is typed (TYPE XX ERROR), and
a BD, $ executed.

If SDISP is entered at PP level with a PP error
code in $14VF, the MCP mask and boundaries are
selected, SLRBU is filled from STLR, and MCP level
is set. ABEOJ is primed, the error code placed in
the message skeleton, and control given to the short
message routine (ZSPLPR).

The error control routine may be entered at
SDSPDS if PP accomplishes a branch to 40. 0(g) or
40.40(gy. In this case, low registers are saved in
STLR, error code 16 put in $14VF, and control given
to SDISP.

When the error routine branches to the short
message routine, the flow of control is predetermined
all the way to the ABEOJ package. The short message
routine enters the system print program, a major
package. The tentacle table for the system print pro-
gram will have the user bit set to MCP, and the FWA
of the last tentacle table used will be zero, since
none was used since PP last had control. When $RET
is requested by the system print routine, the return
routine will decide that system print had been primed,
and examine the prime queue for other primed
routines. ABEOJ was primed when the level was
changed, and thus will be unprimed immediately, and
control never returned to the short message routine.

Error Codes - Problem Program Errors:
Error
Type $14VF Meaning
1 10001.0 Illegal IF Interrupt
2 10002.0 Pseudo-Op code invalid
3 10003.0 Channel not available
3 10003.0 Unit not available
4 10004.0 IOD invalid, or Unit not
assigned
5 10005.0 I-O TOE address on I0OD
card invalid
6 10006.0 Request for too many seratch
tapes
7 10007.0 Control word invalid
8 10010.0 Control word address invalid
9 10011.0 Communication with protected
area
10 412.0 Dump format invalid
11 401.0 $Chex linkage specifies an
illegal address
12 402.0 Unit suppressed
13 403.0 50 maskable interrupts
14 404.0 OP, AD, USA or DS inter-

rupts
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Exit to Conditions

KUNSTC An MCP or PP interrupt
must be unstacked.

KINTTY A waited interrupt must
be taken.
MTC1 There are no MCP interrupts

to be unstacked, but a primed
routine must be entered.

MTC2A Returning to the MCP routine
which was using the routine
that gave $RET.

KSUPP Return to location is STIC.

SDISP AnOP, AD, DS, or USA
interrupt occurred simultan-
eously with the interrupt
which caused the change to

MCP level.
Retumn to $RET given by an MCP fixup.
MCP at MCP has no interrupts to be
location of unstacked.
interrupt
Retum to No interrupts to be unstacked,
PP at no MCP routine to be unprimed, -
location of no unfinished MCP routines, no
interrupt error interrupts.
SIPT TS occurred while in PP fixup
(Parallel or at MCP level or EXE
interrupt occurred simultaneously with
table) the I-O interrupt.

Figure 23, Exits From The Return Routine
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Registers
Restored

(1) If return to a major

package from a major
package is being post-
poned to take an MCP
interrupt, (STLR) are
moved to (SLRMCP).

(2) If return to PP from
MCP is being postponed

to take a PP interrupt,
(SLRBU) are moved to
SLRFPP).

None.

Tentacle table linkage
set up.

Return address set in

MTC3A.

All by KSUPP from
STLR.

Error code in $14.

All from SLRMCP.

All from SLRBU or
SLRPP,

All from SLRBU.

Remarks

An I-O table of exits will get
control in the auto-stack mode.

MCP or PP is waiting, and the
waited interrupt has been found
stacked.

The routine is entered via the IF
analyzer which sets up entry ad-
dress and modes.

When an MCP routine uses another
MCP routine the latter must per-
form any necessary saving and
restoring of registers.

Return to linkage at B, $MCP is
made if the next primed routine
is busy. Retumn after the linkage
is made if $RET is given in PP
main stream. See the service op
return routine.

No return will be made. Control
given to error control.

Normal return when MCP is
interrupted.

Ultimate retum,

Registers restored from SLRBU
if MCP gave SRET, and from
SLRPP if PP gave $RET,

These are weated as maskable
interrupts. They require special
handling since they are permanent-
ly masked on, Entry to the para-
lel interrupt table releases the
interrupt.
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Error
Type $14VF Meaning
15 405.0 Bad label
16 406.0 Successful B, $MCP
17 407.0 Bad PTOE address
18 410.0 Illegal $COMM first word

address

Error Codes - MCP Errors:

Error
Type $14VF Meaning
75 3405.0 MCP setup I-O error
76 3406.0 I-O operation rejected
77 3407.0 File not stacked in interrupt
queue
78 3410.0 Interrupt queue too small
79 3411.0 Prime queue too small
80 4012.0 MCP error while auto-stacked
81 4001.0 MCP EPGK
82 4002.0 Special assignment error

The Prime Routine

The prime routine is used to enter the parameters in

a revolving queue, and to update the prime queue

count. The return routine empties this queue, honoring
the prime request.

The prime routine (Figure 25) is entered with the
calling sequence:
SIC, SPRIMR
BD, SPRIME
,» $OP
(Parameter specification as
for entry via the IF analyzer.)

After saving index registers 0 through 4, the routine
adds the pseudo-op code to the base address of the IF
analyzer operation table to fetch the address of the
tentacle table. The routine uses the tentacle table to
determine the number of parameters to be stored in
the queue, the return address, and the form effective
control. The tentacle table is not changed.

The current queue count (MPRMQK) is examined.
If zero, the prime and unprime control words (MR4,
MRS5) are initialized to insure synchronism.

The parameter count specified by the tentacle table

is added to the queue count and to the linkage address,
and the resulting return address is stored. If the

updated queue count exceeds 30 half words, dispatcher
error control is entered at MCP level with error code
79 in $14.

The new queue count is stored (MPRMQK), and
the current prime queue control word (MR4) is used
to control storage of the parameters in the queue.
When the parameters have all been entered in the
queue, the updated control word is stored, index
registers 0 through 4 are restored, and control is
returned (still disabled) to the linkage return address.
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SYSTEM OPERATION PROGRAMS

In order to accomplish its function as system super-
visor and automatic operator, a substantial portion

of MCP is devoted to programs concerned with sys-
tem operation. These programs will be considered

in three general areas:

1. Initial program load -~ programs concerned
with getting the system started.

2. Job control - programs concerned with
guiding jobs through the system, making absolute
assignments for symbolic I-O, providing tape
mounting instructions for the operator, etc. .

3. System commands - programs concerned with
requests to change some facet of system operation.

The initializing program, by its very nature, is a
one-shot program which must give consideration to
all aspects of system operation. Two other programs
are major packages or subroutines of major pack-
ages. They communicate in the manner previously
discussed, using the tentacle tables, the priming
mechanism, and the return routine. (See the Dis-
patcher.)

SYSTEM INPUT MODES

The first step in the study of system operation pro-
grams is to discuss the characteristics of the system
input modes and the usage of the system input pro-
gram. From the point of view of program logic, sys-
tem input may be classified as either being in over-
lapped mode or not overlapped (bypass) mode. (Refer
to the portion of the MCP Reference Manual concerned
with system modes.) Although there is a distinction
between on-line and offline overlapped modes, its
influence on program logic is not as great.

Overlapped Modes

In the overlapped modes, the input program has two
input sources operating at the same time. One source
is the read tape, which provides jobs to phase 4 of

job control (JC4) to run, and the other is either the
scan tape or the card reader, which provides cards

to Phase 1 of job control (JC1). JCI1 makes prelim-
inary decisions concerning which jobs canbe executed,
and sets up I-O assignment tables to allow tape
mounting instructions to be given before the job comes
up for execution.

The system command package must be sensitive to
both the source of a command and the mode of the sys-
tem. Commands encountered by JC1 may require
immediate action, or may have to be deferred until
phase 4. For example, a COMD, OUTPUT will be
performed immediately if the source is JC4 or the
console, but deferred if the source is JC1.

Bypass Mode
In the bypass mode, JC1 has no function. I-O assign-
ments are made as the jobs are encountered by

phase 4 of job control.

Use of the Input Program

The system input program provides one system
pseudo-op, $SCR, which is available to any program.
This pseudo-op provides cards from the phase 4
source (the read tape, or the card reader in the by-
pass mode), provided a job boundary is not encoun-
tered. The first card of a job is defined as the first
JOB or COMD card not preceded by a B card (ex-
cluding T cards).

The input program provides a special pseudo-op,
SSCR4, for the benefit of JC4. The SSCR4 pseudo-op
is a request for the next card. However, it differs
from $SCR in calling sequence and the meaning of the
end return. The calling sequence for SSCR4 is:

B, $MCP
, SSCR4
H FW. A(I)
(end return)
(normal return)

The SSCR4 pseudo-op is a request for one card;
thus, no card count is provided, and a partial trans-
mission is not possible. The end return is given by
the input program when no cards are immediately
available from the phase 4 source. This differs from
the end return for $SCR, which is given when no more
cards are available for that job. JC4 uses SSCR4
when it is looking Tor a job card, and only at the
beginning of a job.

The input program provides one other pseudo-op
with an eight valued parameter. This pseudo-op,
SKOM, is most easily discussed by considering the
eight sub-types as separate pseudo-ops, as follows:



Pseudo- Calling

Op Sequence Function

SCR1 B, $MCP To be used by JC1 to
(3.0) , SKOM request the address of
, SCR1 the next card in the phase
A VF, 0.0 1 buffer. That address
(End return) will be placed in A. End
(Normal return) return will be used if no
cards are available.
SCAN B, $MCP To be used by JC1 to
(3. 32) , SKOM request the input pro-
, SCAN gram to respond to the
(Normal return) next SCR1 request with
the first card from the
next job. (SCAN to the
next job boundary in the
phase 1 buffer.)
SEJSCN B, $MCP To be used by JC4 to
(1.32) , SKOM request the input pro-
, SEJSCN gram to respond to the
(Normal return) next SSCR4 request with
the first card of the next
job. (SCAN to the next
job boundary in the phase
4 buffer.)
SONL B, $MCP To be used by the system
0.0) , SKOM command program to
SOFFL » (Parameter) inform the input program
(- 32) (Normal return) of a mode change com-
SBYP mand.
2.0)
SEOF B, $MCP To be used by the, system
(1.0) , SKOM command program to
SREW , (Parameter) inform the input program
(2.32) (Normal return) of an input command.

Being major packages, any of the operations previ-
ously mentioned may be primed instead of‘entered
directly.

JOB CONTROL
Job control consists of four major packages and their

subroutines (decode, unassign, assign, move, etc.)
servicing eight pseudo-ops:

Major
Package Pseudo-Op
JC1 SJci1
JC4 $EOJ
$ABEOJ
SJC4
Resume Load $RESLD

The accounting program SLOG1
(logger) SLOG2
SLOG4
Job control will be discussed considering only the
overlapped mode of operation. It will be shown later
that operation in the bypass mode actually is a special
case of overlapped operation. Remember that the basic
purpose of overlapped operation is to accomplish tape
mounting for one job while a preceding job is running.
The following discussion presents the basic concepts
of preassignment of tape units as done by job control
in overlapped operation. The actual implementation
may differ in detail due to various environmental
constraints.
Overlapped operation is controlled by phase 1 of
job control (JC1), phase 4 of job control (JC4) and
the subroutines, decode, unassign, assign, and move.
These routines are all tied together by a set of tables
called the I-O assignment tables. A detailed descrip-
tion of these tables appears elsewhere in this section.
For the moment, they will be defined as having one
entry for each job which has passed through phase 1
(JC1 scanning) but not though phase 4 (JC4 EOQJ). An
entry will be defined as something to identify the job
and its I-O requirements. Then, the functions of the
six routines may be defined as follows in terms of
operations on or for the jobs in the tables.

Job Control 1: Attempts to keep the I-O assignment
tables full by taking input (jobs) from the scan source.

Job Control 4: Attempts to empty the I-O assignment
tables by taking jobs from the read source and running
them.

Decode: On request from JC1, decodes IOD cards into
an entry in the tables.

Unassign: On request from JC4 at EOJ, makes the

I-O devices used by the PP being terminated available
to assignment.
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Assign: On request from JC4 at the beginning of the
next job in the PP reference table, insures that all
its I-O requests have been assigned; in addition, it
proceeds down the table assigning leftover tape units
until either the tape units are all assigned or the tape
requirements of all jobs in the table have been met.

Move: On request from JC4, constructs the I-O con-
trol tables needed to run the next job in the tables.

Thus, overlapped operation could be pictured as
JC4 pursuing JC1 around the I-O assignment tables,
one trying to keep them full, one trying to empty
them, with both making demands on the input pro-
gram for jobs from different sources.

Bypass operation can then be considered as over-
lapped operation with a set of tables whose capacity
is one job.

Job Control, Phase 1 (JC1)

The job control phase 1 major package performs two
tasks in MCP. First, it enters symbolic information
into the three I-O assignment tables: PP reference,
I-0O request, and first reel, for pre-assignment of
I-O. Second, it makes preliminary decisions about
the executability of jobs. A subsidiary function is to
dispatch COMD cards to the system command pro-
gram. JCI1 may be considered an interface between
the input program and the decode routine, and between
the input program and system command package. It
operates only in the overlapped mode, and scans jobs
on the phase 1 system input tape.

JC1 is entered when first used, at YC11ST, and at
YC1A on subsequent occasions. It operates enabled,
and is always entered via the unpriming mechanism
in the return routine, having been primed by JC4 or
the input program. JCI1 uses three other major
packages and two subroutines, as tabulated:

Job Control 1 (Figure 26) normally gets control
from the input program, via the unprimed mechanism,
when a new job is sensed in the input Phase 1 buffer.
JC1 then examines the B cards in that job until either
the buffer is empty or the job is fully entered in the
I-O assignment tables. Normally, then, JCI consists
of a loop through the calling sequences to the input
program and the uncode and decode routines. The
remaining code exists essentially to handle special
returns from these three routines.

Special Returns for JC1

One such return is end return from the input pro-
gram, meaning that the input buffer is temporarily

exhausted. JC1 gives up control via $RET, with the
assurance that it will be given control when the supply
of cards is replenished.

Another return is error return from uncode,
meaning one of four things has been detected: (case
1) a COMD card, (case 2) a T card, (case 3) the first
non-B card, and (case 4) a real error in the B-card
in question. Case 1, the appearance of a COMD card,
is handled by going to the system command routine.
Error return from this routine, in turn, means that
the COMD card said REJECT. JC1 effects the reject
by setting the TRJECT (see I-O Assignment) bit to
one in the PP reference table for the last job. Case
2, a T card, is ignored by JC1. Case 3, the first
non-B card, signals that the current job is now com-
plete in the I-O assignment tables. A final entry is
made to decode, the input program is instructed to
scan to the next job, and control is given up via $RET.
Finally, Case 4, a real error in a B-card, causes
JC1 to enter decode with a reject disposition set, and
from that point it proceeds as in Case 3.

A third exception occurs when the decode routine
comes back with error return. If one of the I-O
assignment tables is full, SJ1FUL is set to one, and
control is given up via $RET (see JC4). Other decode
rejects reduce to Cases 3 and 4, as discussed. When-
ever JC1 rejects a job, it gives JC4 a reason for it
by placing the address of a-4-word diagnosing error
message in the second word of the PP reference table
for that job. This message will then be printed by
JC4 in lieu of running the job.

Miscellaneous JC1 Functions

JC1 has other miscellaneous functions:

1. JOB cards, in addition to furnishing an ID for
the PP reference table, cause JC1 to enter the
accounting program, via SLOG1 (see description of
accounting procedures).

2. Any TYPE, COMPILE card will terminate
analysis of the current job, since the following cards
are only symbolic input.

3. To accommodate the Fortran IV compiler, 10D
cards are ignored by JC1 if the type field begins with
$. Such IOD's are treated as T cards.

4. Before each new job is scanned by JC1, a bit
(REJJOB. 61) is checked. If this bit is on, an uncor-
rectible data error has been associated with the
previous job (see Input Program). JC1 will reject
the previous job just as if a COMD, REJECT has been
encountered.

5. The first time JC1 is entered (at YC11ST) it
saves the IPL reject count, which is a count of the
number of jobs to be skipped by JC1 and JC4 before
execution is begun. This count is tested and decre-



Name Symbol Linkage

SKOM B, $MCP
, SKOM
, 3.32

Input
Program

B, $MCP
, SKOM
, 3.0
YCICA , 0
End Return
Normal Return

Input
Program

SKOM

YUNCOD LVI, $14, YIUCXW
B, YUNCOD
XW, 0

VF, 1.0

, 0($10)

, YC1DB
Error Return

Normal Return

Uncode

@DISP

SCOMD B, $MCP

, SCOMD

, 1.0

, YC1DB

, 0
End Return
Normal Return

Commands

SLOG1 B, $MCP
, SLOG1

NOP, ($10)

Logger

LDECOD LVI, $15, $+1.
B, LDECOD
VF, YC1DB-1.
CF, 0

VF, 0

Error Return
Normal Return

Decode

mented at the beginning of each job, and jobs are
skipped until the count reaches zero. They are never
entered into the I-O assignment tables, and they will
be ignored by JC4.

Job Control, Phase 4 (JC4)

Phase 4 of job control (JC4) has several functions.
One of its functions is to be the instrument for the
removal of a job from the computer, involving such
things as unloading of tapes used by the PP, dumping
in response to SEDUMP requests, closing of the job's

Funection

Instruct Input Program to scan to
next job.

Request the location of next card in
the Input Program Phase 1 buffer.
(Location is placed in YCICA.)

Verify card, convert, and break out
into YC1DB.

To route COMD cards to the command
major package.

To give a logger card during Phase 1.

To enter JOB names and I-O requests
into the I-O assignment tables and
make a preliminary check on the IOD
cards.

system output file, and several other items. Other
functions of JC4 all involve the initiation of execution
of problem programs in response to the B-cards
which precede every MCP job. JC4 initializes PP
memory and MCP so that the new job is ready to be
loaded and executed. It sets up the boundary control;
in response to IOD cards, it builds the I-O tables for
the PP; it instructs the operator to mount and dis-
mount tape reels according to the IOD cards of the
current job or jobs to be run; from the TYPE card

it determines the compiling chain (if any) to be used,
and keeps track of its links; it recognizes and dis-
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patches COMD cards to the system command routine;
and finally, it scans and takes appropriate action on
the I-O assignment tables built by JC1. Thus, JC4
is partly an end-of-job, mostly a beginning-of-job,
and only for compilers a control-of-job program.

JC4 has one entry point, YC4NO, and three pseudo-
ops associated with it:

1. $EOJ -- the current job (or compiler) has
finished normally.

2. $ABEOJ -- the current job has finished abnor-
mally. ‘

3. SJC4 -- the current job does not exist; JC4 has
been trying unsuccessfully to get a JOB card from the
input program.

Both $EOJ and $ABEOJ may be given either by the
PP or from an MCP major package via SPRIME.
However, SJC4, occurs only when JC4 primes itself.
JC4 runs enabled, in the non-SIO mode, and saves
and restores no index registers. It runs mostly in
PP memory.

The only exit from JC4 is a $RET with, however,
one or more of five pseudo-ops primed previously:

$RESLD, SJC4, SCOMD, $EOJ, and SJC1. Of these,
$RESLD is primed normally at the end of JC4 when

a new job or compiler is ready to be loaded. At this
point the SLRBU buffer will contain the proper
boundary control, the remainder of the buffer con-
taining all zeros with the exception of the MK and IF
mask bits. The next pseudo-op, SJC4, is primed
when JC4 is unable to read a job card. If a COMD
card were read instead, SCOMD would be primed as
well. $EOJ is primed whenever JC4 detects an error
in the job prohibiting its execution. Finally, SJC1

is primed (along with $RESLD) whenever JC4 sees
that the I-O assignment tables have been filled
(SJ1FUL = 1), and some space has been made avail-
able again.

Major Package Pseudo-Ops Used by JC4

The major package pseudo-ops used by JC4 are
shown on the following page.
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Major Package

Input Program

Input Program

Input Program

Output Program

Output Program

Dump

Disk Fetch

Logger

Logger

Pseudo-Op

SKOM

SSCR4

$SCR

SSPEOJ

$SPR

$DUMP

$FETCH

SLOG2

SLOG4

Linkage

B, $MCP
, SKOM
, 1.32

B, $MCP
, SSCR4
, YBCBU
End Return

B, $MCP
, $SCR
, YBCBU
, 1
, 0
End Return

B, $MCP
, SSPEOJ

B, $MCP
, $SPU
, YBCBU
, 1.

B, $MCP
, $DUMP
, YEDLL

B, $MCP
,» $SFETCH

(AX)DD(BU, 48, 6), . .

, 0
, YBCBU
, 15.
, 0
B, WRESTR
NOP

B, $MCP
, SLOG2

B, $MCP
, SLOG4

NOP, YBCBU
NOP, YJCDBU

>

X

Function

To "scan' to the 1st card of the
next job.

To ask for the 1st card of a job.

To ask for other B-cards in a job.

To empty the buffers and write a
tape mark on the system output tape.

To write a job card on the output
tape.

To dump according to $EDUMP
formats in case of $ABEOJ.

To get LIM and IOD cards for com~
pilers and compiled PP's.

To signal end-of-job to a logger.

To give a logger CC and A8 JOB
cards at beginning of job.



JC4 Service Ops and Subroutines

JC4 also uses the following service ops and sub-

routines:

Name

Commentator

$TIME

Short Message

Prime Routine

Return
Major Package
Fetcher

A6 to IQS
Conversion

Breakdown
Routine

Symbol

$COMM

$TIME

ZSPLPR

SPRIME

$RET

YMPFCH

SA6IQS

SBRKS8

YPCCT

Linkage

B, $MCP
, $COMM
, YC4CM
CF, 4.0

B, $MCP
$TIME
VF, YC4CM2

SIC, ZSPLP9

BD, ZSPLPR
, WSPLL
» 9.0

SIC, SPRIMR
BD, SPRIME
» (3OP)

B, $MCP
, SRET

LX, 1, YXWEJM
B, YMPFCH

LVI, 15, $+1.
BD, SA6IQS
VF, YJCDB1+1.
CF, 8

VF, YC4CM1

LVI, 15, $+1.
BD, SBRKS

VF, YUCBF1+.6
CF, 71.

VF, YUCBF2
CF, 0

(error return)

Function

To print on-line a beginning of job
message.

To put the time of day into the afore-
mentioned message.

To print the job card on the output
system tape.

To prime one or more other pack-
ages, such as SCOMD.

To return.

To get itself into memory from disk.

To get the JOB name into IQS.

To get the compiler names in a chain
broken out, and ready to put into
KSILO.
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JC4 Routines

The preceding routines are outside Job Control.
The following routines are all basically a part of JC4.

Name

Decode

Assign

Move

Uncode

Card Code
to A6 Con-
version

Unassign

JC4 Print

Read From

Symbol
LDECOD

YDECVF

TASIGN

TMOVE

YUNCOD

SCA6

TJUNAS

YPR

YRDFSO

Source Routine

54

Linkage

LVI,
Bs
VF,
CF,
VF,
Bs

LVI,
B,
XW,

LVI,
B,

XW, C, D, E, F
(error return)

LVI,
B,
XW’
VF,

2

(error return)

LVI,
BD,
LVE,
CF,
VF,

LVI,
B,

$15, $+1.
LDECOD
0

7

0

YICER2

$15, A
TASIGN

$15, B
TMOVE

$14, A
YUNCOD
B, C, D
DISP
F(J)

$15, $+1.
SCA6

, SJCTWS
80
YUCBF1

15, A
TJUNAS

1, A
YPRRET
YPR

$15
YRDFSO
YBCBU

Function

To enter I-O requests when in the
bypass mode or for compiler I0D
cards.

To assign I-O requests, in both
bypass and overlapped modes.

To construct I-O tables for the next
job to be run. Secondly, to clear out
a slot in the PPREF table.

To verify, convert, and break out
card designated by disp, and put
information in A and F{J).

To convert compiler names to BCD.

To clear the I-O tables and get
ready to assign new job or compiler.

To print error diagnostics on or off
line on a selective basis for each
installation.

To get an 10D card from $SCR, disk,
or core.



JC4 Operations

JC4 will be described in 6 general areas: end-of-job,
beginning-of-job, bypass I-O assignment, overlapped
I-O assignment, compiler control, and error control.

End-of-Job

The code from the entry point of JC4, YC4NO
(Figure 27), through YC4B2 is essentially concerned
with terminating the previous job. First, to prevent
the operator from entering spurious EOJ commands
through the console while JC4 has control, the initial
entry bit to the loader is checked to make sure the
entry is valid. Next, the PP's I-O location table is
checked to make sure that JC4 will not conflict with
PP I-O when it calls itself in from disk. If $ABEOJ
was the pseudo-op, the dump program is entered and
YEOJS and SPINCL are set accordingly. YEOJS, if
set to one, will prevent further compiling and SPINCL
affects the conditional saving of tapes in SFREE (see
Unassign). After calling itself in from disk, JC4
checks the op code for SJC4 to skip the end-of-job
procedure if it has already been effected, i.e., JC4
is looping waiting for a new job card.

The next step is to reset SSYRFT, the temporary
arc assignment pointer, to SDKMCP, the permanent
reset arc (see description of move routine later in
this section). Now the compiler routine YC4INT is
entered if a compiler was running, otherwise, the
input program is instructed to "scan' to the next
JOB or COMD card. The PP's I-O is then
"unassigned", and the output program instructed to
empty its buffers (SSPEOJ), provided there is some-
thing in them (YSSPBT = zero). In addition, several
items are reset, among them the commentator buffer
(PONOUT) and the maskable interrupt counter
(YMISCO). At this point termination of the current
job is complete, and JC4 is ready to begin a new job.

Beginning-of-Job

At YC4B2 (Figure 27), the LFINB bit is checked to
see if decode is currently processing B cards for
JCl. If so JC4 effects a waiting loop by priming
itself and issuing $RET. If this were not done,
decode might possibly construct a fictitious PPREF
slot in phase 1, or too large an IOREQ table in phase
4. The SSCR4 pseudo-op is then used to ask for a
job card. If the input program gives end return, JC4
again waits via a prime SJC4-$RET sequence, but
first it checks SJ1FUL to make sure phase 1 is not
stopped for lack of table space. If the input program
gives normal return, the card is sent to uncode for

verification. If it is a JOB card, one more hurdle
must be passed: the WREJJB routine which checks
for phase 1 rejects (see JC4 error control). Then
the job card is converted to A8, given to the logger,
converted to IQS, and printed and punched on the out-
put tape. A message is printed, using the commenta-
tor, with the job name and the time of day. With this
message, the job is fully annotated, and JC4 turns to
the succeeding B-cards. Two separate logic flows
exist, one (for the bypass mode) beginning at YTCSR,
the other (for the overlapped modes) at WJ4PA. The
flow converges again at WJC4G.

Bypass I-O Assignment

In bypass I-O assignment (Figure 27), the TYPE card
is read and uncoded using the Uncode routine. If it
contained COMPILE or COMPILGO, the compiler
set-up routine is entered at YCOJB1. If not, the
LIM card is read at YC4B5. The read source routine
is used because the flow is rejoined at this point for
compiler LIM and IOD cards. The limits are saved
in all the necessary places: YEDLL, the $EDUMP
buffer; SLRBU, the eventual boundary control regi-
ster; and SMARK, to establish the upper extent of the
PP's I-O tables. Before the upper limit is used to
establish the PP I-O location table base address
(SBAPP), JC4 makes sure it is greater than YMAX,
to prevent any possible memory conflict. The next
step by JC4 is to string out all the IOD cards in mem-
ory in the format required by the decode and move
subroutines. This is done in a loop beginning at
YIODSO (Figure 28) which is broken normally when
the first binary card is encountered. The code from
YC4C9 to WJCAG effects successively the decoding

of the IOD and REEL cards, the actual I-O assign-
ment, and the construction of tables by Move. This
whole sequence is skipped for jobs with no IOD cards.
At the end SCORG is checked so that special action
may be taken for compiler at YC4INT.

Overlapped I-O Assignment

This logic starts at WJ4PA (Figure 29) by checking
the TYPE card, as in the bypass mode. It proceeds
to YCOJB if compiler setup is necessary. At WJ4PF
the read source is set to $SCR, because WJ4PFF is
the entry point for go phases of overlapped COMPILGO
jobs. Now the logic differs from that of the bypass
mode. Since the IOD cards were decoded by JCI1,

the PP is ready to be assigned. If all goes well, the
LIM card will be read (at WJ4PG) and uncoded. If
assignment comes back with a reject, a diagnosing
message will be printed. After uncoding the LIM
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card, the overlapped mode logic borrows some by-
pass code, at YL1, to process the limits. The by-
pass code returns to WJCV-1.0 at which point JC4
goes intoc a loop from WJCV to WMOVIO+1.¢ (Figure
30), to "move' the IOD and REEL cards. In addition
to constructing I-O tables for the PP, Move checks
the job name against the name in the PP reference
table, and steps the TPPRUN pointer to the next table
slot (see I-O assignment). It is therefore necessary
for JC4 to enter Move even if there are no I0D cards.
This is done at WTEST, the normal exit from the
loop, if the initial entry to Move is still on. When
the IOD cards are exhausted, the overlapped mode
logic rejoins the bypass logic at WJC4G.

Compiler Control

During their execution, compilers are treated by
MCP exactly as any other problem program. How-
ever, JC4 treats them in a special way for three
reasons: (1) their binary decks, LIM and IOD cards
are in PROSA on the disk, (2) they may be chained
together, (3) their output may be executable programs
(COMPILGO). Because of reason 1 above, JC1 does
not scan the LIM and IOD cards in the overlapped
mode, meaning that IOD cards must be decoded and
assigned from scratch by JC4. Therefore, all
compiler IOD's are assigned by JC4 in the bypass
mode. When a COMPILE or COMPILGO TYPE card
is uncoded by JC4, the compiler setup routine is
entered at YCOJB (overlapped mode) or at YCOJB1
(bypass mode). At YCOJB (Figure 30), JC4 must
first determine whether the job was pre-rejected by
JC1 (TRJECT =1). A COMPILGO job will be run in
the compile phase in this case only if the pre-reject
was due to decode, and both list and punch options
called for, since the compiled deck may then be
easily corrected. Otherwise, the pre-reject will be
diagnosed at WJ4PFF (I-O assignment will return
with reject disposition set). If the job is a COMPILE
job and was not pre-rejected by JC1, the TPPRUN
pointer is stepped by entering Move at YCPREJ.

This must be done to keep the pointer in phase with
the jobs being executed, since a slot for this job was
created by JC1. The compiler setup begins in ear-
nest at YCOJB1. After fetching the processor chain
type-area for the compiler chain named on the TYPE
card, JC4 converts the individual compiler names to
BCD and "breaks out" the names in order to set up
the communication region. When KSILO is initialized,
JC4 sets up $13 to cause the read source routine
(YRDFSO) to transmit LIM and IOD cards from lower
memory. The bypass logic for I-O assignment is
then entered at YC4B5.

The code beginning at YC4INT (Figure 31) performs
the loading of the next compiler in the compiling
chain. It is entered whenever a compiler gives $EOJ
or $ABEOGJ, and when the I-0 has been assigned
initially for the chain by JC4. It will terminate
compilation immediately if an abnormal EOJ is given
(YEOJS = 1), proceeding, if the job is an overlapped
COMPILGO, to Move at WJC4Q to advance TPPRUN
over the GO phase. Otherwise, KSILO, YDFCS and
$13 (read source) are set appropriately, and exit is
made to WJC4G. The flow continues to YLASTC when
the last link in a chain has run, at which point it
might be necessary to run the GO phase of a
COMPILGO job. This is accomplished (after setting
the necessary parameters) by branching to the appro-
priate logic (overlapped or bypass) by way of Unassign,
going directly to YL1 for BSS jobs.

Error Control

Much of the JC4 code exists to handle error returns
from the various subroutines of JC4. These error
returns may be categorized as follows:

1. Bypass and compiler errors

2. Overlapped errors

a. Before I-O assignment
b. During and after I-O assignment

3. Special (WREJJB)

In Case 1, a message diagnosing the error is
printed via YPR, followed by an exit to YRESTR
(SYN, WRESTR), which sets the YEOJS and SPINCL
appropriately and exits by priming $EOJ and giving
a $RET (Figure 32). Case 2a is handled similarly,
except that here the TPPRUN pointer must be stepped
past the current job. This is accomplished by exiting
to WJC4Q, which goes to Move and then to YRESTR.
Error returns from Assign and Move make up Case
2b. Here the TPPRUN index will already have been
stepped (although Move normally steps TPPRUN,
Assign does it when the job is pre-rejected or
rejected in Assign). JC4 diagnoses Assign rejects
by picking up the address of a message from the
TPREFT slot, the address of which in turn is found
in TNEXT (see JC1).

Finally, the WREJJB routine€ is entered each time
the first non-COMD card of a job is read. First,
the IPL reject count (SREJJB) is checked. If it is
non-zero, it is decremented, and the job skipped
over by exiting to YRESTR. TPPRUN is not stepped,
because no entry was made by JC1. If it is zero, the
current job in the PP reference table is checked for
YTRB =1. If it is, it means that although the job
was entered in the tables by JC1, the input program
was unable to bring it to phase four (repeated tape
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failure, tape breakage, etc.). The TPPRUN index
must therefore be stepped over the current slot.

Symbols

JC4 uses the following symbols in MCP:
In the communication region for IPL:

Used Modified

SCHANS X

SBAPP X

SMAXRN X X

SDKMCP X

SSYRFT X X

SMARK X

SROOF X

SJCTWS X

SCOMRG:

SPINCL - Job incomplete if zero (SFREE).

SYSMOD - Bypass if 1, overlapped if zero.

SCORG - Compile if 1, go if zero.

SJ1FUL - JC1 stopped if 1.

SJBUSY - Setto 1 by JC4 when job card is read,
to zero when $EOJ, $ABEOJ is
received. Inhibits COMD, EOJ and
COMD, ABEOJ when on.

SCNFCG - If 1, sends I-O assignment through
configuration change code.

SSPFIX,

STSBIT - Reset to zero by JC4 (see maskable

interrupts).
In the parameter pool:

YMISCO - Maskable interrupt counter, reset to
50 by JC4.

SLRBU - Set up initially by JC4, transmitted to
PP's lower registers by $RET
routine.

SREADS - Read source word used to indicate

source for cards to $RESLD. See
$RESLD.
The following symbols are used by JC4 to communi-
cate with other programs:
REJJOB+. 60 - Reset to zero by JC4, tested by resume
load. See $RESLD.

PONOUT - Words 0-2 are used by the commentator
as the 1st three words of every write.
They are reset to zero by JC4.
PHOLDB - The debugger's hold bit is reset by JC4.
YEDLL - The $EDUMP buffer is set up initially
by JC4 from the PP's LIM card.
YDFCS -~ JC4 saves the type-area to be used by

resume load here.

YLISAV - Contains loader limits for the PP and
initial entry bit (. 25) set to one for
resume load.

YLLSAV.57, indicates a T-card has
been read.

The communication region referred to
by $FECRG and $STRG and used by

*  JC4 in compiler control. See the
service routines, $FECRG, $STRG.

Defined by decode, inhibits JC4 from
starting a job when set to zero.

YTBIT

KSILO

LFINB

YUCBFI1,
YUCBF2 - Uncode buffers, referred to directly by
JC4.

Bit defined in the I-O assignment
TPREFT table. Set to one by JC1
if the input program lost the corre-
sponding job. Tested by JC4 in
WREJJIB.

Contains TPREFT address of next job
to be run. (See move)

In case of assign reject, contains
address of TPREFT slot of the
rejected job.

The symbols below are used internally by JC4:

YTRB

TPPRUN

TNEXT

YEOJS - Set if JC4 receives SABEOJ. Tested in
compiler control section (YC4INT).

YSSPBT - Set to one by JC4 if job rejected for no
job card. Prevents SSPEOJ on next
entry and subsequent double tape mark.

WJOR2 - Buffer used by JC4 for JOB and COMD
cards in broken out A6 code.

YC4SMB - Buffer used to format most JC4 error
messages.

WSPLL - Buffer for A8 JOB card.

YBCBU - Buffer used to read cards into.

Finally, YJCEM through YJ1FUL are the JC4 error
messages. Their order should remain inviolate
because of the code at YCOJB.

Job Control Subroutines

This section describes job control subroutines,
including those that actually perform a job control
function such as Decode, Assign, Move, etc., as
well as those used for such basic tasks as code con-
version, even though the latter are not functionally a
part of job control.

The Uncode Routine
At many points in job control 1 and 4 it is necessary

to verify a B card, convert it to BCD, and get infor-
mation from it. The uncode subroutine was written
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to perform this function. The uncode routine is used

with the following linkage:

LVI, $14, A

B, YUNCOD
A XW, B, C, D

VF, Disp

, FWA(D

» RA(J)

(Error Return)
(Normal Return)

where:
Disp denotes the type of card expected:
0.0 - TYPE
1.0 - JOB
2.0, - LIM
4.0 - IOD or REEL

FWA(]) is the location of the card.

RA(J) is the location where the converted card is
to be put. If RA(J) =0, no transmission is
desired.

Error return signifies that the card designated by
Disp was unidentifiable or contained in uncor-
rectible error.

Normal return signifies that the card designated
by Disp has been recognized, converted, and
processed.

For a normal return, the XW at A will contain

information according to Disp:

Disp B c D
TYPE —-—— Bits 1.18-1.22 ——
in communication
region
JOB -— Number of fields ---
LIM Lower Upper limit -
limit
IOD/REEL Absolute Number of -0
exit fields reference
number

Uncode (Figure 33) uses two subroutines, SCA6 and
SBRKS, respectively to convert the card to BCD, and
break out the fields into consecutive full word loca-
tions. (A field is defined as a collection of charac-
ters, none of which is a comma, bounded on the left
by a comma or column 9 of a card, and on the right
by a comma or column 63 of a card.) The first field
is compared against its mask in the table at YTYPMK.
If the comparison is successful, further information
must be extracted from the card. If not, error
return is given, and no information is transmitted,
unless a JOB card was expected.

The remainder of Uncode consists of three routines
to extract information from TYPE, LIM, and IOD or
REEL cards. The TYPE card routine has an exit to
JC4 if an UPDATE was encountered in the bypass
mode. A TYPE, UPDATE card causes uncode to set
loader limits to their maximum, the read source ($13)
to $SCR, and SCORG to 1 (compile). When the
$RESLD package gets control, it will be set up to load
C and P cards directly into MCP. Otherwise uncode
sets up communication region (KSILO) bits 1.18-1.22
in the calling sequence. JC4 gets the actual compiler
name from YUCBF2, the breakout buffer. The LIM
card routine converts the limits from BCD to binary,
and verifies that they do not violate MCP memory.
Note that the checking allows for the possibility that
MCP might occupy lower rather than upper memory.
The 10D card routine sets up the IOD information in
the format required by the decode and move sub-
routines.

Data and storage used by Uncode are: YIDX12 and
YUCX12 are used by the IOD and LIM card routines,
respectively, to convert numbers from BCD to binary.
YUTOE is the symbolic location of the reference
number on a BCD IOD card. Cards are converted to
BCD into YUCBF1 and broken out into YUCBF2.
YGOMK through YFORTR is the uncode symbol table.
Uncode also uses ABSSID, a data entry in the loader,
and YNLST and YNOPUN in the JC4 compile and go
subroutines.

Decode, Assign, Move

These three subroutines perform key functions in
moving jobs through MCP. Decode sets up I-O
assignment tables in phase 1 (or phase 4 bypass).
Assign associates physical I-O units with symbolic
I-O requests, assigning tape units as far ahead as
possible. Move sets up the I-O controls to run the
immediate job.

I-O Assignment Tables: The I-O assignment tables

are the PP reference table, the I-O request table,
and the first reel number table. Decode, Assign,
and Move are concerned with setting up or responding
to these tables.

THE PROBLEM PROGRAM REFERENCE TABLE
(TPREFT): This table has one two-word entry for
each PP which has arrived at phase 1 but has not
been run. The length of the table is controlled by
the parameter TPPC, the number of jobs allowed in
the table plus one. Presently this parameter is set
at 21, to handle 20 problem programs. (e.g., one
in phase 4, and ten on each of two input tapes.)
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The table control words are as follows:
TPPREF -- a constant index word for the
TPREFT table, used for refill.
TPPRUN -- an index word pointing to the next PP
to be run.
The format of the first of the two 64-bit words for
each PP is as follows:
TCRREF -- 18 bits, an address of the first word
(0.0) used within the I-O request table for
the PP.
TUNCT -- 8 bits, is the number of words used
(.28) within the I-O request table for the
PP.
TIJBPRO -- 1 bit, is zero if the PP has not been

(- 36) run or processed. It is one if the PP
has been run.
TRJECT ~- 1 bit, is zero if the PP has not been
(.37) rejected, a one if the PP has been

rejected in phase 1.
TASGNP -- 1 bit, is zero if any one or more of
(. 38)
for the PP, is one if all requests
have been pre-assigned for the PP.
TLPPEN -- 1 bit, is zero if this word is not the
(. 39) last plus one entry within the
TPREFT table, is one if this is the
last plus one entry made by decode
within the TPREFT.
TLREFN -~ 12 bits, contains the largest refer-
(. 40) ence number found on any one of the
I0OD's submitted for this PP.
TIODCT -- 12 bits, the total number of IOD's
(. 52) submitted to decode for this PP..
The second of the two words, TPNAME, is the
name of the PP taken from the first 8 characters of
the JOB card in A6 format.

THE I-O REQUEST TABLE (TIOREQ): This table
contains one word for each unique I-O unit requested
by the PP. The length of the table is controlled by
the parameter TIOC, which is the maximum number
of problem programs multiplied by an estimated
average number of units used by each problem pro-
gram. Presently the parameter is 80. The format
of each word is as follows:
TASGNI -- 1 bit, is zero if this request word
(0.0) has not been pre-assigned, and will
be set to one when pre-assignment
has been made.
TUNOBT -- 1 bit, is zero for normal pre-assign-
(.1) ment case. It will be set to one if
this request was once pre-assigned
and the unit to which it was pre-
assigned was taken from the machine
configuration.
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the I-O requests are not pre-assigned

TPRINT -- 1 bit, set to one when (if tape request)
(-2) the tape mounting message has been
sent to the operator via the commen-
tator.
TYPE -- 4 bits, indicating the equipment types
(- 3) being requested.

0001 - Disk request

0010 - Console request
0011 - Card reader request
0100 - Card punch request
0101 - Printer request
1000 - Tape request

TABSUN -- 3 bits, indicating the absolute unit
7 number to which the request has been
assigned. (Multi-unit channels only.)
TRLSYM -- 7 bits, is a number relative to a posi-

(.11) tion within the symbolic channel table.
Hence, this number is relative to the
symbolic channel field of the IOD card
which is used for channel separation.

TLAST -- 1 bit, indicates the last plus one

(-18) word of this I-O request table, used
only to note when to refill the value
field of the TIOREQ tables control
index.

TIODSQ -- 9 bits, denotes the sequence in

(.19) which the IOD for this request was

received.
TFREEL -- 18 bits, is the cross-reference
(.28) address of the reel label within the
TFSTRE table. (Tape IOD's only)
TABSCH -- 18 bits, is the absolute channel
(. 46) address (to locate the Channel Status
Table) to which this request has been
assigned.

THE FIRST REEL NUMBER TABLE (TFSTRE): This
table contains one word for each reel label requested
by a REEL card. The reel label is 8 characters long
and is in A6 format, using only 48 of the 64 bits.

The size of the table is determined by the parameter

TFRC, presently 50.

The table entry, TREELN, is the name of the tape
reel to be mounted on a tape unit. The first three
characters specify whether the tape is labelled or
unlabelled and whether the tape is protected or not
protected. The remaining five characters are the
label.

The preceding three tables are duplicated to handle
problem programs in the bypass mode. They are
only for one job, however, and the table sizes are
chosen accordingly. The formats of the tables are
the same as for the overlapped mode.



Table Usage: The usage of these tables is summa-
rized as follows:

PROBLEM PROGRAM REFERENCE TABLE
(TPREFT):

Decode Assign Move
TCRREF S US Us
TUNCT S US US
TJBPRO RE CS CS
TRJECT RE CS CS
TASGNP RE CS Us
TLPPEN S US UsS
TLREFN S NU Us
TIODCT S NU US
TPNAME S Us UsS

S = Set (most cases set to not zero).

RE = Reset (most cases set to zero).

CS = Conditional set.

US = Used but not modified (conditional).

NU = Not used, not modified.
NR = Not used and reset.

UR = Used and then reset (conditional).

I-O REQUEST TABLE (TIOREQ):

Decode Assign Move
TASGNI RE CS NR
TUNOBI RE CS NR
TPRINT RE CS NR
TTYPE S UsS UR
TABSUN RE CS UR
TRLSYM Cs U UR
TLAST Us Us UR
TIODSQ S NU UR
TFREEL CS Us UR
TABSCH RE CS UR

THE FIRST REEL TABLE (FSTRE):
Decode Assign Move

TREELN CS UsS UR

The Decode Routine: The decode routine is used by
job control to enter information from IOD and REEL
cards into the I-O assignment tables. It is entered
by JC1 in the overlapped modes, and by JC4 in the
bypass mode, with the following linkage:

LVI, 15, X
B, LDECOD
X VF, ALPHA

CF, B

VF, C

error return

normal return
where ALPHA locates the information (see following),
B identifies the system mode (zero is overlapped,
non-zero is bypass), and C is used to contain the
error code in the event the error return is used.

The table at ALPHA contains the information for

the IOD or REEL card as follows:

Location Content
ALPHA-1.0 Job name in A6 code.
ALPHA (.28-.46) Number of broken out fields
following.
(.52-.63) IOD reference number.

ALPHA+1.0 10D or REEL.

+2.0 Type or first label.

+3.0 TOE or second label etc. .

When all the requests for a job have been proc-
essed, decode must be notified in order to separate
1-0O requests from successive jobs. This final entry
is accomplished by setting the word at ALPHA+1.0
to zero. Also, after several entries have been made
in the tables, it may be necessary to reject the job
and clear these entries. This is accomplished by
setting bit . 26 of X in the linkage and using the final
entry procedure. This bit must be zero for a normal
entry.

The decode routine will use the error return for
one of two reasons:

1. The IOD or REEL card is invalid. The corre-
sponding error codes are:

5.0 A REEL card following a non-tape 10D.

6.0 Invalid type field on IOD

7.0 - Two IOD's requesting infinity disk on
the same channel.

8.0 The first card submitted was not an
I0D card.

2. One of the I-O assignment tables is full. The
error codes used are:

1.0  The PP reference table is full.
2.0 The I-O request table is full
3.0 The first reel table is full.

The I-O request and first reel tables will be cleared
for the job in question prior to the error return when
the error is due to the first reason. When error
return is given to JC1 for the second reason, JCI1
sets SJ1FUL and issues $RET.

The decode routine (Figure 34) checks the system
mode to set up the program for the correct table
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entry. A mode change is allowed only between jobs.
If the entry is an initial entry, the routine clears and
sets up certain internal tables. Then, if overlap, a
check is made to see whether or not a slot is available
within the PP reference table (PPREF). If not, a
type 1 condition is set up in the linkage, indicies are
restored, and the error return is made. If a slot is
available, the program proceeds to check if the entry
is a final entry (IOD/REEL zero in ALPHA+1). If so,
the PP to be entered is a PP without IOD cards, or
possibly a PP that was rejected by job control.

If the entry is not a final entry, the flow follows
one of two paths depending on whether the card is I0D
or REEL. If it is IOD (LIODRN), the I-O request
table is checked for room, and LIODTP entered if the
type is tape. A tape IOD has both channel and unit
fields for separation, while the remaining I-O types
have only a channel field for separation. The I-O
request table (TIOREQ) is then set up with proper
entries. For each non-tape IOD card with a unique
type or channel field, there will be an entry made
in the TIOREQ table. For a tape IOD an entry will
be made in the TIOREQ table for each IOD card with
a null channel and unit field, and each IOD card with
unique channel and unit fields. In the case where
channel fields are alike and unit fields differ a
TIOREQ table entry is made requesting the same
channel as the previous IOD card with that channel.
Making a table entry consists of setting up the
following fields in the TIOREQ word:

TYPE identifying the equipment type.
TRLSYM for channel separation (tape only).
TIODSQ the sequence number in which the

IOD was received.

If the IOD card has a TYPE field requesting a disk,
a check is made to see if it is an illegal request for
infinity disk. If so, the error return is made. Other-
wise, a normal return is made.

If the card is a REEL card, it will be processed
only if it is the first REEL card following a tape 10D.
If the last IOD was not a tape 10D, the error return
procedure is followed. If the card is not the first
reel card for the IOD, it is ignored, and the normal
return made. (On a single unit, mounting instructions
for tape reels other than the first are of no value
until PP has finished with the first. Since this will
not happen until phase 4, pre-assignment is complete
when the first reel is called for.)

If the REEL card is acceptable, the reel label is
entered in the first reel table, and its address in the
I-O request table. A normal return is made. If a
final entry is made and the reject bit is off, the PP
reference table entry is made for this PP. These
entries are defined in the preceding section on I-O
assignment tables.

When an invalid card is detected or a reject request
is received, the program (LERROR) clears any entries
it had made in the I-O request and first reel tables for
this job, and sets the reject bit in the PP reference
table.

The Assign Routine: “The assign routine pre-assigns
the problem program requests which were submitted
through IOD cards. This enables the operator to set
up in advance the tape units to be used by the problem
program. The set up of tapes as far in advance as
possible optimizes set-up time. The basic rule used
for assignment is to utilize all tape units when they
become unassigned. At assign time, all requests are
checked for adherance to the machine I-O configura-
tion. If there are any discrepancies, the problem pro-
gram will be rejected. The assign routine is entered
from JC4 with the linkage:

LVI, $15, Y

B, TASIGN

Y XW,A, B, C
(Return)

where
A is the status of the machine:
0 - no configuration change has taken place.
#0 - configuration change has taken place.
B is the exit disposition: ‘

0 =~ next PP has been assigned successfully
and is ready for Move.
#0 - next PP has been rejected and cannot be

‘ given to Move.
C is the Assign entry mode:
0 - overlapped mode.
#0 - unoverlapped mode.
Assign uses SASIQS to convert and $COMM to output
messages to the operator.

Upon entry to Assign, (TASIGN, Figure 35) the
first check made is whether or not a machine configu-
ration change took place since the last time the assign
routine was entered. Conditions for stating a con-
figuration change must be set by job control for the
initial entry to Assign in order that the necessary
tables for I-O validity checking be set up. The con-
figuration change section performs the following
functions:

1. All requests reserving units that have become
unavailable due to a machine configuration change,
must be relieved of these units. At the same time
these relieved requests must be marked so that they
have priority in re-assignment (pseudo-unoverlapped).

2. The equipment count is generated for the validity
check table. This table contains the equipment code
and count and a zero field for the requested count
for a PP.
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3. The multi-unit count table is generated. This
gives the total number of tapes on a channel. The
format of the table is half-word: .0-.17 the channel
number and .18-.21 the unit count. Along with this,
the largest count per channel is stored for PP request
checking.

Upon returning from the configuration change sec-
tion (or if there was no change), a mode check and
set up is made. If the mode is overlapped, the index
pointing to the PP reference table is set to the next
slot in the table. This contains the information about
requests which have not been completely assigned.

If the mode is unoverlapped, this index will be set to
the unoverlapped table.

The Assign routine refers to the PP reference table
to get the information about the PP: rejected, com~
pletely assigned or alreidy processed. If the PP is
accepted, the table contains the cross reference
address to the I-O request table and, if any I-O was
requested by the PP, the count of the number of
individual units requested. This count is used to set
up the minor index (TIXA) which is used for scanning
the I-O request table. With the exception of the print
bit, the information was computed and stored in the
I-O request table by the decode routine. Information
pertaining to the assignment of a unit, such as the
absolute channel address, the absoclute unit number
and the assigned bit, are computed and stored by the
assign routine. The unoverlapped bit that appears in
the I-O request table is a special indicator denoting
the fact that this request was once assigned and was
dis-assigned due to a machine configuration change.
When the unoverlapped indicator is on, this request
has top assignment priority and if there is no unit
available to satisfy this request, the assign routine
will reject the PP. If there is a unit available
assigned to a request of a PP that is to run at a later
time, then the assign routine will relieve that PP of
the unit and give it to the top priority request. The
PP that lost the unit to the priority request will be
assigned a unit as soon as one becomes available.

The first reel table is used to provide the first label
or reel name for the mount message. This message
is printed as soon as there is a unit available for the
IOD request. If there was no REEL card after the
tape IOD, the request is then considered to be for a
scratch tape. In this case, the first reel entry in
the I-O request table will be zero.

All three of the I-O assignment tables are used in
a circular fashion.

The I-O assignment procedure is as follows:

1. Tape requests will be assigned in advance. The
remaining types of requests will be assigned just
before the PP is run.

2. Each PP will be checked to see if the requested
I0Ds are valid. If not, the PP will be rejected.

Working on one PP at a time, each individual I-O
request is compared with each unit in the I-O con-
figuration status tables to see whether or not the unit
satisfies the request. If the request is satisfied as
far as the type and channel grouping is concerned,
further checks are made to see if the unit is available,
unassigned, and not reserved. In the case of tape,

a check is made to determine whether or not optimum
reel mounting (the program tries to place a scratch
tape on a unit that has a scratch tape already mounted)
is to take place. If the unit is assigned or not avail-
able, it will be ignored. If the unit is reserved, a
test is made to see if the requesting PP is being
entered in the bypass mode. If it is not, the unit

will be ignored as this unit is reserved for a PP in
queue ahead of this PP. If the mode is bypass and
the I-O request is otherwise satisfied, then this
request will override the previous assignment for
that unit.

The pre-assignment will be carried out, proc-
essing one program at a time, either until there are
no more units available for reservation or there are
no more requests to process. After processing a
program, a check is made to see whether or not the
program is completely pre-assigned. If it is, the
assigned bit is set to one in the PP reference table,
signifying that all units have been pre-assigned so
that continual scanning of the PP's I-O request table
is not necessary upon entry to the assign routine.

At the same time as the above check, there is another
check to find out whether or not the mode is unover-

lapped. If it is, then a quick exit is made from assign
disregarding the remaining PP's that are in the queue.

Before any exit is made, all tape mountings neces-
sary will be printed for the operator via the commen-
tator. The disposition field of the linkage will also
be adjusted according to the status of the next PP to
be run. If the status is reject, the pointer (TPPRUN)
will be advanced to the next PP. This pointer is used
by the move routine and should always be synchronized
with the incoming problem programs via the input
program.

All the information necessary for assignment is
stored away in the I-O assignment tables. This infor-
mation is later transformed and merged with the I0D
card to form the Actuator tables. This transformation
is carried on by the move routine.

The Move Routine: The move routine obtains and

merges IOD or REEL cards with information generated
by the assign routine to form the four actuator tables:
symbolic I-Olocation table, file area tables, unit

area tables, and the reel pool table. Certain system
parameters will also be set up by the move routine:

the maximum reference number used by the problem
program, the next available full word following the
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reel pool table, and the arc address of the next avail-
able arc that is unused by the problem program. The
move routine is entered with the linkage:

LVI, $15, Z
B, TMOVE

V7 XW, A, B, C, D
(return)

where:
A is the first word address of the IOD o
REEL card breakout: :
+ for normal entry
- for initial entry
B is the retuyn disposition:
Bits 28-30 indicate IOD errors:
0 -none
1 -in disposition field
2 -in density field
4 ~-in mode field
Bits 4-47 indicate other errors, if any:
0 - none
1 - illegal disk request
2 - out of phase
4 - exceeding reel pool table
8 - zero I-O reference number
C is job control reject indicator:
0 - means accept next PP
1 - means reject next PP
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D is mode and owner indicator:
Bit 25 is mode indicator:
0 - means overlapped
1 - means unoverlapped
Bit 26 is ownership bit:
0 - PP owns IOD
1 - MCP owns IOD
The move routine (TMOVE, Figure 36) is used by
JC4. The initial entry for each new problem program
is noted to the move routine by a negative index found
in the linkage. This initial entry allows the move
routine to initialize itself for the next problem pro-
gram, by resetting certain move parameters, com-
puting the size and resetting the memory area used
by the actuator tables, and checking the validity of
the problem program about to be run. After the
initial entry procedure has been performed, control
is sent to the beginning of the move routine (TM1) as
in the normal entry.
At TM1, the routine checks for the type of card.
If 10D, the card will be decoded into a format more
usable by the remaining routine. A check will then
be made to see whether or not the request for this
unit via another IOD card has been submitted prior
to this IOD card. If it has not, a new Unit Area Table
will be constructed and the channel unit status table
slot for the unit assigned to this request will be modi-
fied. The information about the absolute assignment
will be taken from the I-O request table. If the unit



has been requested by another IOD card prior to this
IOD card, the construction of the unit area table and
the modification of the channel unit status table will
be bypassed. All 10D cards will cause the move
routine to construct a file area table. If the IOD
submitted is for tape, a slot will automatically be
reserved within the reel pool table whether or not a
REEL card follows.

When a REEL card is submitted to the move routine
control is then passed to the section that constructs
the reel pool table (TM6). This section looks back at
the last IOD card submitted and finds the unit area
table constructed for that IOD card. It then takes the
address of the reserved slot within the reel pool table
and looks to see if this slot is available for a reel
name entry. If it is, the reel pool table will continue
to be constructed until the reel names are exhausted
from the REEL card. If it is not, the move routine
scans the reel pool table until it can find a vacant
slot for the reel name.

If a disk IOD card is submitted and the type is
DISK, the next available arc will be assigned to it.

If type is TRACK, the next available arc address

will be rounded forward to the next track address,
then this IOD request will be assigned to that address.
Hence, for optimum disk assignment or allocation,

a PP should submit all disk requesting IOD's in a
grouped fashion, all IOD's within the type field of

DISK together, then all IOD's with the type field of
TRACK.

After performing the above functions for each
IOD/REEL card submitted, control is returned to
job'control via the TN2 return.

In the case of a reject entry to Move from job con-
trol there will be no checks made for proper phasing.
The next PP appearing in queue to be run will be
rejected by clearing out the I-O request table entries
and reel pool table entries. Then all the non-scratch
tapes assigned for this PP that were previously
mounted by the operator must be removed from the
respective tape drives. The tape unloading procedure
is carried out by using the $FREE service routine.
The reject routine tests the entry mode. If the mode
is bypass, the rejection must be made in the not-
overlapped PP reference (TPURFT), I-O request
(TUIORQ) and reel pool (TUFRE) tables. If the entry
mode is overlapped, then the rejection is made in the
overlapped tables for this particular PP. In the over-
lapped mode the TPPRUN and TSAV index words are
stepped to point to the next PP to be run. After the
rejection is complete the exit from move is from
normal exit TN2 with no error flag.

The TN2 return sets up SMARK (SYN, TMARK) with
the last memory cell used by move in setting up the
actuator tables. The preset error flag index is then
stored in the return linkage to job control, the index
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registers restored, and control returned to job control.

THE ACTUATOR TABLES ALLOCATION
ALGORITHM:

Let B equal the B limit (higher) from the LIM card.

Let S equal the first word of the Symbolic I-O Loca-
tion Table.

Let R equal the largest Reference Number per prob-
lem program.

Let F equal the first location of the File Area Table.

Let I equal the total number of IOD cards for prob-
lem program.

Let U equal the first location of the Unit Area Table.

Let R' equal the total number of unique units
requested by problem program.

Let P equal the first address of the Reel Pool
Table.

Let N equal the number of individual REEL requests,
plus one for every IOD card with the type of
TAPE that was submitted without a REEL card.

Let TMARK equal the next slot available after the
Reel Pool Table.

then: S = MAX (B, 30000g)
S+R=F
F+(I*7)=0U

U+ @R *9)=P
P + N = Contents of TMARK

The Unassign Routine: The unassign routine (Figure
37) makes the I-O units used by the previous problem
program available again for assignment, unloads and
rewinds the tapes used and tells the operator what to
do with the unloaded reels. This routine is used only
by JC4, and is entered by the following calling
sequence:

LVI, 15, (return address)

B, TJUNAS

It saves and restores the used index registers.
Two subroutines are entered: SFREE (an actuator
op) and the reel history routine (JHISTE). SFREE
effects the unassignment of tape units, and JHISTE
prints via the output program a record of the tape
reels used by the problem program.

After saving index registers, unassign initializes
the reel history routine and tests TMAXRF, or
SMAXRN, to see if the previous job had any 10D
cards. Starting at TINEXT, the program loops
through successive entries in the PP symbolic I-O
location table. Unassignment proceeds on a unit
basis. As a unit is checked out, the SUUNAS bit
is set to one in the unit area table, preventing re-
peated unassignment of a unit with several IOD
cards attached to it. For tape units, the reel history
routine is entered. The mount bits are then set to
zero (to guarantee entry to the actuator) and the

SFREE routine used to unassign the unit. For non-
tape units, unassign first waits for the unit to be-
come not busy, after which the unit is released. Any
repeated EKJ's result in a type 76 error exit to
SDISP. For both kinds of units, the appropriate
channel and unit status table bits are reset at the
end of the loop (at TJTAP and TINTPS), in the dis—
abled modes.  After all units are unassigned, any
stacked PP interrupts are discarded from SQUE,
and the SAS and SSIO bits in the program status
table are cleared.

Aside from the index saving area, unassign uses
only one word of working storage, TJCW, to copy
control word into. It always returns to the address
in. $15.

JC4 Print Program

This program prints out JC4 and $RESLD error
diagnostics on the system output tape, and allows
each installation to modify the routine easily so

that these messages may be put out via the commen-
tator. The unmodified routine (YPR) uses no index
registers, and employs the short message routine
(ZSPLPR) to effect the printout. All messages must
be 8 words long and in A8 code.

The modified routine uses $2 and does not restore
it, uses SASIQS to convert the message, and $COMM
to print the message online.

The routine may be modified by putting in a NOP
at location YPR with any of three effective addresses:

1. NOP, 0.0 produces messages on-line only
in the BYPASS mode.

2. NOP, 1.0 produces messages on-line in
both the BYPASS and ONLINE
modes.

3. NOP, 2.0 produces messages on-line for

all modes (BYPASS, ONLINE,
OFFLINE).
Major Package Fetcher

This routine calls in segments of MCP from the disk
as required, and keeps track of the current segment
in core. It is entered at YMPFCH, and on the basis
of the content of $1 and the current value of YMPSAV,
decides whether or not a feich is necessary. If not,
it reiurns immediately at YFHBR. If necessary, the
fetch is made via $FETCH, and the fetch parameter
XNFOST, CBUFF, and CFOT are reset to indicate
an empty fetch buffer. Return is then made to the
fetched segment at FHBR.

The Reel History Routine

The reel history routine (HISTE) prints a list of all
the reels used by a unit, the IOD name which last
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activated the unit, and it also prints the job name.
It is used by the unassign routine at EOJ time, and
is entered once for each physical tape unit assigned
to the PP. The routine uses the short message
routine to perform the output via $SPR.

Conversion Routines

Four subroutines are used to convert data from one
format to another. They operate disabled and are

as follows:
SIQSAS IQS to BCD
SIQSA6
SAGIQS BCD to IQS
SASIQS
SCA6 Card image to BCD
SBRKS Field break down

The IQS to BCD Conversion Routine: This routine
is entered at SIQSA6 or SIQSA8 according to the BCD
byte size required, with the following linkage:
LVI, 15, $+1.0
BD, SIQSAx
VF, A
CF, N
VF, B
Return
where
A -

is the FWA of the IQS string,

N - is the number of characters to be con-
verted,
B - is the FWA where the BCD is to be stored.

The routine selects a 6 or 8 bit store instruction and
performs the conversion by table lookup. The routine
saves, uses, and restores index registers 13, 14,
and 15.

The BCD to IQS Conversion Routine: This routine is
entered at SA6IQS or SABIQS according to the byte
size to be converted, with the following linkage:

Lvl, 15, $+1.0

BD, SAXIQS

VF, A

CF, N

VF, B

Return
where

A - is the address of the BCD string,

N - is the number of characters,

B - is the location where the IQS string is to

be stored.

The routine adjusts for the input byte size and per-
forms the conversion by table lookup. It saves, uses,
and restores index registers 13, 14, and 15.

The Card Image to BCD Routine: This routine is
entered at SCA6 or SCA8 according to the BCD byte
size desired, with thefollowing linkage:

LVI, 15, $+1.0

BD, SCAx

VF, FWA(D)

CF, N

VF, A
where

FWA(I) - is the location of the first column in

the card image to be converted,

N ~ is the number of columns to be con-
verted,
A - is the address at which the BCD string

is to be stored.
The routine performs the conversion by table lookup,
inserting a right parenthesis if an illegal punch com-
bination is detected. Index registers 1 through 6 are
used and not restored.

The Breakdown Routine: The function of the break-

down routine is to place each field of a string of BCD
characters into a separate word. A field is defined
as bounded on the left by a comma or the beginning
of the string and on the right by a comma or the end
of the string. The routine is written so that it can be
assembled to take six bit characters or eight bit
characters, according to the parameters QKSIZ
(character size) and QSKIP (number of bits to skip at
the end of a field word). These parameters are
presently set at 6 and .16 respectively. A field is
limited to eight characters.

The routine is entered at SBRKS8 with the linkage:
LVI, 15, $+1.0
BD, SBRKS
VF, A
CF, N
VF, B
VF, M
Error return
Normal return

where
A - is the starting location of the string,
N - is the number of characters to bg broken
into fields,
B - is the starting location where the fields
are to be stored,
M - is the number of fields found by the

routine.
The error return is used if a field is found containing
more than eight non-blank characters. Blanks are
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omitted in setting up a field, as are commas. The
routine saves, uses, and restores index registers 1,
2, and 3.

The Short Message Routine
The short message routine provides MCP with a

common 17 word buffer for output via $SPR. It
operates disabled, and is entered with the linkage:

SIC, ZSPLP9
BD, ZSPLPR
» FWA(QD
, N.
Return
where
FWA(I) - is the starting location of the message

intended for $SPR, and
N - is the number of words.

The short message routine moves the message to
its buffer and uses $SPR via the disabled entry to the
IF analyzer. The routine saves, uses, and restores
index registers 0 and 1. Note that control is not
returned when the short message routine is used by
a program which is not a major package. $SPR will
appear to the return routine to have been primed,
and primed routines do not return to the requestor.
(See dispatcher error control.)

Resume Load

The resume load major package controls the loading
of binary decks prior to execution of programs under
MCP. Its main function is to supply cards to the MCP
loader, which it uses as a subroutine, and respond to
exceptional returns from it. It also serves as the last
phase of the Fortran BSS Loader. It is primed by

phase 4 of job control, and may also be used by the PP.

The Resume Load Package

Resume load has one entry point, YRESLD (Figure
38). Two pseudo-ops are associated with this entry
point, $RESLD and 74.32. The latter pseudo-op
forces resume load to use $SCR as a source of cards.
Otherwise, a program uses the SCORG bit, KSILO
(see JC4) and SREADS to determine the source of
cards and the manner of loading. Other preset regi-
sters hold limits for the loader (YLLSAV), and the
disk type-area, if any (HDFCS). Resume load runs
enabled, in the RIO mode, and saves no index regi-
sters.

Exit is always made via $RET. If the current deck
was successfully loaded, its return or branch address
is placed both into SICBU and location 1. 32 of the
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tentacle table (see $RET). If an error was encoun-—
tered during loading, $EOJ or $ABEOJ is primed so
that the program is not executed.

Resume load uses the following routines:

1. The JC4 print program - YPR - to print out
diagnosing messages for loading errors.

2. The major package fetcher - YMPFCH - to call
itself into memory (if necessary).

3. The MCP Loader - ALOADR - to load cards

4. The Input program - $SCR - to get cards from
the system input source.

5. The Disk fetch - $FETCH - to get card images
from the disk.

6. The Prime and return - SPRIME, $RET - as
noted above.

Resume load immediately enters YMPFCH to get
itself into memory from disk.

Its first task is to determine whether it is to act
as a postprocessor to the BSS loader as is the case
if KSILO+2.0 says BSSbbbbb in BCD, and if the
current job is in the GO phase (SCORG=0) of a
COMPILGO (KSILO+1.19=1). If it is a BSS post-
processor, resume load obtains the loader limits
from KSILO and sets them up to extend from the
lower limit to the base address of blank common, to
inhibit loading into blank common. It then exits to
ARNRMS5 in the loader, in such a way as to persuade
the loader that it should load the next (i.e., the first)
Fortran subprogram.

If resume load is not a BSS postprocessor, it sets
up loader limits from YLISAV, the fetch type-area
from YDFCS, and $13 with the read source. At this
point the op code is checked for 74.32, or uncondi-
tional $SCR. If this is the initial entry for the
current deck (YLLSAV. 25=1) PP memory is cleared
from location 41. (g) to SBAPP, or the base address
of the PP I-O location table. The 1st card is already
in YBCBU, if this is a GO phase, otherwise, it must
be read from the source indicated by $13.

At this point we have completed all of the initiali-
zation in resume load. The routine basically consists
of a loop between YRLCR and YLBRA. 32: get a card,
lodd a card, etc. . If the loader gives branch return,
the loop is broken, and return is made to the PP
provided no input. program UK has occurred
(REJJOB. 60=0)..

The remaining code exists to handle exceptional
returns; $SCR end return, $FETCH end or error
return, and loader error return. All are errors and
cause a diagnostic message to be printed via YPR,
with the exception of end return from $FETCH for a
BSS job, which is handled specially. After printing
the message, resume load primes $ABEOJ or $EOJ,
depending on the initial entry bit. YEOJS and SPINCL
(see JC4) are set to indicate the job has been com-
pleted.
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Tables and Flags Used by Resume Load: Below is a
list of the various tables and flags used by resume
load and their definitions. The first four items are
all preset by phase 4 of job control, prior to priming
$RESLD.

SREADS - the read source control is an XW whose
flag bit is zero if the source is $SCR. If the flag is
one, the source is disk and the value field contains
the relative FWA in the disk type-area. Further, the
count field, for compiled PP, contains the number of
cards left on the current arc of disk. This XW is
loaded into $13 by resume load. When the afore-
mentioned count reaches zero, the value field is
stepped 2 words and the count is reset to 34, the
number of cards on one arc of disk.

YLISAV - contains loader limits, i.e., those
limits outside which the loader must not load. In
addition, it contains the initial entry bit (. 25), the
T-card indicator (YTBIT, see JC4), and bit . 57.
This word is transmitted directly into the loader
calling sequence by resume load.

YDFCS - contains the A6 type-area name to be
loaded from, if disk is the source for cards.

SCORG - a bit in SCOMRG, which equals 1 when
the current deck is a compiler and 0 when it is a go

phase.
REJJOB - Bit 60 of this word is set by the input

program when an uncorrectable unit check occurs
during the reading of a job.

YBCBU - This 15-word buffer is used by both JC4
and resume load to read cards into.

KSILO - The processor communication region.
The Fortran BSS loader and resume load define words
8.0-10.0 of this region jointly (see description of
Processor Communication Region).

lower limit of PP 8.0 (BU, 18)
upper limit of PP 8.32 (BU, 18)
base address of blank

common 9.0 (BU, 18)
address of relocation

tables 9.32 (BU, 18)
branch address 10.0 (BU, 19)

ARCDCT - loader card counter for BSS jobs. It
is set to 1 by resume load upon end return from
$FETCH.

The MCP Loader

The MCP loader, ALOADR, is a binary, correction,
dump, and patch card loader. It is used as a sub-
routine of the Resume Load pseudo-op, $RESLD.

$RESLD fetches the cards to be loaded and enters
ALOADR, one card at a time, by the following link-
age:
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LVI, $15, $+1.0

B, ALOADR

, FWA

, L

, U

(Error return)

VF, D

(Branch return)

VF, A

(Normal return)

where

FWA is the first word (18-bit) address of the card
to be loaded.

L is the lower limit of the PP. If XF=1, this is a
new job and the loader must initialize.

U is the upper limit (protected) of the PP. If
XF=1, the sequence counter is reset to contain
the information in column 3 of the first binary
card encountered.

Error return is a half-word location to which the
loader returns when it cannot correctly load the
card.

Half-word error code, D contains the sequence
number, in bits 0-11, of the binary card in error
or zero for an octal card. Bits 13-17 contain

the following error codes:
1 -~ Checksum error

2 — Sequence or ID error
3 —- Illegal card type
4 —- Illegal non-BSS function
5 —— Out of bounds
6 -- C or P card incorrectly punched, e.g.,
hex character is not a 0-9 or A-F.
7 —- Blank location in first octal card.
8 -- First binary card not an origin card.
Branch return is a half-word location to which the
loader returns when it encounters a branch card,
or when the card count equals zero and there are
no more relocation tables in a BSS job.

Half-word branch address is given unless the

branch address field of the branch card is zero.
In that case, A is the origin of the first origin
card, or in a BSS job the branch address is
taken from the communication region.

The loader does not save or restore index regis-
ters. A blank checksum means that the checksum
is not to be used. The sequence number on reloca-
table cards is not checked.

BSS Jobs: For BSS jobs the MCP loader uses the
communication region, KSILO, which has been set up
by BSS. KSILO+2. contains the A6 name "BSSbbbbb"
which is used by the loader to decide if the current
job is a BSS job. KSILO+0. 32 contains the address of
the relocation tables which are used by the loader to



load BSS jobs. KSILO+10.0 contains the branch
address which will be inserted in the resume load
loader calling sequence when loading is finished.

The format of the relocation tables is shown in
Figure 39.

The loader (ALOADR, Figure 40) checks bit number
25 of the lower limit. If this bit is 1, ALOADR turns
it off, initializes its counters, and sets up its internal
boundary limits for the new job. A check is made on
bit 25 of the upper limit to see if a T card has been
saved for this job. If one has, ATCRDI is turned on
and the sequence number of the first binary card is
used as the base sequence number. Column 1 is
tested to determine the card type, and control is
transferred to the appropriate routine. These
routines return to ANORMR to make a normal return,
or to AERR3 to set up an appropriate error message
and make an error return. A branch return is made
when the validity of the branch is verified.

Loader Card Classes: The loader handles 15 classes
of cards, identified by the punches in column 1:

Absolute origin (7, 8, 9)
Absolute flow (7, 9)
Absolute branch 6, 7, 9)
Relocatable data 6, 7, 8, 9
Relocatable instruction B, 7, 9
Fortran branch 5, 6, 7, 8, 9)
Fortran program ®, 6, 7, 9)
Common definition 5, 7, 8, 9)
Correction 12, 3)
Patch i, 7
Dump (12, 4

T ©, 3)
Super T ©, 2, 3
Loader adjustment (O) a1, 6)

B az, 2

B, T, and Super T Cards: These cards are not

loaded. For T and super T cards, indicator ATCRDI
or ASTRCRD is turned on. These indicators are
later tested by the sequence test routine ASEQ.

Loader Adjustment Card: Loader adjustment cards

(O in column 1) are handled by ALDADJ. This
routine picks up the 8 Hollerith characters in
columns 2-9, converts them to octal, and checks to
see if they set an origin which is within the program's
bounds. If the origin is within bounds, the loader's
origin counter ALDCTR is set to the value on the O
card. The branch address is also set to this value

if a previous quantity has not been saved. These
cards are ignored for BSS jobs.

Absolute Branch Card: The branch address on the
card is checked to see if it is within bounds. If so,

it is inserted into the calling sequence. If it is not,
an error return is made to the calling sequence. If
there is no branch address, a check is made to see if
an initial origin has been saved, which will then
become the branch address. If no origin has been
saved, an error return is made. This routine gives
control to the branch return in the loader calling
sequence.

Common Definition Card, Fortran Branch Card, and
Fortran Program Card: These card types use the

routine AFPCRD (Figure 41). A check is made on
AFPCI to determine whether or not a Fortran pro-
gram card had previously been handled. If so, the
card is counted in the routine ARNRM1. If the card
count for this BSS job is not zero, normal return is
made to the loader's calling sequence. If the card
count equals zero, a test is made on the count field
of the second word of the current relocation table to
determine how many transfer vectors are to be trans-
mitted to problem program storage. If SRNXAD is
zero, the branch address is picked up from KSILO
and stored in the branch address slot of the calling
sequence and branch return is made. If SRNXAD is
not zero, $RESLD is set up to fetch the next sub-
program and normal return is made.

If no Fortran program card has been received, a
test is made to see if this is a BSS job. If not, error
return is made. If this is a BSS job, AFPCI is set
to one and the address of the first relocation table is
picked up from KSILO. This table gives the origin
to the loader and enables it to compute the width of
the set of relocation bits for each half word. This
width is 1, 4, or 4+i where iis the field size neces-
sary to express the highest-numbered labeled com-
mon block. For non-BSS jobs, the width of the set is
either 1 or 4. If the current subprogram is not a
library routine, the card count is stored in ARCDCT.
Control is passed to the card count routine and
eventually normal return is given.

Absolute Origin, Absolute Flow, and Relocatable

Binary Data Cards: These card types eventually are

treated as one, and use AORGL1 to load the informa-
tion from the card.

The absolute flow card routine (AFLOW, Figure
41) checks to see if an origin has been saved. If not,
error return is given. The next location table loaded
into is picked up from ALDCTR and put in $1 for
AORGI1. $6 is set up for the boundary test made in
AORG] and set-up is done so that a partial word will
be loaded. Control is then passed to the absolute
origin card routine at the boundary test instructions.

The relocatable binary data routine, ARBDCD,
picks up a 19-bit loading base from column 10 and
tests to see if it is program data or common data.
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SRDKAD =1
&
0 35 63
2|27
SRDKAD SRCDCT gl =°
0 17 28 63
SRORG SRTVL SRNXAD
0 17 28 46 63
SRCCT SRCOMB
0 18 32 63
Other Named COMMON Other Named COMMON
1 32
| i
S "Transfer Vector"
' :
I
! |
LEGEND:
SRDKAD SYN(BU, 36, 6), 0.0 If SRLIB bit = 1, meaning a library subprogram
is to be loaded, then this is a 36-bit field
containing a type-area name for a library
subprogram.
If SRLIB bit = 0, meaning TWS is to be loaded,
then this is an 18-bit relative FWA in TWS,
SRCDCT SYN(BU, 18), 0.28 Count of cards in subprogram when SRLIB = 0.
SRORG SYN(BU, 18), 1.0 Origin of subprogram,
SRTVL SYN(BU, 18), 1.28 Length of transfer vector.
SRNXAD SYN(BU, 18), 1,46 Address of next relocation table. This equals
zero when there are no more tables.
SRCCT SYN(BU, 19) 2.0 Number of named COMMONS,
SRCOMB SYN(BU, 32), 2.32, etc. Base of named COMMON,

Figure 39, Table Organization
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FORTRAN PROGRAM
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If it is data to be loaded into named common and this
is a non-BSS job, error return is made. If it is
named commoun data, the common origin is picked up
from the relocation table for this subprogram.
Otherwise, the current location is picked up from
ALDCTR. The relative origin is added to it and the
total is stored in $1 as an absolute origin for AORGL.
The origin saved indicator, ALL. 3, is set to one,
ATCRDI is set so that no sequence check is made,
and ARBCDI is set so that the appropriate return will
be made from the absolute origin card routine. Con-
trol is passed to the absolute origin routine at the
origin checking point, ALDS.

The absolute origin card routine sets up the origin
punched in columns 6 and 7 in $1 and tests for an out
of bounds origin, in which case error return is made.
The number of full words and the size of a partial
word to load are set up. A test is made to see if the
card will be loaded within bounds. If not, error
return is made. I a partial word is to be loaded, the
number of bits involved is set up in the field length
and address fields of instruction. ALDI1 and the suc-
ceeding instruction and the partial word indicator,
AHFWDI, are set to 1. The sequence number and
checksum are tested. The appropriate skipping or
zeroing is done and the contents of the card are
loaded one 64-bit word at a time. The partial word,
if any, is loaded next, and any skipping or zeroing is
taken care of. If this was a relocatable binary data
card, control is passed to ARNORM which adjusts
the appropriate counters and counts this card. Other-
wise the current instruction counter is stored in
ALDCTR, AHIWD is rounded up to a 19-bit address,
if necessary, and normal return is made.

Relocatable Instruction Cards: These cards are proc-
essed by the routine ARBNCD (Figure 41). The
checksum is computed and checked. The absolute
origin is computed by adding the relative origin in
columns 6 and 7 to the program origin. The upper
address to be occupied by this card is computed by
adding the number of bits to be loaded to the absolute
origin of this card; the result is then checked to see
if it is within bounds. The number of half words to
be loaded is stored in the count field of $4; the number
of bits left is stored in the field length of ARBCD7
and ARBCD6 and in the address field of ARBCDS6.
The location of the relocation bits is computed. A
half word instruction is picked up and its associated
relocation bits are tested to determine what type of
relocation, if any, is to be done. The relocation bits
are defined as follows:

0 - No relocation (one bit used).

1000 - Relocate leftmost 18 bits as lower address.

1010 - Relocate rightmost 18 bits as lower address.

1001C - Relocate leftmost 18 bits as common C.

1011C - Relocate rightmost 18 bits as common C.
where C is a binary integer, encoded in i bits, indi-
cating the number of the common. For blank common
references, C=0. If a reference to a named common
is made and this is a non-BSS job, error return is
given.

The card is loaded one half word at a time and any
remaining bits are relocated and loaded. The loader's
counters, AHIWD and ALDCTR, are updated. If this
is a BSS job, the card counting routine is entered.
Otherwise, normal return is made.

Octal Cards (C, P, and D): These cards are all
processed by the routine AOCTLA (Figure 42). The
decimal point column is put in the accumulator. If
the entire contents of the card were to be ignored
(i-e., AOIGNI=1), the location counter is stepped up
by a half word and no loading is done. If this isa P
or D card, the decimal point check is skipped. If

the decimal point column does not contain 12, 3, 8 or
1, 3, 8 punches, a check is made to see if this is the
beginning of a continuation card with a blank location
field. If so, the contents of ALDTC are used as the
origin for this card and the loading process continues
with the first half word on the card. If not, then the
contents of the card have been loaded and the loader's
counters, AHIWD and ALDTC, are updated and normal
return is given.

After checking the decimal field, the 7 Hollerith
characters of the location field are converted to octal
and checked to see if it is within bounds. If not, error
return is made. The rest of the card is scanned as
follows: (1) the location to be loaded into is checked
to be sure it is within bounds, (2) the decimal point
column is checked, (3) an octal-hex half word is con-
verted, (4) the half word is loaded into core storage.
This continues until a maximum of 4 half words per
card have been loaded.

The P card routine, APCARD, also picks up the
full or half word instruction at the location of the
patch and moves it to the location specified by AHIWD
before it loads the corrections. It inserts a branch
to the patch area (and a NOP if the instruction being
replaced is a full word instruction). After the con-
tents of the patch are loaded, ANORMR returns con-
trol to APCRDND where a branch to the PP is stored
in the patch area and AHIWD and ALDTC are updated.

For D cards, ADCARD performs the function of
APCARD and uses APCARD to replace the instruc-
tions with a branch or branch, NOP and uses AOCTAL
to load the dump parameters. In addition, it inserts
the dump calling sequence in the patch area.
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Figure 42 - The MCP Loader - Chart 3
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Accounting Program Procedures (Logger)

The accounting program to be used must be supplied
by the installation, and will occupy storage in excess
of that allocated directly to MCP. Since MCP will
have reference to the accounting program, and vice
versa, appropriate addresses must be available upon
compilation of both systems, or correction cards may
be used when an MCP update is done.

In this section, the calling sequences for the account-
ing program entries will be given, as well as an
explanation of the kinds of information that are avail-
able at the specific times used. The accounting pro-
gram must have an initial state, since the system will
start in the IPL phase. The job control sequence of
events is critical, and will affect how the accounting
program receives control.

B, D MCP

, S LOG 1
, Hollerith card FWA(I)
return

The entry through an 8 LOG 1 will provide a Hollerith
card image address. The card will be either a JOB
card or a COMD, EOF card. One of the initial set-
tings of the accounting program may be to make use
of the S LOG 1 JOB card entry to determine the time
spent in the unoverlapped scanning of the original sys-
tem input tape when the system is starting up in the
overlapped mode. This procedure may be terminated
when the first job is started by entry in S LOG 4 ‘
(described later), which will communicate to S LOG 1
the fact that overlapping is now in effect. The COMD,
EOF card will be transmitted by the command pack-
age upon receipt of an EOF command card. This
transmission will take place only if the EOF card is
the last card in the card reader when in the online
mode of operation, or the EOF card is the last file
on a scan tape if in the off-line mode. This EOF will
signify that the system is no longer overlapping the
scanning and running of jobs, since it will come
through job control 1 and S LOG 1.

B, D MCP

, S LOG 2
return

The S LOG 2 entry indicates that a job is completed.
No addresses are provided since the accounting pro-
gram should have a record, from the last S LOG 4
entry, of the job name of the job just completed.
There exists, for convenience of accounting purposes,
a special program to assign a card punch or printer
unit to the accounting program for use between jobs.
The IOD tables will be set up at IPL time by having
inserted an appropriate I0D card in the IPL tape for
the desired unit. The calling sequence to the special
assignment routine is:

SIC, Z COM 90
B, Z ASN 01

VF, IOD NUMBER

return
The S LOG 2 function might be to calculate the time
for the job, and then punch this information into a
card along with the job name and other data, such as
number of units used, etc. . It cannot be assumed
that any of PP storage or associated IOD tables will
contain valid information at this time.

B, D MCP

, SLOG 4
, Hollerith card FWA(J)
, A8 FWA(J)

return
The S LOG 4 entry to the accounting program is used
by the job control 4 at the beginning of a job or by
commands to indicate an EOF condition arising when
an EOF card appears as the last file on a system read
tape or in the card reader as the last card in the
BYPASS mode. The Hollerith and A8 FWA's make
the contents of the card available if the accounting
program wants to note the job name or determine
whether the system is now idle.

It is the responsibility of S LOG 4 to disassign the
punch or printer at this time. When the system is
initially started, the initializing program will have
assigned the unit to the accounter. Since S LOG 2 is
not entered before the first job is started, the dis-
assignment must be done by S LOG 4 when job control
4 gives it control just before the first or new job is
started. The S LOG 4 entry is made before assign-
ments are made to the PP so that the unit will be free
when assignments are made. The calling sequence
for the special disassignment package is:

SIC, Z COM 90 '

B, Z DSN 01

VF, IOD NUMBER

return .
The accounting program may also wish to make use
of the $TIME pseudo-operation afforded by the sys-
tem.

INITIAL PROGRAM LOAD (IPL)

Initial Program Load (IPL) is used to read MCP into
storage at the beginning of a work period-or after an
emergency shut-down. IPL is in two parts: the IPL
bootstrap and the initialization program. It performs
the following functions: ,

1. Fulfills the requirements of a power-on initial
program loading (IPL). ,

2. Constructs I-O status tables according to the
configuration at IPL time.

3. Assigns absolute I-O units to symbolic: MCP
requests.

System Operation Programs 87



Mounts MCP tapes.

Loads MCP into core.
Writes PROSA on the disk.
Starts job control.

.

-3 O O

The Master IPL Tape

The master IPL tape is prepared by the master update
program (UPDATE-30). The tape consists of two
files: (1) a record containing the IPL bootstrap mem-
ory usage, (2) a series of 513-word records in one-
to-one correspondence with arcs of PROSA (perman-
ent read only storage area) on the disk. The order of
the first four type areas in this file is always the
same:

Type Area Content

11A11DIC PROSA dictionary
11B11IND PROSA index

11C11IPL IPL initialization program
11D11MCP MCP

The first word on the tape is a control word to
read in the rest of the IPL bootstrap record. The
tape unit on which this tape is mounted must be o1 a
unit dialed to zero.

The IPL Bootstrap

The IPL bootstrap (XIPLBS, Figure 43) performs the
machine initialization necessary at IPL time, locates
the channel with the master tape, and prepares it for
subsequent reading. The bootstrap consists of the
code from XIPLBS to XBSEND. The bootstrap reads
as many records from the master tape as core stor-
age permits, and then (X9A4) moves the initialization
program (the third type area) to its operating storage.
Control is given to the initialization program at X10
to move MCP (the fourth type area) to its operating
storage. The disk is located to arc zero, and the
input buffer written on the disk. A loop is set up
between the read portion of the bootstrap (X9A) and
the initialization program (X11) to read tape and write
PROSA until the tape is exhausted. The IPL tape is

then unloaded, and initialization begins in earnest(X13).

The Initialization Program

The initialization process is controlled by certain
control cards, which define the I-O configuration,
MCP's I-O requirements, and furnish necessary
parameters.

Control Cards

Symbolic cards are used to simplify any changes
which have to be made. These cards describe stand-
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ard conditions which can be modified through the use
of console switches at initializing time. The control
cards are included with the initializing program, and
if they are to be changed, they must be updated on
the master tape. Three types of control cards are
used:

1. I-O Configuration Definitions (IOCD)

2. MCP IOD's (I0D)

3. MCP Parameters (MCPP)

I-O Configuration Definitions: The IOCD cards

define the distribution of I-O units at initializing time.
Each card describes a channel. Channels which are
not so defined are assumed to have no attached units.
The IOCD cards, which do not have to be in order of
channel number, have the following fixed fields:

Cols. 10-13 -- Card Type: contains the char-
acters, 10CD.

Cols. 14-15 -~ Channel Number: contains the
decimal number of the channel.

Cols. 16-17 -- Equipment: must contain one of
the following codes:

CN Console
DK Disk
PR Printer
PU Punch
TP Tape
RD Reader
MCP I0D's: The 10D cards define the I-O require-

ments of MCP and perform the same function for
MCP as they do for the problem program. The
initializing program will assign these symbolic
requests to absolute units.

MCP Parameters: This card is used to provide MCP

with initial parameters. It consists of fixed fields as
follows:

Cols. 10-13 -- Card Type: contains the characters
MCPP.

Cols. 14-17 -~ Mode: defines the mode in which
MCP will ordinarily start operating. It must be one
of the following:

OFFLINE - Off-line overlapped
ONLINE - On-line overlapped
BYPASS - Bypass (Unoverlapped)

The I-O Status Table Set Up

At X13 (Figure 44), the initialization program proc-
esses the IOCD cards to form the Unit and Channel
Status Tables (UST and CST). The I0CD cards need
not be arranged in channel-number order, but there
must be one card for each channel physically in the
system whether that channel is available or not.
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Figure 43 - The IPL Bootstrap
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Figure 44 - The Initialization Program - Chart 1
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The tables are first formed in lower storage and
then relocated (X19, Figure 45) to the area just below
MCP (toward lower registers). This relocation allows
the table size to vary from IPL to IPL. The tables
which are set up by the assignment phase of the
initializing program are just below the I~O tables.

The lower boundary of the MCP table area is com-
puted and saved as a system parameter (S MCP) in
the communication region.

After processing the IOCD cards, the program types
the date of the tape update (XDATE), and reads the
console to determine if the operator desires any
options. If binary key 29 is on, the program (XIO)
performs the requested status change and reads the
console again, repeating until a status change is no
longer requested.

MCP I-O Assignment

The assignment of absolute units from IOD cards
will be done for MCP at IPL time through a modified
decode-assign-move routine (X20B, Figure 45).

The assignments are made according to the I-O
configuration as defined by the I-O tables, the type
of IPL (normal or abnormal), and the operating mode
(on or off line overlapped or unoverlapped). A sum-
mary of the action taken by this decode-assign-move
sequence is as follows:

1. Normal IPL and Unoverlapped Mode: The card
reader is assigned to MCP. A unit area table and
file area table are set up for the card reader under
MCP ownership. The output tape units are assigned
to MCP and the necessary tables are constructed.
Mounting messages are sent out to operator for
scratch tapes to be placed on the assigned units.
unit and file area tables are formed for the input
tapes, but they are not put under MCP ownership until
a system command changes the operating status to
overlapped. No mounting requests are made until the
mode changes.

2. Normal IPL and On-Line Overlapped Mode:

The input tape units are assigned to MCP and the
necessary tables are set up. Mounting messages are
printed out for tapes to be mounted on two units.
These tapes will initially contain no jobs, but will be
filled with problem programs read in from the card
reader. Card reader and output tapes are assigned
as they were in case 1.

3. Normal IPL and Off-Line Overlapped Mode:

The input tape units are assigned as in cases 1 and 2.
However, the mounting messages will be worded
differently since the scan tape which contains the first
job to be run must be mounted on the symbolic unit
which will be first referenced by the input program.
The other scan tape will be placed on the second input

The

unit. Output tapes are assigned in the same manner
as the two prior cases. The input card reader unit
area and file area tables are formed but not put under
MCP ownership until a system command changes the
operating status to unoverlapped, on-line overlapped,
or makes the unit the system input source.

4. Abnormal IPL and Off- Line Overlapped Mode:
The abnormal IPL selection is made at the console and
must be used when restarting with an input spool read
tape which has been partly exhausted of its jobs, such
as after a system failure or after an end-of-day shut-
down. While in the on-line or off-line overlapped
mode, the IPL must be made in the off-line overlapped
mode because the old read tape must be rescanned.
The assignments and the mountings will be the same
as case 3 except the second input tape will be an
unused scan tape which will be used later as a write
tape. A system command must be entered before
tape switch time to return to the on-line overlapped
mode, if such mode is desired. The output tapes
and the card reader are handled as they were in case
3.

When I-O assignment is complete, the program
(X261) stores the base address of the I~O location
table and the address of the next available arc on
the disk in the MCP communication region, and
moves the UAT and FAT to their proper locations.

Transfer to MCP

The program (XREJ1, Figure 46) stores the number
of jobs to be rejected if this is an abnormal IPL, and
tests for a mode change request from the operator.
If none, the mode is taken from the MCP parameter
card. The necessary bookkeeping is performed, and
(X37) the command package and JC4 are primed.

The MCP boundary register and interrupt address
are stored, and the IPL messages printed if the
suppress key is not on.

Final bookkeeping is done (X378), the disk located
to arc zero and all tape units selected, and $RET
issued. The system starts when the return routine
empties the prime queue.

IPL Error Control

Any error detected by the IPL initialization or boot-
strap programs results in a BD, $, with an accom-
panying error message typed if possible. The error
control routine, ZERROR, will type an error message
if it can identify the error and can access the console.

THE COMMAND PACKAGE

At any given time during the normal processing of
jobs, the operator may want to alter the automatic
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flow of work through MCP. The System Command
Program interprets and acts upon these requests.

For some of these commands, the desired response
may depend upon the operating mode of the system,
e.g., overlapped or bypass. In order to avoid a con-
flict between intent and actual execution, the input
source for some commands is restricted. The proper
source is determined by the system mode and the
nature of the command.

Command Mainstream

Before control can be passed to one of the individual
command routines, certain general checking proced-
ures must be performed. The command mainstream
(JCOMD, Figure 47), decodes all commands into a
standard format and breaks them into individual
fields. It develops a matrix mask from the source
and the operating mode of the system to test the
legality of the command request. The mask is also
used for internal control procedures within the
routines. A normal exit routine is provided by the
mainstream for all specific routines, and two error
exits: ZEREXI, for use when the command is illegal;
and ZEREX2, for use when a legal command is given
in an illegal situation.

Sources

There are four possible entrance sources to the Sys-
tem Command Program. All use the calling linkage
described under SCOMD pseudo-op. The most fre-
quently used sources will be the operator's console,
known as the operator source, and the input program
card reader source. In this case, the linkage will be
an indirect transmitting linkage between the operator
and the command package.

Console: The operator may wish to enter a command
via the console typewriter, providing this is a legiti-
mate source for the command in the mode in which
the system is operating.

When the CS is generated at the console, the inter-
rupt is received and interpreted by the conceptor.
The conceptor will issue a hardware read to the
console; this releases the keyboard. The console
reserved light will also be turned on. The conceptor
then gives up control until the operator has finished
entering his message and an EOP interrupt is gener-
ated by the END key. The console read portion of the
conceptor gains control and examines the message
for a DB or PP as the first two characters. If
neither is there, control is passed to the signal return
exit in the command console table of exits, the first
location of which is JCFIX.
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The signal return interrupt routine resets the
SCNSSG indicators in the unit status tables, obtains
a count of the number of characters in the message,
primes system commands, and issues $RET. The
eventual unstacking of the prime queue actuates the
command. Since the console is reserved, the message
may be left in the conceptor buffer PMCPBF with
impunity.

Job Control: Commands entered via the input source

will be discarded by job control unless they occur
between jobs: i.e., after a job boundary and before
the succeeding job card.

When job control detects a command card in phase
1 (JC1 source), it enters the command package directly
with the command pseudo-op, SCOMD. Control is
returned to JC1 when $RET is given by the com-
mand package.

When phase 4 of job control detects a command
(JC4 source), it primes the command package (SCOMD),
primes itself, and issues $RET. Thus, control will
ultimately return to the beginning of JC4 after the
command is activated.

SCOMD Pseudo-Op

The communication link between the separate sources
and the command package depends mainly on the
calling linkage; in the case of the operator, it depends
on the interrupt mechanism and routines. The con-
version routine and the prime mechanism are the
primary system routines used.

The passage of control to the Command Program
uses the following linkage:

B, $MCP (or SIC,SPRIMR; BD, SPRIME)

, SCOMD

y S.-
» LoD

, N.@)

(Error return)

(Normal return)
in which:

S is the source of the command:

1.0 - Job Control 1

2.0 - Job Control 4

3.0 - Console

4.0 - Initializing Program

L. () is the bit address of the first IQS character
(console) or of the broken-out field (Job Control)
or of the BCD character string (Initializing Pro-
gram).

N. (J) is the number of characters or fields.

(Error return) may be used only when the reject
command is given by JCI.



JCFIX

REERR LS RE ] Qi.llllilllil.lll RN
- * i - GET IT - *
- * * *STATUS ADDEESS. * -
% JCCMD #* * JCNCS i............xlnnn OFF SCNSSG# % UNCFX #
» * * GET MESSAGE ¥ » * B
- - ] u:mmcrER CCDE # * =
EREE II!’I EEEEFREARARERRERNR AXEER
. . -
. .
. . .
. .
. .
x X
ABEEERRAXAERRRARS AAAEE FAERBAASASERRRARNE
® SAVE INDICES. ¥ * * AL
®  GET FESSAGE #* % IS TrE * YES B il e et mia bl d
% ADDRESS AND # * PRIME SCOMD & 2 OPERATOR THE f¥ececceseX® TURN QFF *
* LENGTHe GET * - SOURCE 1S - * SCURCE * - RESERVE -
# SOURCE CODE * - CCNSO . 1 * LIGHT *
AERABEAFBIRTRENARE GABEERRARAEATRRERY HRAEN FAAEABARRREREARRE
. . oNC .
. . .
. - . .
- . . .
. - . .
. - . .
x . X
A ERAAR ERAER - AEIERBERBBRARARER
» - l . - - . - *
Fl s + NG 3 = . » RESTORE *
* SOURCE CCDE n............xl JHARD - # SRET * . oX%®  THE INCEX -
CCRRECT % - * % REGISTERS »
* l - - - -
AERER lilli AREEE ARARERSARARFTRART
«YES .
. .
. .
. -
. - .
: .
X
EEERE ERREERNRI T ARERNES ERAREASEIRERARARR l.il‘lllllliill‘i RERRR
= » * 2BCC * * zeCc9 » SBRKE # - -
- 1s * YES P e B S 2 B ] B R e el '—'—I_l-l—l-l-!—l = -
* IFL THE ¥oveeseasX¥ SET LP ®eeseseesX¥ SET UP FOR ¥eeeeeseeXE BREAKOUT * # SRET #
* SOURCE # BCC MESSAGE % X ®  BREAKOUT x RCUTINE * * .
* - * * . * ‘RCUT INE * ) » = -
#RERR ERFARNERAT RRERAER AFFEARERERAEIRARN FEEAR AR NSRS AEREE
«NO .
. .
. .
. .
. .
. .
x -
EREEE I‘Illlﬁllillllllil -
* * - -
» 1S THE * YES i—‘—l l—l—l—‘_'—l *
% CONSCLE THE #.seescseX® CONVERT IGS *oceceec - -
# SQURCE b % MESSAGE FRCM # - *
* - SPMCBUF TC JCBUF# - *
R EEREEAERAARSERERR -
«NC -
. - .
. . .
. . .
. - .
x X X
AEERRBAERERRERERE AERES ARNRE
. 2BKECC » .
e L e ittt bl #®# IS IT A % NC
* MOVE BROKEN FoceesssenvescssscvcecacccccnsscnncX¥ VALID *-..-'...o-~.X*ZEREXl 'l
# FIELDS TO JCE * ® COMMAND # *
#CONTROL BUFFER # * - . *
REERARAREBAARRARE AEERE EER L]
<YES
- .
X
ERRER ARATH RERER
* * * *ENTER*®
= * - » 2CCMMAND #
*ZEREX1 * #Z2EREX2 * #RCUTINE#*
» » * * & VIA %
- * * * #JTABL#*
ERXER RRAAE EEERR
. .
. .
X
I&liiiiliil!ii.ll RERE
- *
H SET STATEMENT : * - *
* FOR I1LLEGAL * * CCMNANLC BUT * #* JHARD *
* CCMNMAND b * ILLECAL *® * *
* * e SITUATION * L .
FEBAATERRA DR R EAER AEERRRAR XTI ERRE RN RERER
. . -
. . .
. x .
ecscssnsseissssvarsbosscssssssscoseanscessaassscceneXa
X
AnrAE AERAR
* *
YES ® IS SCURCE * * *
esevccsncse SYSTEM “ ®ZEXITX *
. * INPUT @ * =
. * » L] *
. ARETE AEREE
- oNC -
. N .
. . .
. . .
. . .
. . .
x X x
illﬁ,l&lll{illlll SFARE AERREERRAERRRRARR AREER
ZSRFFD hd * * * SCCMN " * L
._. PR e e ] * 1S #  YES u-u-:-s l-l-l-i-.
#GET FIELL COUNT® # THE CONSCLE %eecsewseX¥ #Fevavene
*AND THE MUMBER # *THE SOURCE # ’ AMPL[FYING :
* CF CFARACTERS % * . * MESSAGE . *
EXEAERBARIBERRRRE xEane Illlllllllllillli ARRER
- +NO X
. .
- .
. .
. . .
. . -
- ZFARCC X .
. AEXAEARFAREARRRARSR -
. .

CC TO 1QS
AREERERAXS AR RENE N

Figure 47 - The Command Mainstream
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The format of the command message is essentially
the same for all sources. Commands coming via
cards must have a B punch in column 1 but the state-
ment field, columns 10-72, contains the command
statement as it is entered via the console:

COMD, command and parameters

Upon receipt of control, JCOMD (Figure 47) saves
the index registers and then proceeds to construct
the matrix mask from information in the calling
sequence and the system mode bits, SYSMOD. Be-
cause the command message may be any one of three
different formats depending on the source, a multi-
way branch must be made to specific calling sequence
sets for conversion, breakout and/or moving routines.
These sets of calling sequences will transform the
message, if necessary, into BCD format, break it
out, and eventually store it in an area JFLDB. The
message in JFLDB is in eight-character broken-out
fields. If the number of fields is less than two, the
command request is in error, and the common error
exit routine is entered with an explanatory message.

If there are two or more fields and the command
is entered through a source other than the Job Con-
trol source, the first field will be tested for COMD
at ZCMCRD. If rejected, exit will be made via the
common error exit routine. After determining that
a command message is acceptable, a table lookup is
made to compare the second broken-out field, the
command request op code, with a table of legal op
codes for the commands. If the command request is
not found in the legal list, the common error exit is
entered, with an appropriate message. For all error
messages, a hard copy is made on the console if the
input source was not console. If an equal comparison
was found, a branch is made to the requested indi-
vidual command routine for further processing.

The common error exit routine, JHARD, will make
a hard copy of the command message on the console
typewriter, if the console was not the source. The
routine uses the SA6IQS conversion routine to convert
the original command message to IQS code. This,
together with an amplifying error message is then
sent to the console typewriter via the commentator.
The normal exit routine, ZEXIT, is then used, which
resets the console reserved light, if necessary,
restores the index registers, and gives $RET. The
general exit routine provides for handling normal
exit messages as well as error exit messages by use
of index registers.

The major system subroutines used by the com-
mand mainstream are the conversion routines from
one format to another, and the breakout routine. The
inputs can be in IQS, BCD broken out, or BCD. These
must be transformed to broken out BCD fields.

The reserved light off pseudo-op is the only pseudo-
op used, and the commentator is used for output. The
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hard copy maker converts from BCD to IQS for the
commentator, using the SA6IQS routine.

Mode Control Commands

The operating mode of the system (bypass, online,
offline) may be altered by the operators at any time
via the system command package. The mode control
commands may be entered via any of the sources,
and the IPL source serves as the initiator for the
system input program.

The BYPASS Command

The BYPASS command (ZBYPASS, Figure 48) will be
actuated in several different ways, depending upon
the source. If the source is IPL, SYSMOD is set to
BYPASS(10), and the SPPBT1 indicators are set to
11. These indicators are tested by the overlapped
mode change commands to determine whether tape
IOD's have been previously assigned or not. The IPL
sequence then leads to ZBA1.

If the source was Job Control 1 and the present
mode is overlapped, the STRANB indicator is set so
that on $RET, Job Control 1 will stop requesting
cards from System Input. A branch is then made to
ZBA1.

If the operator's console is the source and the
present mode is offline overlapped a branch is made
to ZBAl. ZBAI1 is an MCP calling sequence linkage
to the input program, requesting a transition to the
bypass mode. Upon return, the index linkage is set
for the command acceptance message and exit is
made to ZEXITX.

If the source was Job Control 4 in the bypass mode
and STRANB is 1, STRANB is set to 0 and a branch
made to JNOPX (Figure 48). This is done because
the input program will give the BYPASS command
card to JC4 as the first card of the first bypass job.
Since this command has already been actuated, it
must be ignored. If STRANB were =0, an error exit
ZEREX2 branch would be made. If the source was
JC4 in an overlapped mode, the BYPASS command
was on an offline tape, and return to overlapped has
been accomplished after entering bypass from phase
1. JNOPX is entered. Any other source or mode is
in error.

The ONLINE Command

The ONLINE command (ZONLIN, Figure 48), like
BYPASS, is source~-dependent for its actions. If the
source is Job Control 4 in the bypass mode, a branch
is made to ZONO1Y where STRANB is turned off.
This is necessary because STRANB might have been
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set by a BYPASS command, appearing at the end of a
scan tape, in the offline mode. STRANB would not be
reset since the BYPASS command card in offline mode
is not passed on to JC4 as the first card of the bypass
job. Control then passes to ZONO1X.

If the source is IPL, a branch is made to ZONO1X,
where SYSMOD is set to online mode (00), followed
by a test of SPPBT2 to determine if tape IOD's have
been assigned. If so, a branch is made to ZOFFO2,
a subroutine consisting of two calling linkages to the
special assignment routine. Both branches go to
ZONO0O01.

If the source is JC1 or operator's source and the
mode is offline, a direct branch is made to ZON0O1
which is an MCP calling linkage requesting the input
program to make a transition to the online mode.
This is followed by setting up of the acceptance
message and a branch to ZEXITX.

If the source was JC4 overlapped, the NOP exit
JNOPX is taken. Otherwise the command is in error
and a branch is made to ZEREX2.

The OFFLINE Command

The OFFLINE command (ZOFFLN, Figure 48) is also
source-dependent for its actions. If the source is
JC4 in the bypass mode, a branch is made to ZOFF09
to turn off STRANB. This is the same situation as
ZONO1Y in the ONLINE command. SPPBTI is then
tested for previously assigned system tapes, and if
not assigned, control is given to ZOFF02. An indi-
cator, SPPBTS3, is also set for test later to show that
the tapes were assigned by this command. In either
case, control eventually goes to ZOFF1X. If the
source was IPL or JC1, online control is given
directly to ZOFF1X. ZOFF1X is an MCP calling
sequence to the input program requesting initiation of
a transition to the offline mode of operation. There
are two returns from the input program: one for nor-
mal and an end return if the command card is not the
last card in the card reader.

If the normal return is reached, a test of mode is
made; if online, the return address to JC1 is altered
to go to a $RET sequence to JC1. In either case mode
is then tested for IPL. If not IPL, the card reader is
disassigned via the special disassignment routine
ZDSN01. Both branches now lead to ZOFF10 which
sets SYSMOD to OFFLINE(01), sets the present-
command-assigned-tape indicators off (SPPBT3) and
exits via ZEXITX.

If the end return is given by the input program, a
branch to ZOFF72 is made. If tapes were assigned
earlier by this command, they are disassigned and
the assigned tape indicators SPPBT1 and SPPBT2 are
reset to 1. Either branch leads to the error exit
ZEREX2.
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Job Control Commands

Four commands are available to operations personnel
to control the flow of work through the system. They
provide the following capabilities:

1. Change the time clock ($TC) calibration con-
stant (CLOCK).

2. Cause the rejection of a job already on or par-
tially on the scan tape (REJECT).

3. Cause the termination of the job in progress,
with or without an error dump (ABEOJ or EOJ).

The CLOCK Command

The CLOCK command may be entered via the console
typewriter, or via the card reader in online or bypass
modes. If the command is accepted, the difference
between the time in the command and $TC will be
stored in STIMEK for use on all subsequent $TIME
operations.

The program (ZTCC, Figure 49) logs the calibra-
tion with the time as computed with the original con-
stant.

The REJECT Command

The operator may pre-reject a job by use of the
REJECT command. This should be used only in the
overlapped mode via system input, but it will act like
the EOJ command if entered via the operator's source
in the bypass mode.

The matrix mask is tested for validity of the
request (ZREJCT, Figure 50). If the source is opera-
tor and the mode is bypass, a branch is made to the
$EOJ routine for the processing of end-of-job. If
the request is from Job Control 4 overlapped, a nor-
mal return is made via JNOPX; if from the input pro-
gram card reader in the unoverlapped mode, an error
message is sent to the operator via ZEREX2. If the
command is entered through Job Control 1, the return
address parameter in the tentacle table is set to error
return and exit is made via ZEXITX. This will return
control to Job Control, which will note the error
return and the code, and reject the previous job.

The EOJ Command

The End of Job command is used to terminate the
presently operating problem program without pro-
ducing a dump.

The matrix mask is tested for the valid conditions
for EOJ (ZEOJ, Figure 50). These consists of a
request from the console or from Job Control 1 in
the online mode. If either of these conditions are
met, $EOJ is primed, a message is printed through
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output program, and the operator is informed of the

operation. Bit YEOJS is set to permit JC4 to termi-
nate a processor chain. A normal exit is then made
through the mainstream exit routine via ZEXITX.

If the matrix mask shows that Job Control 4 is the
source and the online mode is in control, the com-
mand has already been executed, and a normal return
is made via JNOPX. For any other masks, an error
exit is made via ZEREX2. If EOJ is given between
jobs or before the first job, an error exit to ZEREX2
is made.

The ABEOJ Command

The ABEOJ command is implemented in the same
manner as EOJ, except that ABEOJ is primed and
no control bit is required (ZABEND, Figure 50).

I-O Control Commands

Four commands influence I-O operations. Two of
these, OUTPUT and REWIND, are concerned with
terminating operations of the system input and output
tapes. The EOF command is used fo indicate an
intentional EOF at the card reader in the online mode.
The fourth, IOCHANGE, is concerned with changes

in the availability of physical I-O devices.

The OUTPUT Command

The OUTPUT command is designed to permit the
operator to force a change of the output tape before
the beginning of the next job, thus starting the next
job on a new output tape.

The command is accepted (JOUTP, Figure 50) if
the matrix mask shows Job Control 4 in any mode, or
if the source is the console. The pseudo-op,
SOUTPT, is given to the output program, and upon
return the operator is informed via the commentator
of the action. A normal exit is then made.

If the matrix shows that Job Control 1 is the source
of the command, a normal exit via JFINX is given
since the command will be executed in phase 4. Any
other matrix is an error and an error exit will be
made via ZEREX2,

The EOF Command

The EOF command is used to permit the input pro-
gram to rewind the write tape at tape switch time if
necessary. It is a substitute for.a non-existing job
and means that there are no more cards available at
the present time through the card reader, and that an
end of file may be written. It also is used by the
logger entries as an accounting device for idle time.

If the source is JC1 in online mode, a branch is
made to ZEOF19 (JEOF, Figure 50), which is an
MCP calling linkage to SLOG1. Following this, a
branch is made to JDOIT which is an MCP calling
linkage to the input program to indicate an EOF condi-
tion. If there are more cards following the EOF card,
an end return will be made, which causes the EOF
command to take an error exit ZEREX2, Otherwise,
the normal exit (ZEXITX) is made. If the source is
JC4 in bypass mode, an entry to SLOG4 is made at
ZEOF10; upon return, control is given to JDOIT.

If JC1 in offline mode is the source, ZEOF19 is
entered and then exit made via JNOPX. If JC4 over-
lapped is the source, ZEOF10 is entered and then exit
made via JNOPX. Any other source causes error
exit via ZEREX2.

The REWIND Command

The REWIND command is a request to terminate and
rewind the present online write tape.

The console is not considered a legal source for
this command. The input program card reader is
the only source, and the parameter REWIND is the
only one following COMD, as in: COMD, REWIND.

The only acceptable matrix for the REWIND com-
mand is the Job Control 1 source and the online mode
(JREWD, Figure 49). The pseudo-op, SKOM, is
given to the input program and a comment to the
operator precedes a normal exit from the routine.

If the matrix is Job Control 4 online, a normal exit
is made since the command has been executed
already. All other matrices are considered in error.

The JIOCHANGE Command

The IOCHANGE command is the method by which the
operator may make a unit or an entire channel avail-
able or not available to the system. If an MCP unit
or channel is made not available, an attempt will be
made to assign a similar piece of equipment to MCP.
A unit or channel is available if it is physically
capable of being operated by the system. A unit is
assigned if it is presently logically connected to
either MCP, or the PP which is presently operating.

The format for both console and card is:

COMD, IOCHANGE, Channel, Unit, Code, Type
where:

Channel is the decimal number of the channel.

Unit is the decimal number, 0-7, of the unit. It
is applicable only when a unit is being acted upon
as distinct from a command relating to an entire
channel. In the latter case, the symbol ALL
should be used.

Code permits one of three available options to be
requested:
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ADD -- this makes a unit or channel available.
DELETE -- this makes a unit or channel unavail-
able and is normally given in
response to a service request from
a program which has had repeated
failures on a unit or channel.
DELETM -- this makes a unit or channel unavail-
" able for maintenance purposes. It
is restricted to units or channels
which are not assigned to MCP or
to an operating PP. An error
return will be given if DELETM is
requested for an assigned unit.
Type is used only if the Code is ADD. It must be
one of the following:
READER
PRINTER
PUNCH
If the operation is ADD and the channel is a single-
unit channel, a different type of equipment may be
attached. If the subfield is null, the Channel Status
Table will reflect the same type of equipment. For
both channel and unit numbers, if a request is given
for a pieceiof equipment which has no corresponding
Channel or Unit Status Table entry, an error return
will be given.
Note: If a deletion of an MCP unit is requested, it
may cause the ending of the currently operating PP.

Validity Testing: The matrix mask for source and
operating mode is tested for valid IOCHANGE situa-
tions (ZIOCH, Figure 51). If the request is from
Job Control 4 in the overlapped mode, it has already
been processed, and a normal exit is made via
JNOPX. If the source is operator or Job Control 1
online, or unoverlapped Job Control 4, the command
will be implemented. If these conditions do not exist,
an error return is given via ZEREX2.

After validity checking of the command request,
the channel number is obtained from the command
message. If a disk channel, a branch is made to a
special disk routine ZDSKCH. If it is not a disk
channel, the channel number is tested for a valid
basic exchange channel number. An error exit is
made if the channel number is not possible for the
present configuration. This is determined by refer-
ence to SXCHAN.

Unit or Entire Channel Change: Upon completion of
validity testing of the channel number, it must be
determined if the request is for a unit change or an
entire channel change. If the request is for a unit
change, the unit number is tested against the number
of unit status table entries for the.channel. If the
unit number is high, an error exit is made. If the
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request is for an entire channel change, a switch PG1
(ZINDCH) is set, and in either case, unit or channel,
control is returned to the next test at ZACTON.

If the channel is a multi-unit channel, the system
configuration change bit SCHFCG is set on. At this
point, a test is made of the entire channel change
switch ZINDCH. The action for a unit or entire
channel is very similar, but the two must be per-
formed separately because of minor differences.
They will be discussed jointly, with minor differences
noted.

The operation code is tested, and if it is ADD, a
branch is made to the unit or channel add routines
ZADDCH or ZADDUN (Figure 51). If not ADD, the
op code must be DELETE or DELETM. The available
bit for the unit or channel is tested, and if not pre-
sently available an error exit is made. If it is avail-
able, the channel or unit is made not available. At
this point, if the request is to delete an entire multi-
unit channel, a branch is made to ZMULCH (Figure
52). If the unit is not assigned (ZQUES, Figure 52),
a test is made for DELETE or DELETM at ZMAIND,
If either, a normal exit is made; if neither, error
exit ZEREXI1 is made.

If the unit is assigned, a test is made for DELETE.
If not DELETE, an error has occurred, since an
attempt was made to delete an assigned unit for main-
tenance. In this case, at ZMNERX (Figure 52), the
unit or channel is made available again, the configu-
ration change bit is reset, and an error exit is made,
with an explanatory message. If DELETE, the unit
is set unassigned. If the unit was owned by the prob-
lem program, a branch is made to ZABEOJ, $ABEOJ
is primed, a message is written through the output
program, a comment is made to the operator about
the change, and a normal exit is made. If the unit
was owned by MCP, a scan of the status tables by
ZCHSCN (Figure 53) must be made to find a replace-
ment unit. After return from the scan, a normal
exit is made via ZDONE to ZEXITX.

Multiple Unit Channel Deletion: In the case of a

multiple-unit channel, when an entire channel is to be
deleted, the special case of both MCP and PP owned
units on the same channel must be solved. If PP
units are on the channel, the PP must be removed by
$ABEOJ eventually. If MCP units are on the channel,
replacements must be found, each one individually by
the scan routine. The procedure for deleting an entire
multi-unit channel at ZMULCH (Figure 52) begins by
the count of units on the channel being established and
used as a control by index. A test is made to deter-
mine if the indexed unit is assigned. If not assigned,
a branch is made to ZQUS11 which tests if the code
has been examined for DELETE or DELETM. If not,
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