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Overview

Screen management programs are a common component of many com-
mercial computer applications. These programs handle input and output at a
video display terminal. A screen program might move a cursor, print a
display, divide a terminal screen into windows, or change the definition of
colors. Many screen management programs build end-user terminal interfaces
to help users enter and retrieve information from a database — interfaces such
as forms, menus, and help and error message displays.

This chapter explains how to use the Extended Terminal Interface (ETI)
package to write screen management programs on a UNIX System V/386 sys-
tem. (It also tells you what you need to know about the terminfo database to
use ETIL) To start you writing screen management programs as soon as possi-
ble, the information in this chapter does not cover every routine in the
libraries. Although it covers all routines in the high-level libraries (those that
build panels, menus, and forms), it covers only the most frequently used rou-
tines in the low-level library (curses). For more information, this chapter
points you to the curses(3X), terminfo(4), and other manual pages in the
Programmer’s Reference Manual. Keep this manual close at hand; you’ll find it
invaluable when you want to know more about these and other routines.

Because the routines are compiled C functions, you should be familiar
with the C programming language before using ETI. You should also be fami-
liar with the UNIX System/C language standard 1/O package (see "System
Calls and Subroutines" and "Input/Output® in Chapter 2 and the stdio(3S)
manual page of the Programmer’s Reference Manual). With that knowledge
and an appreciation for the UNIX System philosophy of building on the work
of others, you can design screen management programs for many purposes.

How this Chapter is Organized
This chapter contains eleven sections:
B Introduction to ETI

This is the present section. It briefly describes the ETI libraries and
how ETI works with the terminfo database.

B Basic ETI Programming

This section describes the routines and other components that every
ETI program needs to work properly, tells you how to compile and run
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low-level ETI (curses) programs, and introduces important concepts
such as refreshing.

B Simple Input and Output

This section describes the routines in the low-level ETI (curses) library
for writing to, and reading from, a screen and manipulating colors. It

also covers the suite of video attributes and options which enable you

to enhance your displays with striking visual effects.

B Windows

This section explains the use of windows and subwindows. It delves
more deeply into the refresh operation and covers the functions
wnoutrefresh() and doupdate().

B Panels

This section begins the treatment of the high-level ETI functions. It
describes the use of panels—windows with interrelationships of
depth—and covers the set of panel functions, which enable you to
create panels, move them, associate them with different windows, place
them on top of other panels, and so forth.

B Menus

This section explains the suite of menu functions. It explains how to
create menu items and menus, display them, change menu video attri-
butes, have users interact with menus, and more.

B Forms

This section covers the wealth of form functions. It shows how to
create fields and forms, display them, change form video attributes,
have users interact with forms, and more.

B Other ETI Routines

This section covers routines for screen management programs that draw
line graphics, use a terminal’s soft labels, and work with more than one
terminal at the same time.

B Working with terminfo Routines

This section describes a subset of routines in the curses library. These
routines access and manipulate data in the terminfo database. They
are used to set up and handle special terminal capabilities such as pro-
grammable function keys. This section also describes the terminfo
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database, related support tools, and their relationship to the curses
library.

B Terminal Access Method (TAM) Transition Library

This section explains how to use the TAM transition library and how to
rewrite TAM application programs to run efficiently under ETI without
the TAM transition library.

B Program Examples

This section includes programs that illustrate uses of low level ETI
curses routines.

Conventions Used in this Chapter
This section uses the following conventions to discuss ETI routines:

B In program text, the major ETI data types appear in uppercase. They
are as follows:

O WINDOW-—a rectangular area of the screen treated as a unit

0O PANEL—a window with relations of depth to other windows so
that regions hidden behind other windows are invisible

0 ITEM—a character string consisting of a name and an optional
description

0O MENU—a screen display that presents a set of items from which
the user chooses one or more, depending on the type of menu

O FIELD—an m x n block of character positions within a form that
ETI functions can manipulate as a unit

0O FORM—a collection of one or more pages of fields

O FIELDTYPEa field attribute that determines what kind of data may
occupy the field

B Every ETI function is introduced with a SYNOPSIS that describes the
type of its arguments and return value, if any. The first line of the
SYNOPSIS proper describes the routine, while the following lines
describe its arguments. On each line, the type of the return value or
arguments precedes their names. As an example, consider
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SYNOPSIS

int set merm win (memu, window)
MENU * merm;
WINDOW * window;

This says that the function set_menu_win() returns a value of type int
and that it takes two arguments, menu and window. The argument menu is
of type MENU * (pointer to a menu), while the argument window is of type
WINDOW * (pointer to a window).

B The terms window, panel, menu, and form are often shorthand for the
phrases window pointer, panel pointer, menu pointer, and form pointer,
respectively. All ETI routines pass or return pointers to these objects,
not the objects themselves.
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ETl is a set of C library routines that promote the development of applica-
tion programs that display and manipulate windows, panels, menus, and
forms and run under the UNIX System. The rest of this section explains the
nature of these libraries and the connection between ETI and the terminfo
library and database.

The ETI Libraries

ETI consists of the following libraries.
low-level (curses)
panel

menu

form
B TAM Transition.

The routines are C functions and macros; many of them resemble routines in
the standard C library. For example, there’s a routine printw() that behaves
much like printf(3S) and another routine getch() that behaves like getc(3S).
The automatic teller program at your bank might use printw() to print its
menus and getch() to accept your requests for withdrawals (or, better yet,
deposits). A visual screen editor like the UNIX System screen editor vi(1) (see
the User’s /System Administrator’s Reference Manual) might also use these and
other ETI routines.

A major feature of ETI is cursor optimization. Cursor optimization minim-
izes the amount a cursor has to move around a screen to update it. For exam-
ple, if you designed a screen editor program with ETI routines and edited the
sentence

ETI is a great package for creating forms and menus.
to read
ETI is the best package for creating forms and menus.

the program would change only the best in place of a great. The other
characters would be preserved. Because the amount of data transmitted—the
output—is minimized, cursor optimization is also referred to as output
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optimization.

Cursor optimization takes care of updating the screen in a manner
appropriate for the terminal on which an ETI program is run. This means that
ETI can do whatever is required to update many different terminal types. It
searches the terminfo database (described below) to find the correct descrip-
tion for a terminal.

How does cursor optimization help you and those who use your pro-
grams? First, it saves you time in describing in a program how you want to
update screens. Second, it saves a user’s time when the screen is updated.
Third, it reduces the load on your UNIX System’s communication lines when
the updating takes place. Fourth, you don’t have to worry about the myriad
of terminals on which your program might be run.

Here's a simple ETI program. It uses some of the basic ETI routines to
move a cursor to the middle of a terminal screen and-print the character string
BullsEye. Each of these routines is described later in this section. For now,
just look at their names, and you will get an idea of what each of them does:

Cﬁmﬂe <curses.h>

main()
{
initscr();

move( LINES/2 - 1, OOLS/2 - 4 );
addstr("Bulls");
refresh();
addstr("Eye”);
refresh();
endwin();
}

- /

Figure 10-1: A Simple ETI Program
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The ETIl/terminfo Connection

terminfo is both a set of routines that make use of the capabilities of a
wide range of terminals and a database that contains descriptions of the termi-
nals that can be used with ETI. Its use as a database is our concern here. See
the section "Working with terminfo Routines® for details on its use as a set
of routines.

A screen management program with ETI routines refers to the terminfo
database at run time to obtain the information it needs about the terminal
being used—what we’ll call the current terminal from here on.

Suppose, for instance, that you are using an AT&T Teletype 5425 terminal
to run the simple ETI program shown in Figure 10-1. To execute properly,
the program needs to know how many lines and columns the terminal screen
has to print the BullsEye in the middle of it. The description of the AT&T
Teletype 5425 in the terminfo database has this information, as well as other
information about the terminal’s capabilities and how it performs various
operations — for example, how its control characters are interpreted. All ETI
needs to know before it goes looking for the information is the name of your
terminal.

You tell the program the name by putting it in the environment variable
$TERM when you log in or by setting and exporting $TERM in your .profile
file [see profile(4)]. Knowing $TERM, an ETI program run on the current ter-
minal can search the terminfo database to find the correct terminal descrip-
tion.

For example, assume that the following lines are in a .profile:

TERM=5425
export TERM
tput init

The first line names the terminal type, and the second line exports it. (See
profile(4) in the Programmer’s Reference Manual.) The third line of the exam-
ple tells the UNIX System to initialize the current terminal. That is, it makes
sure that the terminal is set up according to its description in the terminfo
database. (The order of these lines is important. $TERM must be defined
and exported first, so that when tput(1) [see the User’s/System Administrator’s
Reference Manual] is called the proper initialization for the current terminal
will take place.) If you had these lines in your .profile and you ran an ETI
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program, the program would get the information that it needs about your ter-
minal from the file /usr/lib/terminfo/5/5425 in the database, which provides
a match for STERM. For more information about the terminfo database, see
the section "Working with terminfo Routines".
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This section describes the low-level routines and other components that
every ETI program needs to work properly. It tells you how to compile and
run ETI applications using the low-level libraries and introduces important
concepts (such as refreshing) that recur throughout this document.

What Every ETI Program Needs

All ETI programs need to include the header files <menu.h>, <form.h>,
and <panel.h> and call the routines initscr(), refresh() or similar routines,
and endwin(). Some of the other header files, however, include file curses.h.

The Header File <curses.h>

The header files <menu.h>, <form.h>, and <panel.h> define several
global variables and data structures.

To begin, let’s consider the variables and data structures defined.
<curses.h>, among other things, defines the integer variables LINES and
COLS; when an ETI program is run on a particular terminal, these variables
are assigned the vertical and horizontal dimensions of the terminal screen,
respectively, by the routine initscr() described below.

The integer variables COLORS and COLOR_PAIRS are also defined in
<curses.h>. These will be assigned, respectively, the maximum number of
colors and color-pairs the terminal can support. These variables are initialized
by the start_color() routine. (See the section "Color Manipulation. ")

LINES and COLS are external (global) variables that represent the size
NOTE| of a terminal screen. Two similar variables, SLINES and $COLUMNS,
may be set in a user’s shell environment; an ETI program uses the

I environment variables to determine the size of a screen. Whenever we
refer to the environment variables in this section, we will use the $ to
distinguish them from the C declarations in the <curses.h> header file.

For more information about these variables, see the following sections:
"The Routines initscr(), refresh(), and endwin()" and “"More about
initscr() and Lines and Columns. "

The header files define the integer constants OK, E_OK, ERR, and others
listed in the following sections. ETI routines that return int values return
these constants under the following conditions:
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OK returned if a low-level or panel function completes prop-
erly

E_OK returned if a menu or form function does so

ERR returned if a low-level or panel function encounters an
error

The other error values returned by the high-level functions are described in
the appropriate sections below.

Now let’s consider the macro definitions. <curses.h> defines many ETI
routines as macros that call other macros or ETI routines. For instance, the
simple routine refresh() is a macro. The line

#define refresh() wrefresh(stdscr)

shows that when refresh is called, it is expanded to call the ETI routine
wrefresh(). In turn, wrefresh() (although it is not a macro) calls the two ETI
routines wnoutrefresh() and doupdate(). Many other routines also group two
or three routines together to achieve a particular result.

Macro expansion in ETI programs may cause problems with certain
sophisticated C features, such as the use of automatic incrementing vari-
ables.

One final point about <curses.h>: it automatically includes <stdio.h>
and the <termio.h> tty driver interface file. Including either file again in a
program is harmless but wasteful.

The Routines initscr{), refresh(), endwin()

The routines initscr(), refresh(), and endwin() initialize a terminal screen
to an "in ETI state," update the contents of the screen, and restore the termi-
nal to an "out of ETI state," respectively. Consider the simple program intro-
duced earlier and reproduced in Figure 10-2.
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leude <curses.h>

main()
{
initscr(); /* initialize terminal settings and <curses.h>
data structures and variables */

move( LINES/2 - 1, OOLS/2 - 4 );
addstr("Bulls");

refresh(); /* serd ocutput to (update) terminal screen */
addstx(“"Eye");

refresh(); /* send more output to terminal screen */
endwin(); /* restore all terminal settings */

| /

Figure 10-2: The Purposes of initscr(), refresh(), and endwin() in a Program

An ETI program usually starts by calling initscr(); your program should
call initscr() only once. This routine uses the environment variable $TERM to
determine what terminal is being used. (See the Chapter 1 section, "The
ETI/terminfo Connection," for details.) It then initializes all the declared
data structures and other variables from <curses.h>. For example, initscr()
would initialize LINES and COLS for the sample program on whatever termi-
nal it was run. If the TELETYPE 5425 terminal were used, this routine would
initialize LINES to 24 and COLS to 80. Finally, this routine writes error mes-
sages to stderr and exits if errors occur.

During the execution of the program, output and input is handled by rou-
tines like move() and addstr() in the sample program. For example,

move( LINES/2 - 1, OOLS/2 - 4 );
says to move the cursor to the left of the middle of the screen. The line
addstr(“"Bulls");

says to write the character string Bulls. For example, if the TELETYPE 5425
terminal were used, these routines would position the cursor and write the

character string at (11,36).

EXTENDED TERMINAL INTERFACE 10-11



Basic ETI Programming

All ETI routines that move the cursor move it from its home position in the
NOTE| upper left corner of a screen. The (LINES,COLS) coordinate at this position
is (0,0) not (1,1). Notice that the vertical coordinate is given first and the

| horizontal second, which is the opposite of the common ‘x,y’ order of screen
(or graph) coordinates. The -1 in the sample program takes the (0,0) posi-
tion into account to place the cursor on the center line of the terminal
screen.

Routines like move() and addstr() do not actually change a physical termi-
nal screen when they are called. The screen is updated only when refresh() is
called after one or more windows (internal representations of the screen) are
updated. This is a very important concept, which we discuss below under
"More about refresh() and Windows. "

Finally, an ETI program ends by calling endwin(). This routine restores
all terminal settings and positions the cursor at the lower left corner of the
screen.

Compiling an ETI Program

You compile programs that include ETI routines as C language programs.
This means that you use the c¢(1) command (documented in the Programmer’s
Reference Manual) to invoke the C compiler. (See Chapter 2 for details.)

The routines are usually stored in the library /usr/lib/libX.a, where X
signifies either curses, panel, menu, or form, depending on which library
your program needs. To direct the link editor to search this library, you must
use the -1 option with the cc command.

The general command line for compiling an ETI program follows:
cc filee [-1X] -lcurses -o file

where X is either panel, menu, or form; file.c is the name of the source pro-
gram; and file is the executable object module. See the appropriate section
below for more information.

Using the TAM Transition Library

Some users may have applications using the TAM library routines that
originally ran on the UNIX System PC. "The TAM Transition Library,"
Appendix B of this document, explains how to compile and run these
applications.
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Running an ETI Program

ETI programs count on certain information being in a user’s environment
to run properly. Specifically, users of a program should usually include the
following three lines in their .profile files:

TERM=current terminal type
export TERM
tput init

For an explanation of these lines, turn again to the section " The
ETI/terminfo Connection® in this chapter. Users of an ETI program could
also define the environment variables $LINES, $COLUMNS, and $TER-
MINFO in their .profile files. However, unlike $TERM, these variables do
not have to be defined.

If an ETI program does not run as expected, you might want to debug it
with sdb(1), which is documented in the Programmer’s Reference Manual.
When using sdb, you have to keep a few points in mind. First, an ETI pro-
gram is interactive and always has knowledge of where the cursor is located.
An interactive debugger like sdb, however, may cause changes to the contents
of the screen of which the ETI program is not aware.

Second, an ETI program doesn’t output to a window until refresh() or a
similar routine is called. Because output from the program may be delayed,
debugging the output for consistency may be difficult.

Third, setting break points on ETI routines that are macros, such as
refresh(), does not work. You have to use the routines defined for these mac-
ros, instead; for example, you have to use wrefresh() instead of refresh(). See
the above section, "The Header File <curses.h>," for more information about
macros.

More about initscr() and Lines and Columns

After determining a terminal’s screen dimensions, initscr() sets the vari-
ables LINES and COLS. These variables are set from the terminfo variables
lines and columns. These, in turn, are set from the values in the terminfo
database, unless these values are overridden by the values of the environment
$LINES and $COLUMNS.
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More about refresh() and Windows

As mentioned above, ETI routines do not update a terminal until refresh()
is called. Instead, they write to an internal representation of the screen called
a window. When refresh() is called, all the accumulated output is sent from
the window to the current terminal screen.

A window acts a lot like a buffer does when you use a UNIX System edi-
tor. When you invoke vi(1) (see the User’s/System Administrator’s Reference
Manual), for instance, to edit a file, the changes you make to the contents of
the file are reflected in the buffer. The changes become part of the permanent
file only when you use the w or ZZ command. Similarly, when you invoke a
screen program made up of ETI routines, they change the contents of a win-
dow. The changes become part of the current terminal screen only when
refresh() is called.

<curses.h> supplies a default window named stdscr (standard screen),
which is the size of the current terminal’s screen, for all programs using ETI
routines. The header file defines stdscr to be of the type WINDOWH#, a
pointer to a C structure which you might think of as a two-dimensional array
of characters representing a terminal screen. The program always keeps track
of what is on the physical screen, as well as what is in stdscr. When refresh()
is called, it compares the two screen images and sends a stream of characters
to the terminal that make the physical screen look like stdscr. An ETI pro-
gram considers many different ways to do this, taking into account the various
capabilities of the terminal and similarities between what is on the screen and
what is on the window (stdscr). It optimizes output by printing as few char-
acters as possible. Figure 10-3 illustrates what happens when you execute the
sample ETI program that prints BullsEye at the center of a terminal screen.
Notice in the figure that the terminal screen retains whatever garbage is on it
until the first refresh() is called. This refresh() clears the screen and updates
it with the current contents of stdscr.
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move(LINES/2-1,
COLS/1-4)
23]

addstr (°Bulls")

refresh()
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stdscr physical screen
(garbage)
stdscr physical screen
(n] (garbage)
stdscr physical screen
Bulls O (garbage)
stdscr physical screen
Bulls g Bulls O

Figure 10-3: The Relationship between stdscr and a Terminal Screen
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stdscr physical screen
addstr ("Eye")
BullsEye O Bulls O
stdscr physical screen
refresh()
BullsEye O BullsEye O
stdscr physical screen
endwin(
BullsEye O BullsEye
o

Figure 10-3: The Relationship Between stdscr and a Terminal Screen (contin-
ued)

You can create other windows and use them instead of stdscr. Windows
are useful for maintaining several different screen images. For example, many
data entry and retrieval applications use two windows: one to control input
and output and one to print error messages that don’t mess up the other win-
dow. It’s possible to subdivide a screen into many windows, refreshing each
one of them as desired. And it's possible to create a window within a win-
dow; the smaller window is called a subwindow. See the section, "Win-
dows, " for more information.
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Some ETI routines are designed to work with a special type of window
called a pad. A pad is a window whose size is not restricted by the size of a
screen or associated with a particular part of a screen. You can use a pad
when you have a particularly large window or only need part of the window
on the screen at any one time. For example, you might use a pad for an
application with a spread sheet.

Figure 10-4 represents what a pad, a subwindow, and some other win-
dows could look like in comparison to a physical screen.

terminal screen

window window

pad

pad subpad

subwindow

window

Figure 10-4: Multiple Windows and Pads Mapped to a Physical Screen

The later section "Windows" describes the routines you use to create and
use windows and pads. If you'd like to see an ETI program with windows
now, turn to the window program under the section *ETI Program Exam-
ples" in this chapter.
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This section explains the numerous functions that enable you to do I/0O
under the ETI environment. It also covers the set of video attributes and
options which can enhance ETI output with striking visual effects.

Output

The routines that low-level ETI provides for writing to stdscr are similar
to those provided by the stdio(3S) library for writing to a file. They let you

B write a character at a time — addch()

B write a string — addstr()

B format a string from a variety of input arguments — printw()
[

move a cursor or move a cursor and print character(s) — move(),
mvaddch(), mvaddstr(), mvprintw()

B clear a screen or a part of it — clear(), erase(), clrtoeol(), clrtobot()

Following are descriptions and examples of these routines.
The ETI library provides its own set of input and output functions. You
should not use other 1/0O routines or system calls, like printf(3S) and

scanf(35), in an ETI program. They may cause undesirable results when
you run the program.
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addch()

SYNOPSIS

#include <curses.h>
int addch(ch)

chtype ch;

NOTES

B addch() writes a single character to stdscr and advances the cursor to
the next character position.

M The character is of the type chtype, which is defined in <curses.h>.
chtype contains data and attributes (see "Output Attributes” in this
chapter for information about attributes).

B When working with variables of this type, make sure you declare them
as chtype and not as the basic type (for example, unsigned long) that
chtype is declared to be in <curses.h>. This will ensure future compa-
tibility.

B addch() does some translations. For example, it converts

O the <NL> character to a clear to end of line and a move to the
next line

O the tab character to an appropriate number of blanks
O other control characters to their "X notation

B addch() normally returns OK. The only time addch() returns ERR is
after adding a character to the lower right-hand corner of a window
that does not scroll.

B addch() is a macro.
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EXAMPLE
#include <curses.h>

main()

{
initscr();
addch('a’);
refresh();
endwin();

The output from this program will appear as follows, with ‘a’ in position
0,0:

$0

See also the show program under "ETI Example Programs* in this
chapter.
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addstr({)

SYNOPSIS
#include <curses.h>

int addstr(str)
char *str;

NOTES

addstr() writes a string of characters to stdscr.
addstr() calls addch() to write each character.

addstr() follows the same translation rules as addch().
addstr() returns OK on success and ERR on error.

addstr() is a macro.

EXAMPLE

Recall the sample program that prints the character string BullsEye. See
Figures 10-2, 10-3, and 10-4.
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printw()

SYNOPSIS
#include <curses.h>

int printw(fmt [arg...])
char sfmt

NOTES
B printw() handles formatted printing on stdscr.

B Like printf, printw() takes a format string and a variable number of
arguments.

B Like addstr(), printw() calls addch() to write the string.

B printw() returns OK on success and ERR on error.
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EXAMPLE

#include <curses.h>

main()

{
char* title = "Not specified";
int no = 03

/* Missing code. */

initscr();

/* Missing code. */

printw("%s is not in stock.\n", title);
printw("Please ask the cashier to order %d for you.\n", no);

refresh();
endwin( ) ;

The output from this program will appear as follows:

Not specified is not in stock.
Please ask the cashier to order 0 for you.

$a
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move()

SYNOPSIS
#include <curses.h>

int move(y, x);
inty, x;

NOTES

B move() positions the cursor for stdscr at the given row y and the given
column x.

B Notice that move() takes the y coordinate before the x coordinate.
The upper left-hand coordinates for stdscr are (0,0), the lower right-
hand (LINES - 1, COLS - 1). See the section "The Routines initscr(),
refresh(), and endwin()* for more information.

B move() may be combined with the write functions to form

0O mvaddch(y, x, ch ), which moves to a given position and prints a
character

0O mvaddstr( y, x, str ), which moves to a given position and prints a
string of characters

O mvprintw( y, x, fmt [,arg...]),
which moves to a given position and prints a formatted string.

B move() returns OK on success and ERR on error. Trying to move to a
screen position of less than (0,0) or more than (LINES - 1, COLS - 1)
causes an error.

M move() is a macro.
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EXAMPLE
#include <curses.h>

main()

{
initscr();
addstr("Cursor should be here --> if move() works.");
printw("\n\n\nPress <CR> to end test.");
move(0,25);
refresh();
getch(); /* Gets <CR>; discussed below. */
endwin();

}

Here’s the output generated by running this program:

Qursor should be here -->[lif move() works.

Press <CR> to end test.

After you press <CR>, the screen looks like this:

Cursor should be here --> if move() works.

Press <CR> to end test.

See the scatter program under "ETI Program Examples" in this chapter for
another example using move().
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clear{) and erase()

SYNOPSIS
#include <curses.h>

int clear()
int erase()

NOTES
B Both routines change stdscr to all blanks.

B clear() assumes that the screen may have garbage that it doesn’t know
about; this routine first calls erase() and then clearok() which clears the
physical screen completely on the next call to refresh() for stdscr. See
the low-level ETI or curses(3X) manual page for more information
about clearok().

B initscr() automatically calls clear().
B clear() and erase() always return OK.

B Both routines are macros.
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clrtoeol() and clrtobot()

SYNOPSIS
#include <curses.h>

int clrtoeol()
int clrtobot()

NOTES

B clrtoeol() changes the remainder of a line to all blanks.

B clrtobot() changes the remainder of a screen to all blanks.
B Both begin at the current cursor position inclusive.
]

Neither returns any useful value.
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EXAMPLE
The following sample program uses clrtobot().

#include <curses.h>

main()
{
initscr();
addstr("Press <CR> to delete from here to the end of the line and on.");
addstr("\nDelete this too.\nAnd this.");
move(0,30);
refresh();
getch();
clrtobot();
refresh();
endwin();

Here's the output generated by running this program:

Press <CR> to delete from here[ho the end of the line and on.
Delete this too.
Ard this.

Notice the two calls to refresh(): one to send the full screen of text to a
terminal, the other to clear from the position indicated to the bottom of a
screen.

Here’s what the screen looks like when you press <CR>:
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Press <CR> to delete fram here

s0

See the show and two programs under "Program Examples" for other
uses of clrtoeol().
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Input

Low-level routines for reading from the current terminal are similar to
those provided by the stdio(3S) library for reading from a file. They let you
do the following:

B read one character at a time — getch()
B read a <NL>-terminated string — getstr()

B parse input, converting and assigning selected data to an argument list
— scanw()

The primary routine is getch(), which processes a single input character
and then returns that character. This routine is like the C library routine
getchar()(3S) except that it makes several terminal- or system-dependent
options available that are not possible with getchar(). For example, you can
use getch() with the ETI routine keypad(), which allows a low-level ETI pro-
gram to interpret extra keys on a user’s terminal, such as arrow keys, function
keys, and other special keys that transmit escape sequences, and treat them as
just another key. See the descriptions of getch() and keypad() on the
curses(3X) manual page for more information about keypad().

The following pages describe and give examples of the basic routines for
getting input in a screen program.
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getch()
SYNOPSIS

#include <curses.h>
int getch()
NOTES
B getch() reads a single character from the current terminal.

B getch() returns the value of the character or ERR on ‘end of file,’
receipt of signals, or nonblocking read with no input.

B getch() is a macro.

B See the discussions about echo(), noecho(), cbreak(), nocbreak(), raw(),
noraw(), halfdelay(), nodelay(), and keypad() on the following pages
and in curses(3X).
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EXAMPLE

#include <curses.h>

main()
{
int ch;

initscr();

cbreak(); /* Explained later in the section "Imput Options" */
addstr("Press any character: ");

refresh();

ch = getch();

printw("\n\n\nThe character entered was a '%c'.\n", ch);

refresh();

endwin();

The output from this program follows. The first refresh() sends the
addstr() character string from stdscr to the terminal.

Press any character: 0O

Now assume that a w is typed at the keyboard. getch() accepts the char-
acter and assigns it to ch. Finally, the second refresh() is called and the
screen appears as follows:
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w

(essany character:

The character entered was a 'w'.

$0O

For another example of getch(), see the show program under "Program
Examples" in this chapter.
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getstr()

SYNOPSIS
#include <curses.h>

int getstr(str)
char sstr;

NOTES

B getstr() reads characters and stores them in a buffer until a <CR>,
<NL>, or <ENTER> is received from stdscr. getstr() does not check
for buffer overflow.

B The characters read and stored are in a character string.
B getstr() is a macro; it calls getch() to read each character.

B getstr() returns ERR if getch() returns ERR to it. Otherwise it returns
OK. '

B See the discussions on echo(), noecho(), cbreak(), nocbreak(), raw(),
noraw(), halfdelay(), nodelay(), and keypad() on the following pages
and in ETI curses(3X).
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EXAMPLE

#include <curses.h>

main()

{

char str[256];

initscx();

cbreak(); /* Explained later in the section "Input Options" */
addstr("Enter a character string terminated by <CR>:\n\n");
refresh()

getstr(str);

printw("\n\n\nThe string entered was \n'%s'\n", str);

refresh();

endwin();

Assume you entered the string ‘I enjoy learning about the UNIX System.’

The final screen (after entering <CR>) would appear as follows:

C&ra character string terminated by <CR>:

I enjoy learning about the UNIX System.

The string entered was
‘I enjoy learning about the UNIX System.'

$0O

J
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scanw()

SYNOPSIS
#include <curses.h>

int scanw(fmt [, arg...])
char *fmt;

NOTES
B scanw() calls getstr() and parses an input line.

B Like scanf(35), scanw() uses a format string to convert and assign to a
variable number of arguments.

B scanw() returns the same values as scanf().

B See scanf(3S) for more information.
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EXAMPLE
#include <curses.h>

main()

{
char string[100];
float number;

initser();

cbreak(); /% Explained later in the */

echo(); /* section "Input Options" */

addstr("Enter a number and a string separated by a camma: ");
refresh();

scanw( "%f ,%s" ,&mumber , string) ;

clear();

printw("The string was \"%s\" and the mmber was %f.",string,mmber);
refresh();

endwin();

Notice the two calls to refresh(). The first call updates the screen with the
character string passed to addstr(), the second with the string returned from
scanw(). Also notice the call to clear(). Assume you entered the following
when prompted: 2,twin. After running this program, your terminal screen
would appear, as follows:

The string was “twin" and the number was 2.000000.

sO
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Output Attributes

When we talked about addch(), we said that it writes a single character of
the type chtype to stdscr. chtype has two parts: a part with information
about the character itself and another part with information about a set of
attributes associated with the character. The attributes allow a character to be
printed in reverse video, bold, a particular color, underlined, and so on.

stdscr always has a set of current attributes that it associates with each
character as it is written. However, using the routine attrset() and related ETI
routines described below, you can change the current attributes. Below is a
list of the attributes and what they mean:

B A_BLINK—blinking

A_BOLD—extra bright or bold

A_DIM—half bright

A_REVERSE—reverse video

A_STANDOUT—a terminal’s best highlighting mode
A_UNDERLINE—underlining

A_ALTCHARSET—alternate character set (see the section "Drawing
Lines and Other Graphics” in this chapter)

B COLOR_PAIR()—change foreground and background colors (see the
section on "Color Manipulation® in this section)

To use these attributes, you must pass them as arguments to attrset() and
related routines; they can also be ORed with the bitwise OR (i) to addch().

Not all terminals are capable of displaying all attributes. If a particular ter-
NOTE| minal cannot display a requested attribute, an ETI program attempts to find
a substitute attribute. If none is possible, the attribute is ignored.
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Let’s consider a use of one of these attributes. To display a word in bold,
you would use the following code:

4

printw("A word in *);
attrset(A_BOLD);
printw(“boldface");

attrset(0);

printw(® really stands ocut.\n");

%sh();

Attributes can be turned on singly, such as attrset(A_BOLD) in the exam-
Ple, or in combination. To turn on blinking bold text, for example, you would
use attrset(A_BLINK! A_BOLD). Individual attributes can be turned on and
off with the ETI routines attron() and attroff() without affecting other attri-
butes. attrset(0) turns all attributes off, including changes you may have
made to foreground and background color.

Notice the attribute called A_STANDOUT. You might use it to make text
attract the attention of a user. The particular hardware attribute used for stan-
dout is the most visually pleasing attribute a terminal has. Standout is typi-
cally implemented as reverse video or bold. Many programs don't really need
a specific attribute, such as bold or reverse video, but instead just need to
highlight some text. For such applications, the A_STANDOUT attribute is
recommended. Two convenient functions, standout() and standend() can be
used to turn on and off this attribute. standend(), in fact, turns off all attri-
butes.

In addition to the attributes listed above, there are two bit masks called
A_CHARTEXT and A_ATTRIBUTES. You can use these bit masks with the
ETI function inch() and the C logical AND ( & ) operator to extract the char-
acter or attributes of a position on a terminal screen. See the discussion of
inch() on the curses(3X) manual page. A third bit mask, A_COLOR, can be
used to extract information about the color-pair field of a position on a termi-
nal screen.
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Following are descriptions of attrset() and the other ETI routines that you
can use to manipulate attributes.
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attron(), attrset(), and attroff()

SYNOPSIS
#include <curses.h>

int attron( attrs )
chtype attrs;

int attrset( attrs )
chtype attrs;

int attroff( attrs )
chtype attrs;

NOTES

B attron() turns on the requested attribute attrs in addition to any that
are currently on. attrs is of the type chtype and is defined in
<curses.h>,

B attrset() turns on the requested attributes attrs instead of any that are
currently turned on.

W attroff() turns off the requested attributes attrs if they are on.
B The attributes may be combined using the bitwise OR (1).
B All return OK.
EXAMPLE
See the highlight program under "Program Examples" in this chapter.
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standout() and standend()

SYNOPSIS
#include <curses.h>

int standout()
int standend()

NOTES

B standout() turns on the preferred highlighting attribute,
A_STANDOUT, for the current terminal. This routine is equivalent to
attron(A_STANDOUT).

B standend() turns off all attributes. This routine is equivalent to
attrset(0), where attrset() takes the argument 0.

B Both always return OK.
EXAMPLE

Again, see the highlight program under "Program Examples" in this
chapter.
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Color Manipulation

The ETI color manipulation routines allow you to use colors on an
alphanumeric terminal as you would use any other video attribute. You can
find out if the ETI library on your system supports the color routines by
checking the file /usr/include/curses.h to see if it defines the macro
COLOR_PAIR(n).

This section begins with a description of the color feature at a general
level. Then, the use of color as an attribute is explained. Next, the ways to
define color-pairs and change the definitions of colors is explained. Finally,
there are guidelines for ensuring the portability of your program, and a section
describing the color manipulation routines and macros, with examples.

How the Color Feature Works

Colors are always used in pairs, consisting of a foreground color (used for
the character) and a background color (used for the field on which the charac-
ter is displayed). ETI uses this concept of color-pairs to manipulate colors. In
order to use color in a ETI program, you must first define (initialize) the indi-
vidual colors, then create color-pairs using those colors, and finally, use the
color-pairs as attributes.

Actually, the process is even simpler, since ETI maintains a table of initial-
ized colors for you. This table has as many entries as the number of colors
your terminal can display at one time. Each entry in the table has three fields:
one each for the intensity of the red, green, and blue components in that
color.

ETI uses RGB (Red, Green, Blue) color notation. This notation allows
NOTE|  you to specify directly the intensity of red, green, and blue light to be
generated in an additive system. Some terminals use an alternative nota-
[ tion, known as HSL (Hue, Saturation, Luminosity) color notation. Termi-
nals that use HSL can be identified in the terminfo database, and ETI
will make conversions to RGB notation automatically.

At the beginning of any ETI program that uses color, all entries in the colors
table are initialized with eight basic colors, as follows:
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Intensity of Component

(R)ed = (G)reen _ (B)lue
/* black: 0 */ 0 0 0
/* blue: 1 */ 0 0 1000
/* green: 2 */ 0 1000 0
/* cyan: 3 */ 0 1000 1000
[*red:4*/ 1000 0 0
/* magenta: 5 */ | 1000 0 1000
/* yellow: 6 */ 1000 1000 0
/* white: 7 */ 1000 1000 1000

The Default Colors Table

Most color alphanumeric terminals can display eight colors at the same time,
but if your terminal can display more than eight, then the table will have
more than eight entries. The same eight colors will be used to initialize addi-
tional entries. If your terminal can display only N colors, where N is less than
eight, then only the first N colors shown in the Colors Table will be used.

You can change these color definitions with the routine init_color(), if
your terminal is capable of redefining colors. If your terminal is not able to
change the definition of a color, use of init_color() returns ERR.

The following color macros are defined in curses.h and have numeric

values corresponding to their position in the Colors Table.

OOLCR_BLACK
COLOR _ELUE
COLOR_GREEN
COLOR_CYAN
COLOR_RED
COLOR_MAGENTA
COLOR _YELIOW
COLOR_WHITE
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ETI also maintains a table of color-pairs, which has space allocated for as
many entries as the number of color-pairs that can be displayed on your ter-
minal screen at the same time. Unlike the colors table, however, there are no
default entries in the pairs table: it is your responsibility to initialize any
color-pair you want to use with init_pair(), before you use it as an attribute.

Each entry in the pairs table has two fields: the foreground color, and the
background color. For each color-pair that you initialize, these two fields will
each contain a number representing a color in the colors table. (Note that
color-pairs can only be made from previously initialized colors.)

The following example pairs table shows that a programmer has used
init_pair() to initialize color-pair 1 as a blue foreground (entry 1 in the
default color table) on yellow background (entry 6 in the default color table).
Similarly, the programmer has initialized color-pair 2 as a cyan foreground on
a magenta background. Not-initialized entries in the pairs table would actu-
ally contain zeros, which corresponds to black on black.

Note that color-pair 0 is reserved for use by ETI and should not be
changed or used in application programs.

Color-Pair Number _ Foreground = Background

0 0 0
1 1 6
2 3 5
3 0 0
4 0 0
5 0 0

Example of a Pairs Table

Two global variables used by the color routines are defined in
<curses.h>. They are COLORS, which contains the maximum number of
colors the terminal supports, and COLOR_PAIRS, which contains the max-
imum number of color-pairs the terminal supports. Both are initialized by the
start_color() routine to values it gets from the terminfo database.
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Using the COLOR_PAIR(n) Attribute

If you choose to use the default color definitions, there are only two
things you need to do before you can use the attribute COLOR_PAIR(n).
First, you must call the routine start_color(). Once you've done that, you can
initialize color-pairs with the routine init_pair(pair, f, b). The first argument,
pair, is the number of the color-pair to be initialized (or changed), and must
be between 1 and COLOR_PAIRS-1. The arguments f and b are the fore-
ground color number and the background color number. The value of these
arguments must be between 0 and COLORS-1. For example, the two color-
pairs in the pairs table described earlier can be initialized in the following
way:

init pair (1, COLOR BLUE, COLOR YELLOW);
init pair (2, COLOR CYAN, COLOR MAGENTA);

Once you've initialized a color-pair, the attribute COLOR_PAIR(n) can be
used as you would use any other attribute. COLOR_PAIR(#) is a macro,
defined in <curses.h>. The argument, n, is the number of a previously ini-
tialized color-pair. For example, you can use the routine attron() to turn on a
color-pair in addition to any other attributes you may currently have turned
on:

attron (COLOR PAIR(1));

If you had initialized color-pair 1 in the way shown in the example pairs
table, then characters displayed after you turned on color-pair 1 with attron()
would be displayed as blue characters on a yellow background.

You can also combine COLOR_PAIR(n) with other attributes, for exam-
ple,

attrset(A BLINK | COLOR PATR(1));

would turn on blinking and whatever you have initialized color-pair 1 to be.
(attron() and attrset() are described in the " Controlling Input and Output*®
section of this chapter, and also on the curses(3X) manual page in the
Programmer’s Reference Manual.)

Changing the Definitions of Colors. If your terminal is capable of redefin-
ing colors, you can change the predefined colors with the routine
init_color(color, , g, b). The first argument, color, is the numeric value of the
color you want to change, and the last three, 7, g, and b, are the intensities of
the red, green, and blue components, respectively, that the new color will
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contain. Once you change the definition of a color, all occurrences of that
color on your screen change immediately.

So, for example, you could change the definition of color 1
(COLOR_BLUE by default), to be light blue, in the following way.

init_color (COLOR BLUE, 0, 700, 1000);

Portability Guidelines

Like the rest of ETI the color manipulation routines have been designed to
be terminal independent. But it must be remembered that the capability of
terminals vary. For example, if you write a program for a terminal that can
support 64 color-pairs, that program would not be able to produce the same
color effects on a terminal that supports at most 8 color-pairs.

When you are writing a program that may be used on different terminals,
you should follow these guidelines:

Use at most seven color-pairs made from at most eight colors.

Programs that follow this guideline will run on most color terminals.
Only seven, not eight, color-pairs should be used, even though many ter-
minals support eight color-pairs, because curses reserves color-pair 0 for
its own use.

Do not use color 0 as a background color.

This is recommended because on some terminals, no matter what color
you have defined it to be, color 0 will always be converted to black when
used for a background.

Combine color and other video attributes.

Programs that follow this guideline will provide some sort of highlighting,
even if the terminal is monochrome. On color terminals, as many of the
listed attributes as possible would be used. On monochrome terminals,
only the video attributes would be used, and the color attribute would be
ignored.

Use the global variables COLORS and COLOR-PAIRS rather than con-
stants when deciding how many colors or color-pairs your program
should use.
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Other Macros and Routines
There are two other macros defined in <curses.h> that you can use to
obtain information from the color-pair field in characters of type chtype.

B A_COLOR is a bit mask to extract color-pair information. It can be
used to clear the color-pair field, and to determine if any color-pair is
being used.

B PAIR_NUMBER(attrs) is the reverse of COLOR_PAIR(n). It returns
the color-pair number associated with the named attribute, attrs.

There are two color routines that give you information about the terminal
your program is running on. The routine has_colors() returns a Boolean
value: TRUE if the terminal supports colors, FALSE otherwise. The routine
can_change_colors() also returns a Boolean value: TRUE if the terminal sup-
ports colors and can change their definitions, FALSE otherwise.

There are two color routines that give you information about the colors
and color-pairs that are currently defined on your terminal. The routine
color_content() gives you a way to find the intensity of the RGB components
in an initialized color. It returns ERR if the color does not exist or if the ter-
minal cannot change color definitions, OK otherwise. The routine
pair_content() allows you to find out what colors a given color-pair consists
of. It returns ERR if the color-pair has not been initialized, OK otherwise.

These routines are explained in more detail on the curses(3X) manual
page in the Programmer’s Reference Manual.

The routines start_color(), init_color(), and init_pair() are described on
the following pages, with examples of their use. You can also refer to the pro-
gram colors in the section "Program Examples," at the end of this chapter,
for an example of using the attribute of color in windows.
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start_color( )

SYNOPSIS
#include <curses.h>

int start_color()

NOTES

B This routine must be called if you want to use colors, and before any
other color manipulation routine is called. It is good practice to call it
right after initscr().

B It initializes eight default colors (black, blue, green, cyan, red, magenta,
yellow, and white), and the global variables COLORS and
COLOR_PAIRS. If the value corresponding to COLOR_PAIRS in the
terminfo database is greater than 64, COLOR_PAIRS will be set to
64.

B It restores the terminal’s colors to the values they had when the termi-
nal was just turned on.

B It returns ERR if the terminal does not support colors, OK otherwise.
EXAMPLE

See the example under init_pair().
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init_pair()

SYNOPSIS
#include <curses.h>

int init_pair (pair, £, b)
short pair, f, b;

NOTES
B init_pair() changes the definition of a color-pair.

B Color-pairs must be initialized with init_pair() before they can be
used as the argument to the attribute macro COLOR_PAIR(n).

B The value of the first argument, pair, is the number of a color-pair, and
must be between 1 and COLOR_PAIRS-1.

M The value of the f (foreground) and b (background) arguments must be
between 0 and COLORS-1.

B If the color-pair was previously initialized, the screen will be refreshed
and all occurrences of that color-pair will change to the new definition.

B It returns OK if it was able to change the definition of the color-pair,
ERR otherwise.

EXAMPLE
#include <curses.h>
main( )
{
initser ();
if (start colar () == K)
{
init pair (1, OCOLOR RED, QOLOR GREEN);
attren (OOLCR_PAIR (1));
addstr ('Red on Green");
refresh( });
}
endwin( );
}

Also see the program colors in the section "Program Examples."
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SYNOPSIS
#include <curses.h>

int init_color(color, 1, g, b)
short color, 1, g b;

NOTES
M init_color() changes the definition of a color.

B The first argument, color, is the number of the color to be changed.
The value of color must be between 0 and COLORS-1.

B The last three arguments, r, g, and b, are the amounts of red, green,
and blue (RGB) components in the new color. The values of these
three arguments must be between 0 and 1000.

B When init_color() is used to change the definition of an entry in the
colors table, all places where the old color was used on the screen
immediately change to the new color.

B It returns OK if it was able to change the definition of the color, ERR
otherwise.

EXAMPLE
#include <curses.h>
main( )
{
initser( );
if (start color == OK)
{
init pair (1, COLOR RED, COLOR GREEN);
attren (OOLOR PAIR (1));
if (init_color (COLOR RED, 0, 0, 1000) == CK)
addstr (“BLUE ON GREEN");
else
addstr ("RED QN GREEN");
refresh ();

}
endwin( );
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Bells, Whistles, and Flashing Lights: beep() and
flash()

Occasionally, you may want to get a user’s attention. Two low-level ETI
routines are designed to help you do this—they let you ring the terminal’s
chimes and flash its screen.

flash() flashes the screen if possible, and otherwise rings the bell. Flash-
ing the screen is intended as a bell replacement, and is particularly useful if
the bell bothers someone within ear shot of the user. The routine beep() can
be called when a real beep is desired. (If for some reason the terminal is
unable to beep, but able to flash, a call to beep() will flash the screen.)

SYNOPSIS
#include <curses.h>

int flash(
int beep()

NOTES

B flash() tries to flash the terminal screen, if possible, and, if not, tries to
ring the terminal bell.

B beep() tries to ring the terminal bell, if possible, and, if not, tries to
flash the terminal screen.

B beep will not work if you redefine TRUE to something other than 1.

B Neither returns any useful value.
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Input Options

The UNIX System does a considerable amount of processing on input
before an application ever sees a character. For example, it does the follow-

ing:
B echoes (prints back) characters to a terminal as they are typed

B interprets an erase character (typically #) and a line kill character (typ-
ically @)
@ interprets a CTRL-D (control d) as end of file (EOF)

B interprets interrupt and quit characters
B strips the character’s parity bit

B translates <CR> to <NL>

Because an ETI program maintains total control over the screen, low-level
ETI turns off echoing on the UNIX System and does echoing itself. At times,
you may not want the UNIX System to process other characters in the stan-
dard way in an interactive screen management program. Some ETI routines,
noecho() and cbreak(), for example, have been designed so that you can
change the standard character processing. Using these routines in an applica-
tion controls how input is interpreted. Figure 10-5 shows some of the major
routines for controlling input.

Every low-level ETI program accepting input should set some input
options. This is because when the program starts running, the terminal on
which it runs may be in cbreak(), raw(), nocbreak(), or noraw() mode.
Although the low-level ETI program starts up in echo() mode, as Figure 10-5
shows, none of the other modes are guaranteed.

The combination of noecho() and cbreak() is most common in interactive
screen management programs. Suppose, for instance, that you don’t want the
characters sent to your application program to be echoed wherever the cursor
currently happens to be; instead, you want them echoed at the bottom of the
screen. The ETI routine noecho() is designed for this purpose. However,
when noecho() turns off echoing, normal erase and kill processing is still on.
Using the routine cbreak() causes these characters to be uninterpreted.
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Input Characters
Options Interpreted Uninterpreted
Normal interrupt, quit
‘out of ETI stripping
state’ <CR> to <NL>
echoing
erase, kill
EOF
Normal echoing All else
ETI 'start up | (simulated) undefined.
state’
cbreak() interrupt, quit erase, kill
and echo() stripping EOF
echoing
cbreak() interrupt, quit echoing
and noecho() | stripping erase, kill
EOF
nocbreak() break, quit echoing
and noecho() | stripping
erase, kill
EOF
nocbreak() See caution below.
and echoy()
nl() <CR> to <NL>
nonl() <CR> to <NL>
raw() break, quit
(instead of stripping
cbreak())

Figure 10-5: Input Option Settings for ETI Programs
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Do not use the combination nocbreak() and echo(). If you use it in a
program and also use getch(), the program will go in and out of
cbreak() mode to get each character. Depending on the state of the tty
driver when each character is typed, the program may produce undesir-
able output.

In addition to the routines noted in Figure 10-5, you can use the ETI rou-
tines noraw(), halfdelay(), and nodelay() to control input. See the curses(3X)
manual page for discussions of these routines.

The next few pages describe noecho(), cbreak() and the related routines
echo() and nocbreak() in more detail.
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echo() and noechof)

SYNOPSIS
#include <curses.h>

int echo()
int noecho()

NOTES

B echo() turns on echoing of characters by ETI as they are read in. This
is the initial setting.

B noecho() turns off the echoing.
B Neither returns any useful value.

B ETI programs may not run properly if you turn on echoing with noc-
break(). See Figure 10-5 and accompanying caution. After you turn
echoing off, you can still echo characters with addchy).

EXAMPLE

See the editor and show programs under "Program Examples" in this
chapter.
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cbreak() and nocbreak()

SYNOPSIS

#include < curses.h >
int cbreak(
int nocbreak()

NOTES

B cbreak() turns on ‘break for each character’ processing. A program
gets each character as soon as it is typed, but the erase, line kill, and
CTRL-D characters are not interpreted.

B nocbreak() returns to normal ‘line at a time’ processing. This is typi-
cally the initial setting.

B Neither returns any useful value.

B ETI programs may not run properly if cbreak() is turned on and off
within the same program or if the combination nocbreak() and echo()
is used.

B See Figure 10-5 and accompanying caution.
EXAMPLE

See the editor and show programs under "Program Examples" in this
chapter.
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An earlier section in this chapter, *More about refresh() and Windows, "
explained what windows and pads are and why you might want to use them.
This section describes the ETI routines you use to manipulate and create win-
dows and pads.

Output and Input

The routines that you use to send output to and get input from windows
and pads are similar to those you use with stdscr. The only difference is that
you have to give the name of the window to receive the action. Generally,
these functions have names formed by putting the letter w at the beginning of
the name of a stdscr routine and adding the window name as the first param-
eter. For example, addch(’c’) would become waddch(mywin, ‘c’) if you
wanted to write the character ¢ to the window mywin. Here’s a list of the
window (or w) versions of the output routines discussed in "Simple Input and
Output.®

B waddch(win, ch)

mvwaddch(win, y, x, ch)
waddstr(win, str)

mvwaddstr(win, y, x, str)
wprintw(win, fmt [, arg...])
mvwprintw(win, y, x, fmt [, arg...])
wmove(win, y, x)

wclear(win) and werase(win)

wclrtoeol(win) and wclrtobot(win)

wrefresh(win)

You can see from their declarations that these routines differ from the ver-
sions that manipulate stdscr only in their names and the addition of a win
argument. Notice that the routines whose names begin with mvw take the
win argument before the y, x coordinates, which is contrary to what the names
imply. See curses(3X) for more information about these routines or the ver-

sions of the input routines getch, getstr(), and so on that you should use with
windows.
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All w routines can be used with pads except for wrefresh() and
wnoutrefresh() (see below). In place of these two routines, you have to use
prefresh() and pnoutrefresh() with pads.

The Routines wnoutrefresh() and doupdate()

If you recall from the earlier discussion about refresh(), we said that it
sends the output from stdscr to the terminal screen. We also said that it was
a macro that expands to wrefresh(stdscr) (see "What Every ETI Program
Needs® and "More about refresh() and Windows").

The wrefresh() routine is used to send the contents of a window (stdscr
or one that you create) to a screen; it calls the routines wnoutrefresh() and
doupdate(). Similarly, prefresh() sends the contents of a pad to a screen by
calling pnoutrefresh() and doupdate().

Using wnoutrefresh()—or pnoutrefresh() (this discussion will be limited
to the former routine for simplicity)—and doupdate(), you can update termi-
nal screens more efficiently than using wrefresh() by itself. wrefresh() works
by first calling wnoutrefresh(), which copies the named window to a data
structure referred to as the virtual screen. The virtual screen contains what a
program intends to display at a terminal. After calling wnoutrefresh(),
wrefresh() then calls doupdate(), which compares the virtual screen to the
physical screen and does the actual update. If you want to output several
windows at once, calling wrefresh() will result in alternating calls to
wnoutrefresh() and doupdate(), causing several bursts of output to a screen.
However, by calling wnoutrefresh() for each window and then doupdate()
only once, you can minimize the total number of characters transmitted and
the processor time used. Figure 10-6 shows a sample program that uses only
one doupdate().
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g <curses.h>

main()
{
WINDOW *w1, *w2;

initser();

w1 = newwin(2,6,0,3);
w2 = newwin(1,4,5,4);
waddstr(wl, "Bulls");
wnoutrefresh(w1) ;
waddstr(w2, "Eye");
wnoutrefresh(w2) ;
doupdate();

endwin();

\_ /

Figure 10-6: Using wnoutrefresh() and doupdate()

Notice from the sample that you declare a new window at the beginning
of an ETI program. The lines

newwin(2,6,0,3);
newwin(1,4,5,4);

wl
w2

declare two windows named w1 and w2 with the routine newwin() according
to certain specifications. newwin() is discussed in more detail below.

Figure 10-7 illustrates the effect of wnoutrefresh() and doupdate() on
these two windows, the virtual screen, and the physical screen.
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stdscr @ (0,0) virtual screen  physical screen
initscr( (] a

(garbage)

stdscr @ (0,0)  virtual screen physical screen

wl=newwin

@603) |° o
(garbage)
wl@ (0,3)
a
stdscr @ (0,0)  virtual screen physical screen
w2=newwin
(1.45.4) o a

(garbage)

wi@ (03) w2@ (5.4)
a o

Figure 10-7: The Relationship Between a Window and a Terminal Screen
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stdser @ (0,0)  virtual screen  physical screen

waddstr (w1,Bulls) a =

(garbage)

wi@ (03) w2@ (54)
o

Bulls O

stdser @ (0,0)  virtual screen  physical screen

wnoutrefresh (w1) o Bulls O

(garbage)

wl @ (0,3) w2 @ (54)

Bulls g o

stdscr @ (0,0) virtual screen  physical screen

waddstr (w2,Eye) o Bulls O
(garbage)

wli@ (03) w2@ (54)

Bulls O EyeD

Figure 10-7: The Relationship Between a Window and a Terminal Screen (con-
tinued)
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wnoutrefresh(w2)

doupdate()

endwin()

stdser @ (0,0)

virtual screen

Windows

physical screen

(=]
Bulls
(garbage)
EyeQ
wl@(©03) w2@ (54)
Bulls O EyeQ

stdscr @ (0,0)

virtual screen

physical screen

stdser @ (0,0)

= Bulls Bulls
EyeD Eye O
wl @ (0,3) w2 @ (54)
Bullsg Eyen

virtual screen

physical screen

0 Bulls Bulls
Eye O o Eye

wl@ (03) w2@ (54)

Bulls O Eye O

Figure 10-7: The Relationship Between a Window and a Terminal Screen (con-

tinued)
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New Windows

Following are descriptions of the routines newwin() and subwin(), which
you use to create new windows. For information about creating new pads
with newpad() and subpad(), see the curses(3X) manual page.

newwin()

SYNOPSIS
#include <curses.h>

WINDOW #*newwin(nlines, ncols, begin_y, begin_x)
int nlines, ncols, begin_y, begin_x;

NOTES
B newwin() returns a pointer to a new window with a new data area.
M The variables nlines and ncols give the size of the new window.

B begin_y and begin_x give the screen coordinates from (0,0) of the
upper left corner of the window as it is refreshed to the current screen.

EXAMPLE

Recall the sample program using two windows; see Figure 10-7. Also see
the window program under "Program Examples" in this chapter.
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subwin()

SYNOPSIS
#include <curses.h>

WINDOW #*subwin(orig, nlines, ncols, begin_y, begin_x)
WINDOW +orig;
int nlines, ncols, begin_y, begin_x;

NOTES

B subwin() returns a new window that points to a section of another
window, orig.

B nlines and ncols give the size of the new window.

B begin_y and begin_x give the screen coordinates of the upper left
corner of the window as it is refreshed to the current screen.

B Subwindows and original windows can accidentally overwrite one
another.

Subwindows of subwindows do not work (as of the copyright date of
this Programmer’s Guide).
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#include <curses.h>

main( )

{

WINDOW *subj;
initscr();
box(stdscx, 'w', 'w'); /* See the curses(3X) manual page for box() */
mvwaddstr (stdscr, 7,10, "=————— this is 10,10");

mvwaddch(stdscr,8,10,'|');
mvwaddch(stdscr,9,10,'v');

sub = subwin(stdscr,10,20,10,10);
box(sub, 's','s');
wnoutrefresh(stdser) ;
wrefresh(sub) ;

endwin();

This program prints a border of w’s around stdscr (the sides of your ter-
minal screen) and a border of s’s around the subwindow sub when it is run.
For another example, see the window program under "Program Examples" in
this chapter.

ETI Low-Level Interface (curses) to High-Level
Functions

In the following sections, we will consider the ETI high-level functions,
which create and manipulate panels, menus, and forms. All application pro-
grams that use these high-level functions require a set of low-level ETI
(curses) calls that properly initialize and terminate the programs. For con-
venience, you may want to isolate these calls in appropriate routines. Figure
10-8 shows one way you might do this. It lists routines to start low-level ETI,
terminate it, and handle fatal errors.
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Qcchar* joe |

static int CURSES

(char *) 0; /* program name  */
FALSE; /* is curses initialized ? */

static void start_curses ()/* curses initialization */
{

QURSES = TRUE;

initser ();

nonl ()3

raw ();

noecho ();

wclear (stdscr);
}

static void end curses () /* curses termination */
{
if (CURSES)
{
CURSES = FALSE;
endwin ();

}

static void error (£, s) /* fatal error handler */
char * £;
char * s;
{
end curses ();
printf ("%s: ", PGM);
printf (£, s);
printf (%0);
exit (1);

| /

Figure 10-8: Sample Routines for Low-Level ETI (curses) Interface

These house-keeping routines use two global variables, PGM and CURSES.
PGM is initialized with the program’s name, while the Boolean CURSES is
initialized with FALSE because curses itself has not yet been invoked.

EXTENDED TERMINAL INTERFACE 10-67



Windows

Function start_curses() calls the low-level routines previously mentioned
and sets CURSES to TRUE to indicate that it has initialized curses. Function
end_curses() checks if curses is initialized and, if so, sets the variable
CURSES to FALSE and terminates curses. The check is necessary because
endwin( returns an error if called when curses is not initialized.

Function error is a universal fatal error handler—called whether or not
curses is initialized. Function error first calls end_curses() to terminate the
program if curses is on, and then prints the program’s name (PGM) and the
associated message. Finally, function error terminates the program itself using
exit().
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Recall that a window is a rectangular area of the terminal screen on which
you can write using the low-level ETI (curses) routines. You can create many
windows on a screen, but if they overlap, portions of some windows intended
to be hidden may nonetheless be visible when you use the low-level routines
alone. To solve this problem, ETI uses the notion of a panel—a rectangle of
text with depth.

Panels have depth only in relation to other panels and stdscr, which lies
beneath all panels. The set of currently visible panels comprises the deck of
panels.
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Compiling and Linking Panel Programs

To use the panel routines, specify
#include <panel.h>
in your C program files and compile and link with the command line

cc [ flags | files -lpanel -lcurses [ libraries ]
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This function creates a new panel on top of all existing panels in the deck.
Its argument is a pointer to a window.

SYNOPSIS

PANEL *new panel (window)
WINDOW *window; /* curses window to be associated with
new panel */

A pointer to the panel is returned if the panel is created; otherwise, the func-
tion returns NULL. The new_panel() operation fails if there is insufficient
memory or if the window pointer argument is NULL. The window whose
address is passed as an argument becomes associated with the panel. The size
and location of the panel are the same as that of the low-level ETI (curses)
window.

To create a panel, create a window, save the pointer to it, and use the
pointer as an argument to new_panel().

WINDOW *win;
PANEL *pptr;

win = newwin(2,6,0,3);
pptr = new panel(win); /* after execution, pptr stores pointer to
new panel */

Note that the newly created panel does not automatically have any adorn-
ments such as titles or borders. If you want your panel to have them, you
must call appropriate low-level ETI routines with the panel’s window as the
argument.

When you create a new panel, it is automatically placed on top of the
panel deck. Later, when you call doupdate() to adjust the visibility of all
panels, the top panel is completely visible. On lower levels, a portion of a
panel is visible only when no region of another panel is above it. Where two
panels overlap, the higher one hides the lower. (The higher one is the newer
one if neither has changed its position in the panel deck because of calls to
top—panel(), bottom_panel(), or show_panel() described below.) If the
panels do not overlap, the new panel is still logically above the old one.
Their relative depth is not apparent until one of them is moved and overlaps
the other.
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This section explains how you can fetch pointers to panel windows,
change the windows associated with panels, and move panel windows to new
locations on the screen.

Fetching Pointers to Panel Windows

Each panel has a low-level ETI window associated with it. To retrieve a
pointer to this window, use function panel _window(.

SYNOPSIS

WINDOW *panel window(panel)
PANEL *panel; /% Panel whose window pointer is returnmed */

The function returns NULL if the panel pointer argument is NULL.

In general, you may use this returned pointer as an argument to any stan-
dard low-level (curses) routine that takes a pointer to a window as an argu-
ment. For example, you can insert a character ¢ at a location y,x in a panel
window with the function mvwinsch(win,y,x,c), where win is the window
pointer returned by panel_window().

WINDOW *win;
PANEL *panel;
int y, x;

chtype c;

win = panel window(panel);
mvwinsch(win,y,x,c);

Changing Panel Windows

To replace a panel’s pointer to a window with a pointer to another win-
dow, call function replace_panel(). After the call, the panel remains at the
same level within the panel deck.
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SYNOPSIS

int replace panel (panel, window)
PANEL *panel; /* Panel with window to be replaced */
WINDOW *window; /* New window pointer for panel */

This function returns OK if the operation is successful. If not, it returns ERR
and leaves the original panel unchanged. Operation replace_panel() fails if
the window pointer is NULL or there is insufficient memory.

To associate a panel with window win1 and later replace its window by
win2, you can write the following;:
WINDOW *win1, win2;
PANEL *panel;

panel = new panel(win1);
/* intervening processing with win1 as panel window */

replace panel(panel, win2); /* change window associated with panel to win2

Once you have created additional windows with the low-level function
newwin(), you in effect can reshape panel windows by using replace_panel().
To do so leaves the contents of the two windows unchanged.

Moving Panel Windows on the Screen

You should not move a panel’s window by calling the low-level function
mvwin( directly. To update the screen correctly, the panels subsystem must
know the location of all panel windows, but function mvwin() does not
inform the panels subsystem of the window’s new location. To move a
panel’s window, you must call the function move_panel(), which moves a
panel and its associated window and informs the panels subsystem of the
move.
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SYNOPSIS

int move panel (panel, firstrow, firstcol)
PANEL *panel; /* Panel to be moved */
int firstrow, firstcol; /% row/col of upper left cormer of
" new location of window associated
with panel */

Note that the screen coordinates you specify are those for the upper left
corner of the window in its new location. The panel may be moved to any
location that the low-level ETI routines deem legitimate. In particular, a panel
may be partly off the screen. The size, contents, and relative depth of the
panel remain unchanged by move_panel(.

Function move_panel() returns OK if the operation was successful, ERR
otherwise. The move_panel() operation fails if the low-level ETI functions
are unable to move the panel’s window, or if there is insufficient memory to
satisfy the request. In these cases, the original panel remains unchanged.

To move the panel pointed to by panel such that its upper left corner is at
row 22, column 45, you can write

PANEL *panel;

move_panel(panel, 22, 45);
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Moving Panels to the Top or Bottom of
the Deck

The relative depth of a panel can be changed by either pulling the panel
to the top of the deck or by pushing it to the bottom. In either case, all other
panels remain at the same depth relative to each other.

SYNOPSIS

int top panel(panel)
PANEL *panel;

int bottom panel (panel)
PANEL *panel;

Function top_panel() moves the panel pointed to by its argument to the top
of the panel deck, while function bottom_panel() moves the panel to the bot-
tom of the deck.

Both functions leave the size of the given panel, the contents of its associ-
ated window, and the relations of the other panels in the deck wholly intact.
Both return OK if the operation is successful, ERR if not. The functions fail if
the panel pointer argument is NULL or if the panel is hidden by a previous
call to function hide_panel() described below.

To move the panel pointed to by panell to the top of the deck of panels
and the panel pointed to by panel2 to the bottom of the deck, you can write
the following:

PANEL, * paneli1, * panel2;

top panel(panell);
bottom panel (panel2);
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Updating Panels on the Screen

Function update_panels() makes all low-level curses calls (such as
touchwin() and wnoutrefresh()) update all of the panels, so that proper depth
relationships are maintained and only appropriate portions of panels are
displayed.

SYNOPSIS

void update panels();

The function does not, however, actually refresh your terminal screen. To do
that, you must make a call to doupdate() whenever you want to display your
latest changes.

To avoid displaying text on hidden panels, you should not use the low-
level routines wnoutrefresh() and wrefresh() when working with panels.

In general, do not use the low-level routines wnoutrefresh() or wrefresh(

NOTE| to display a window associated with a panel. Instead, use function

| update_panels() and function doupdate() to display the entire deck of
panels.

If you use the low-level routines wnoutrefresh() or wrefresh() for a window
associated with a panel, it will not be displayed properly, unless it happens to
be associated with the top panel in the deck or is not hidden at all by other
panel windows.

Recall that panels are always above stdscr, the standard ETI window.
When a panel is moved or deleted, stdscr is updated along with the visible
panels to ensure that it appears beneath all panels. Although stdscr has
depth relative to other panels, it is not a panel, because panel operations like
top—panel() and bottom_panel() do not apply. However, because stdscr rests
beneath the deck of panels, you should always call update_panels() when
you work with panels and change stdscr, even if you do not change any
panels.
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Function wgetch() automatically calls wrefresh(). Hence, if echo mode is
active, when you request input from a window associated with a panel, be
sure that the window is totally unobscured.

In summary, to update all panels and display them with their proper
depth relationship, write:

WINDOW *win;

update panels();
doupdate() ;

Finally, note that there is no way to display the updates to an obscured
panel without displaying the changes to all panels.
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Making Panels Invisible

ETI allows you to hide panels from the deck and later return them to it.

Panels may be temporarily hidden. This means that they are removed
from the panel deck, but the memory allocated to them is not released.

SYNOPSIS

int hide panel(panel)
PANEL *panel; /* Pointer to panel to be hidden */

Hidden panels are not refreshed to the screen, but you may nonetheless apply
nearly all panel operations to them.

Only the operations top_panel(), bottom_panel(), and hide_panel() may
NOTE| not be applied to hidden panels because their panel arguments must belong
to the deck of panels.

When you want to return a hidden panel to the deck of panels, use the
function show_panel() described in the next section. When the panel is
returned, it is placed on top of the deck.

To hide the panel pointed to by panel2 above, write
PANEL *panel2;

hide panel(panel2);

Function hide_panel() returns OK if the operation is successful and ERR if
its panel pointer argument is NULL.

If you use function hide_panel() wisely, your program’s performance can
increase. You can hide a panel temporarily if no portion of it is to be
displayed for awhile. An example is the hiding of a pop-up message. Interim
calls to function update_panels() will then execute faster. More importantly,
you do not incur the overhead of creating the pop-up message.
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Making Panels Invisible

Checking If Panels are Hidden

To enable you to check if a given panel is hidden, ETI provides the fol-
lowing function.

SYNOPSIS
int panel hidden (panel)
PANEL * panel;

Function panel __hidden() returns a Boolean value (TRUE or FALSE) indicating
whether or not its panel argument is hidden.

You might want to use this function before calling functions top_panel()
or bottom_panel(), which do not operate on hidden panels. For example, to
minimize the risk of having the error value ERR returned when moving a
panel to the top of the deck, you can write

PANEL, * panel;

if (! panel hidden (panel)) /% panel in deck ? */
top panel (panel); /* move panel to top of deck */

Reinstating Panels

This function is the opposite of function hide_panel(). It returns the hid-
den panel referenced in its argument to the top of the panel deck.

SYNOPSIS
int show _panel (panel)
PANEL *panel; /% Panel to return to top of deck */

Note that the panel must have been hidden by a previous hide_panel() call.
The function returns OK if the operation is successful, and ERR if the panel
pointer is NULL, if there is insufficient memory, or if the panel is not hidden.

For example, to return panel2 to the deck, write

PANEL * panel2;

show_panel(panel2);
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Fetching Panels Above or Below Given
Panels

The following functions return a pointer to the panel immediately above
or below the given panel. They are helpful in walking the panel deck from
top to bottom or vice versa.

SYNOPSIS

PANEL +*panel above (panel)
PANEL, *panel; /* Get panel above this one */

PANEL *panel below (panel)
PANEL *panel; /* Get panel below this cne */

Because hidden panels have no depth, they are excluded from these traversals.
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