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introduction

Yes, your TRS-80 I/1II or 4 can write its own programs. Instead of
laboriously crafting program lines and subroutines that will display
a series of instructional “frames” on the screen, you can let your
computer do all that work. You need only design the screen, using
word processing commands, and tell the computer how long you
want that frame displayed. The TRS-80 is perfectly capable of
writing a complete program that will do exactly that, without the
need for you to write one single line of code.

Or your TRS-80 can compose subroutines for you. Do youneed
some disk input/output routines and a string array to store data in?
Some data lines, perhaps? A menu? But you're not too eager to
write the code and figure out the proper ON . . . GOTO lines? That
task is a snap for the automatic TRS-80.

On the other hand, you may be weary of calculating tabs for
neatly formatted screen displays. Wouldn’t it be nice to just type
PRINTTAB(T) and let the computer figure out what value T should
be? Say no more. Your wish is well within the capabilities of the
Fort Worth Wonder.

As fabulous a set of tools as the TRS-80 line has been, most
users save only half the time they could with their computers.
Because I write dozens of programs a year, one of the first things |
did was write a number of programs that do nothing more than write
other programs for me. One of the first, and one I use more than any
other, was Screen Editor. It is simply a BASIC program that allows
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drawing on the screen any menu, title block, instructional screen,
or other material that will be needed in a program. Then, at the
press of the ENTER key, the screen just designed is magically
transformed into program lines. Ten minutes of coding can be
accomplished in a minute or less. (Since I have compiled into
machine code the BASIC Screen Editor shown in this book, the
chore takes no more than a second or two!)

Given the right tools, such as the 17 utility programs here, an
hour spent programming can be more fruitful than several hours
with manual methods. A third (or more) of the program lines in
some of the examples in this book were prepared by other programs
listed. Some programs were even used to write enhanced versions
of themselves.

All the programs in this book will work with TRS-80 Model I,
Model III, or Model 4 computers, and were written and tested on all
three. Some will run equally well with Model 4s as Model HIs.
Tabber, for example, asks the user if tabs should be centered for a
64-column screen, or an 80-column screen. Because they are writ-
ten in BASIC and use few PEEKs, the programs are readily trans-
ferable.

Those which PEEK into video memory, however, work on the
Model 4 only when the computer is operated in Model III mode.
Since the Model 4 has not been long on the market, and software is
still sparse, most users will have a Model Il operating system, such
as TRSDOS 1.3, NEWDO0S/80 2.0, or LDOS 5.1 to use Model III
applications programs on their Model 4. Those users, then, can run
some of the programs in this book in Model IlI mode, create the
programs of their choice, and then transfer them to Model 4 for-
matted disks for running. A few changes may have to be made to
account for the 80-column screen once the programs have been
transferred. In fact, Tabber, a program included in this book, can do
part of this chore for you.

Just as PEEKSs and POKEs have been avoided wherever possi-
ble, other statements that are “DOS dependent” have been
avoided. In most cases, strictly BASIC syntax common to all
TRS-80 computers is used. That is, all Radio Shack Model I/111/4
computers have similar disk input/output routines for sequential
files. Exotic file types are not used. In a few cases, special features
of popular disk operating systems are incorporated as options.
Program Proofer, for example, asks if the user is running
NEWDOS/80. If so, the program will use CMD“O” to sort the
variable and word list. Menu Master calls up various DOS com-
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mands using the ‘CMD"n” ’ syntax. Since users will customize this
program anyway, those with TRSDOS 6.0 or LDOS can change the
CMD to SYSTEM, and make other minor changes.

This book is only a jumping-off point. Many of the programs
were adapted from other programs. Visual Maker is based on
Screen Editor. Global Replacer is descended from Tabber. Simi-
larly, you can take ideas and suggestions here and develop pro-
grams of your own that will streamline your BASIC development
work. In addition, there are some ideas in Chapter 18 for using as
shortcuts other programs you already own, such as word processors
or keyboard utilities.

The 17 utility programs in “The Automatic TRS-80" actually
write programs for you, modify existing software, or give your
programs new capabilities and power. The novice or experienced
programmer can save hours of time on every program written.
Some of the examples were used to write programs in this book, or
to modify themselves. Here is a brief outline of the programs:

Visual Maker. Design a custom “slide” to appear on the
screen of your TRS-80, using graphics or alphanumeric characters.
Tell Visual Maker how long you want that slide to be displayed.
Then go onto the next slide. Or, you can draw from a library of slides
you have compiled.

Once your show is assembled into the order you want, Visual
Maker will write a complete BASIC program to display the slides
you designed for the intervals requested. No programming is re-
quired. You can even repeat the shows if you like, or end with a
menu that allows the user a choice of which show to see next.

DB Starter. Weary of writing custom database management
programs from scratch? DB Starter will do the basic skeleton for
you. Enter the number of menu choices, and the prompts to be
included in the menus. It will design the menu for you. Tell the
program you want input/output routines, feed in a few parameters,
and it will write the I/0 modules automatically. DB Starter will also
construct the necessary ON...GOTO lines, and insert REMarks at
line numbers where the programmer needs to build up the BASIC
skeleton. Your first several hours of programming are taken care of
for you.

Tabber. Want to center your screen output for prompts and
other messages? Just type PRINTTAB(T) in every line you want
centered. This program will go through an entire program, calculate
how long the message is, and write a new program line that TABs
the proper number of spaces. It works with 80-column Model 4
screens, as well as 64-column Model I and III screens.
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Proofer. Find misspelled keywords, mismatched paren-
theses, and other errors before runtime. This program helps you
debug, and provides a list of variable names used in the programas a
bonus.

Error Message. If you are impressed with the long error
messages of Disk BASIC, this program will knock you flat. Append
Error Message to your own BASIC program and insert the appro-
priate ON ERROR GOTO line. Any error will then be spelled out in
detail—with tips on how to find the exact error in your program. It is
an excellent utility for novice programmers, or anyone tracking an
elusive bug.

Screen Editor. You can use word processing command style
to design a custom screen. Then, press ENTER. This program
writes the BASIC program lines you need to reproduce your custom
screen in your own prograrm.

Documenter. Type out the instructions to go with your latest
program. Documenter will divide them up and write BASIC pro-
gram lines that present them as instructions at the beginning of your
program. It includes everything, even “Hit any key for next page”
prompts.

Menu Master. This program will let your computer AUTO on
power-up into a custom menu that summons the programs you use
most often, gives you directories of your disk drives, and does a
number of other small but useful jobs.

Word Counter. Why write a program to count words in files,
when you could do it manually almost as fast? Or could you?
Suppose you were writing a 10,000-word term paper, or a 70,000-
word book which had to come out at a contracted number of printed
pages. Word Counter will be far more useful to you than you might
think.

Global Replacer. Specify a string in your program of file—it
does not have to be a keyword—and this program will replace it
with the string of your choice.

REM-over. When you're down to your last blank disk or your
last few bytes of memory at 3 o’clock in the morning, you'll ap-
preciate the value of stripping the REM statements from a program.
REM-over does it for you in seconds.

Lister. Do you envy those glitzy-looking listings but hate the
work involved in formatting them, and begrudge the memory those
embedded spaces kill? Lister will help you out.

Translator. This program creates a Spanish-language tiny
BASIC to use as an educational aid, and then “compiles” the code
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created into runnable BASIC. The methodology used in Translator
also shows you how to write your own tiny BASICs in French or the
language of your choice.

Chain Zapper. If you're a NEWDOS/80 user, do you dread
the mailman bearing envelopes full of ZAPs for your operating
system? Chain Zapper writes chain files automatically to apply the
natches to vour DOS.

Titler. Create title listings for your programs simply by en-
tering the title itself. Titler will do the formatting, add your name
and address, and write the program lines for you.

The goal of this book is to help you to remember, when you're
slaving over a hot keyboard at 3 A.M., that computers are the
servants of mankind—and not vice versa.



Word Counter

Why not let your TRS-80 write its own programs? After all, much
program writing is nothing more complicated than building some-
thing from an inventory of prefabricated subroutines. Many pro-
grams have a great deal in common; it is the parameters which
change. Wouldn't it be simpler just to provide the parameters—and
let the computer do the routine stuff?

After all, one program may require a line like, FOR N=1 TO
100, while the next willneed FOR N=1 TO 200. Yet, each time, the
programmer had to type in the “FOR N =1 TO"” part. The reason the
computer never knew enough to supply the “FOR N=1 TO” is
that nobody fold it to. The TRS-80 Model I/11I and 4 computers can
do almost anything in the area of program-writing, if they are only
told exactly what to do.

“Applications generators” and other programs which write
other programs are old hat. They have been around for a number of
years, and can be purchased for large computers as well as small.
The concept behind them is simple: many programs have modules
that are much like those used in other software. Yet, in many cases,
the computer programmer writes a routine from scratch each time it
is needed. Why not build a library of routines and let the computer
draw on them as needed to write its own programs?

The reason a TRS-80 Model I/111/4 can write its own BASIC
programs lies in its ability to load two types of files into BASIC from
disk. The normal way a BASIC program is saved is in compressed
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format. That is, BASIC keywords are tokenized, and, instead of the
entire keyword, a single byte representing that keyword is loaded
onto the disk. Rather than store the five letters that make up
“PRINT”, BASIC normally just stores 178, the decimal number that
represents “PRINT”. When you type SAVE“filename”, a program
is stored on disk in this form.

However, we can also type SAVE"filename”,A. Then, the
program will be saved in noncompressed “ASCII” format. That is,
every letter and number will be stored byte for byte on the disk,
exactly as the program appears when listed. The BASIC interpreter
has the capability of doing this conversion for us.

An ASCII file is nothing more than a text file. It is possible to
load a noncompressed program into a word processing program
such as Scripsit, edit it using powerful global search and replace
commands, and then save it back to disk in ASCII form.

Because of this dual capability we can also create programs
using a word processor, or, in the case of the programs in this book,
through the use of sequential disk files, which are also ASCII files.
The short program below serves as an example:

10 OPEN “O”,1,“TEST”

20 PRINT#1,“10 PRINT”;CHR$(34);“THIS IS A
TEST”;“CHR$(34)

30 CLOSE1

That test program will write a single line to the disk under the
filename “TEST.” That line will be, if loaded from BASIC, a short
program in the form:

10 PRINT“THIS IS A TEST”

We could also “build” the program lines from our own
parameters. Try this short program:

10 INPUT“Enter line number desired:”;LN

20 INPUT“Enter message desired :”;MESS$

30 INPUT“Want it to be PRINT or LPRINT”;CH$

40 IF CH$="PRINT” OR CH$=“LPRINT” GOTO 60

50 GOTO 30

60 OPEN “0",1,“TEST”

70 PROG$=STR$(LN)+CHR$(32)+CH$+CHRS(32)+
CHR$(34)+ MESS$+CHR$(34)

80 PRINT#1 PROGS

90 CLOSE 1



Most of the programs in this book with program-writing
routines do nothing more than assemble program lines in this
manner. Sometimes the input comes from the user. Other times it is
calculated. Still other times, some of the programs PEEK the
video memory (from 15360 to 16384) to see what has been printed
to the screen, and use that.

But the common thread is the use of ASCII files, which are
programs, as if they were data files. The first program presented,
“Word Counter,” illustrates the principle, though it does not create
any new program files itself. Instead, Word Counter reads in an
ASClII file, and counts the number of words. Most commonly these
files will be word processing text files, like those created by
Scripsit. However, Word Counter could just as easily be used to
count the number of words in a program.

Most of the techniques used in this book will be repeated in
later programs. Each will be explained in detail the first time it is
used. So, early programs are short because explanations are fre-
quent; later, longer programs will use many techniques that have
been previously explained and will thus require fewer discussions.

Programs in this book frequently access other programs that
have been stored in ASCII form on disk. You must save a program to
be used by another program in ASCII form, using the “, A” option. If,
in running one of the programs here, you see garbage on the screen,
you probably forgot to save the program in ASCIIL.

Word Counter is no exception. It will count words in a program
file the same as a text file, but only if both are in ASCIL. The
operator is asked to enter the name of the file to be processed in line
200. That file, F$, is opened, and one line is input from the disk. The
line is loaded by means of LINEINPUT#1 in line 220. IN-
PUT#1will accomplish much the same thing, except that it will not

A% Stores text line being examined.

AW Average word length in text.

C$ One-character string from middle of line.
CHAR Number of characters in whole file.

CuU Counter of number of words in file.

F$ Text file to be counted.

FL FLAG indicating end of file reached.

L$ Last character encountered.

N Loop counter.

SW Number of standard words in text.

Fig. 1-1. Variables used in Word Counter.
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accept string delimiters such as commas and quotation marks,
which are commonly used in both text and program lines. LINEIN-
PUT imposes no such restriction. It accepts everything up to the
next carriage return. This will be the end of a program line, or a
carriage return in the text itself.

To search for a word, we need to first decide just what a word
is. The easiest thing is to consider a word to be more or less, a
group of letters preceded and followed by a space. “CODEWORD”
is one word, even though two real words are embedded in it. “OH!
NO!” is two words. The punctuation is not part of each word, but,
for the purposes of this program it is considered so. This is because
Word Counter has been written to look for each space that is
preceded by a non-space. Counting spaces would be an inaccurate
way of counting words; the program instead looks at each character,
and, when it finds a space, looks to see if the preceding character
was a space. Ifnot, the end of a word has been deemed to have been
reached.

Referring to the variable chart and program listing (Figs. 1-1
and 1-2), we see that each line input, stored in A$, is examined one
character at a time ina FOR-NEXT loop beginning at line 250. The
loop repeats from 1 to the length of A$. Each time through, C$ is
assigned the value of the next character in the string through the use
of MID$(A$,N, 1).

Before the loop goes back to look at the next character, the
current character is stored in L$ (line 280), and becomes the last
character.

If C$ is a space (CHR$(32)), the program looks at the last
character checked, L$, to see if it was a space. If it was not a space
(that is, it was a character) then the program assumes the end of a
word, since no word contains an embedded space. Thus the word
counter CU, is incremented by one.

Once the program has looked at every character in the string, it
drops down to line 300, where the end-of-file flag is tested. If it is
equal to one, meaning the EOF marker has been reached, the
program goes to line 320 to present the results of the word count.
Otherwise, the program goes back to line 220 to input another line.

When the file is finished, the program prints the number of
words, CU, and then calculates the average word length, which is
the number of characters (CHAR) divided by the number of words.
The number of characters is also divided by five to total the amount
of “standard,” five-character words as well.



REM-over

In Chapter 1 we explored opening an ASCII disk file, either text or
program, reading it in line by line, and then examining the string of
characters in order to count the number of words. The next step is
to alter the file in some way, and then write a new, changed file to
disk. Several of the programs in this book are based on that princi-
ple, and the first of these is “REM-over.”

REM-over will read in a disk file, such as that shown in Fig.
2-1, and will print to disk a new file that is similar to the old one. The
only difference is that when the program encounters a remark.
designated either by “REM” or its apostrophic abbreviation (), the
remainder of the program line will be truncated. If a line consists
only of a line number and a remark, the line will be deleted from the
program entirely. The result will be a new program with all of the
comments removed, as shown in Fig. 2-2. Depending on the
number of remarks included in the original program, the new,
remarkless version may be significantly smaller, and therefore
consume less memory space.

Ordinarily, one might think that removing remarks from a
program would be ridiculously simple. Since the TRS-80 ignores
anything after REM or,” a program could simply search for those
two strings. However, to make things more interesting, you should
realize that REM or’ in quotes doesn’t count. That is, using REM as
part of an input prompt or in a PRINT statement does nof appear to
be a remark to the computer. For example:
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10 ' Test of Program REM-OVER

20 REM Will Test REMOVAL of REMARKS

30 ' This Remark will be removed.

40 PRINT:PRINT: REM This one will be
removed.

50 PRINT"This REMARK: REM Will NOT be
removed."

60 PRINT"This one won't":REM This
one will.

40 PRINT:PRINT:

50 PRINT"This REMARK: REM Will NOT
be removed."

60 PRINT"This one won't"

Fig. 2-1. Target program for REM-over.

10 PRINT“This is NOT a REMark.”:REM But this IS.

REM-over takes care of this stipulation by simply looking at
each program line for quotation marks as well as remarks. If a REM
appears after one quote, but before the second, then it is contained
within the quotation marks. (This assumes that the programmer has
not mismatched quotes, and has included two for every prompt.)

The program, Figs. 2-3 and 2-4, begins by asking the operator
for the filename of the program which will have its remarks
REM-oved. This filename, F$, is used to form the filename of the
output file automatically. First, in line 100 the second filename,
F13, is formed by adding “/REM” onto it. If the filename happens
not to have an extension, as, for example, when F$=“TEST”, then
the new filename “TEST/REM” will be legal. A check is made later
in line 100 to see if this is so. F1 is equal to INSTR(F$,“/”). If
F1=0, that is, F$ does not contain a slash and extension, then the
program goes to line 110.

However, if a slash #s found and F1 does »ot equal zero, then
the portion of the filename up to the “/” (LEFT$(F$,F1-1)) is taken,

40 PRINT:PRINT:

50 PRINT"This REMARK: REM Will NOT
be removed."

60 PRINT"This one won't"

Fig. 2-2. Target program with remarks REM-oved.




A$ Line of program loaded from disk.

BS Middle string of program line.

F$ Filename of program being processed.
F1$ Filename of output file.

N Loop counter.

P Position to begin INSTR search.

o Position of first auote mark.

Q2 Position of second quote mark.

R Position of remark.

T$ String remaining after remark deleted.

Fig. 2-3. Variables used in REM-over.

and “/REM” tacked on. Next, both files are opened, and a single
line is input in line 140. Variable P, which is the position at which
the search for REMs begins, is set equal to one. Thus, the initial
search for remarks will begin at the first character of A$.

Because both REM and ’ can indicate remarks, two searches
must be conducted. First, in line 160, the program checks for,” and,
if an apostrophe is found, assigns variable R with the position of the
suspected remark. Control then branches to line 200. If no apos-
trophe is located, the program next checks for “REM”, in line 180.
If no remark is found, then the program line is already remark-free,
and the program branches to line 350.

Possible remark lines are examined further at a routine begin-
ning at line 200. There, Q1 is assigned the value equal to the
position of a quote mark. If none is found, a remark has indeed been
located, and control passes to line 260. If a quote is detected, then
REM-over looks at the rest of the program line, beginning at
position Q1+1 for a second quote. That value is Q2. If the position
of the remark, R, is less than Q1 (the remark appears before the first
quote, or is more than Q2 (it appears after the second quote), then a
remark is verified, and the program goes to line 260.

If neither condition is true, then the alleged remark is actually
within the quotes, and is disqualified. The program instead makes P
equal to the next position after the second quote (Q2+1), and
returns control to line 160 to see if any possible remarks exist after
position P. In this way, an entire multi-statement line can be looked
at, section by section, to detect all remarks.

When a valid remark is located, the program takes all of the
program line up to the remark itself, using A$=(LEFT$,R-1), asin
line 260. This, in effect, truncates the program at the remark.

We are not finished yet. After all, some program lines consist

10
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of just a line number and a remark. Cutting off the remark leaves
only the line number. This is a bit untidy, and a waste of computer
memory as well. So, the program cycles through a FOR-NEXT loop
from 1 to the length of A$. Each time through, the string variable B$
is assigned the value of the middle character at position N. This
character is checked to see that it is a number in the range 0-9, since
all program lines hegin with numhers.  As soon as B§ does NOT
equal a number, REM-over knows that the line number is complete,
and control drops down to line 310.

There, T$ is assigned the rest of A$. If T$ is empty, or consists
only of a space, then the program knows it has found an “empty”
program line, and loops back to line 130 without printing anything to
the disk. That line has been deleted from the program entirely.

If T$ does have characters, a check is made to see if the final
character is a colon, as would be the case if a remark followed a
colon on a multi-statement line:

10 PRINT“HELLO”:REM This is a remark.

If a colon is the last character, it is deleted in line 340. Then A$ is
printed to the screen, so the operator can monitor the progress of
the program, and also printed to the disk. Control goes back to line
130, where a check for the end-of-file is made, and another program
line input from the disk.

That’s all there is to REM-oving the REM-arks from your
programs.
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Titler

Now we are ready for some real action. Making a few simple
changes in an existing program is kid stuff compared with the “real”
thing. That is, generating a new, never-before-existing program
line from your very own parameters. That's the function of Titler.
This program generates program title blocks like the one shown in
Fig. 3-1, which can be merged with your own programs. You don’t
have to tediously write the program lines yourself, format the title
block, or even supply your name and address every time. The
program will do that for you. As an added feature, your friends can
also use the program by supplying their own names.

This last capability is the result of what are known as “default”
values. That is, the programmer defines the contents of variables
(Fig. 3-2) storing name, address, and city. Every time the program
is run, you simply hit ENTER when asked whether or not a new
name and address should be input. (The question is posed in line
120, Fig. 3-3.) Then an INKEY$ loop repeats until the operator
presses a key, or hits ENTER. If “N” or ENTER (CHR$(13)) was
pressed, then the program drops down to line 280; N8, AD$, and
CT$ remain as they were defined in lines 70-90. The default values
are used.

If“Y” or some other key is pressed, however, the program will
ask for a name, address, city, state, and zip, and then assemble the
string variables N§, AD$, or CT$ on its own. In that way a regular

15



] ! AREARAARARERAARARkARERRRAR
2 0 % %
3" * Title Maker %
4 v % &
5 % % David D. Busch #
6 ' * 515 E. Highland Ave. ¥
7 ¢ % Ravenna,Ohio 44200 s
g v # %
9 ! B2 AEddRedbdhiikihikdhihkihin

Fig. 3-1. Sample title produced by Titler.

user can be accommodated, while leaving a path open for a friend to
use the program as well.

Next, the user is asked for the title of the program, and this is
stored in TITLES. The program checks to see which of the four
strings—TITLE$, name, address, or city—is the longest and will
thus determine how wide the title block will be. This width, A is
defined in line 350 as the length of the longest string, plus four. The
extra four characters will leave room for a space at each end of the
longest string, plus an asterisk used as the border.

A disk file named “Title” is opened, and a subroutine at line 760
is accessed to produce a string equal to the next line number to be
used in our miniprogram. This routine increments a counter, LC,

A% Used in INKEY$ loop.

A Length of widest line in title.

AD$ User’s address.

B Difference between length of line to be
incorporated in title and A.

B1 Number of spaces before line.

B2 Number of spaces after line.

C$ User city.

CT$ Name of user's city, state, zip.

LC Line counter

LN$ Program line currently being built.

N Loop counter.

S$ User state.

TITLES  Title of program.

% User zip code.

Fig. 3-2. Variables used in Program Titler.
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each time it is called. LN$ is then formed by converting the counter
LC to a string value, and adding an apostrophe (because our title
block will consist of remarks) and a space, CHR$(32). Then the
subroutine RETURNSs to the main program.

There, LN$ is first added to a string equal to A+2 in length,
consisting entirely of asterisks. So, the first line might look some-
thing like this:

1’ Hkok K

That line is PRINTed to the disk in line 400. Then the sub-
routine at 760 is called again, and a new line is similarly formed.
This line consists of a line number one greater than the last, the
apostrophe, an asterisk followed by a string of spaces equal to A,
and another asterisk. This line will look like this:

27 % *

The following line, containing the title itself, will have an
asterisk, some spaces, the title, some more spaces, and another
asterisk. The number of spaces will be divided as equally as possi-
ble fore and aft, so that the title will be centered. These spaces are
calculated by subtracting the length of the title from A, dividing the
result by 2, and assigning that value to the number of spaces
preceding the title, Bl1. The number of spaces following is the
number remaining after subtracting B1 from B. This is done, in-
stead of simply dividing B by two, because the result will not always
be even. It is sometimes necessary to make Bl one space larger
than B.

This centering procedure is repeated every line when the
name, address, and city are included in the title block. The block is
finished when a program line identical to line 1 is written to the disk.

The last step is to close the file. The user is instructed to
renumber the target program so that the first line number is larger
than 10, and then MERGE it with the TITLE file.

We have created a program from nothing. Next, things get a
little more complicated.
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Documenter

Although I tried to impress you in the last chapter with the power of
Titler, the program was actually small potatoes. A bunch of pro-
gram lines consisting of nothing more than remarks isn’t a real
program. After all, a title block doesn't even do anything. “Docu-
menter,” on the other hand, writes real programs that really do
something. Best of all, your own input is kept to a minimum.

One of the difficulties of writing software is developing
documentation. At one end of the spectrum is the simple, interac-
tive, self-prompting program with multiple error traps that can be
run by the unsophisticated user with no instruction at all. The other
extreme is complex software, such as disk operating systems or
compilers, that require entire books or manuals to use properly.

Documenter is intended for the broad range between, i.e.,
those programs that require a few pages of quick instructions at the
beginning of the program to make running the software a little
simpler. The best part about this program is that it will format and
page instructions automatically, write the necessary code, and then
append them onto the beginning of your BASIC program. Procedure
for using the program is as follows:

1) Renumber your BASIC program so that the starting line
number is at least 100, and preferably 200 or higher. This insures
that your code will not overlap the instructions tacked onto the
beginning.

2) Save the program to disk in ASCII form. Then, load and run
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Documenter with a disk containing the target program in one of the
disk drives.

3) Input instructions as desired. These may be typed in nor-
mally, with backspace used to rub out previous characters. How-
ever, a graphics block appears on the screen in the upper right
corner. This block indicates the 50-character mark, the “hot zone”
that approaches the right hand margin used in the instruction out-
put. If a word ends within this zone, the program will automatically
drop down to the next line. If you see that the word you are typing
will extend more than three or four characters past the beginning of
the hot zone, select an appropriate place for hyphenation, and insert
a hyphen. The program will recognize this character and drop down
a line at that point.

4) When all copy for instructions has been input, enter an
ampersand, which was chosen as a control character.

5) At this point, the program will create a group of directions,
an instruction set, so to speak, from your input. These will be in
proper program form as listed at the end of this chapter. When
complete, the instructions will be appended to the target program
you specified when Documenter was run.

6) Line 1 of the new program should be deleted, because it
contains the MERGE instructions. The program can then be run as
desired. Several pages of your instructions, developed to your own
specifications, will be displayed prior to the initial program lines of
the original software.

Variables used in Documenter are shown in Fig. 4-1, and the
program (listed in Fig. 4-2) works as follows. The user first
specifies the name of the previously stored (in ASCII) target pro-
gram. This is input into a string variable, TP$. Next, a subroutine

A$ Character input from keyboard through INKEY$
B$ String of characters input as copy.

Cc Counter for string array PROG$(n)

L$(n) Border array.

LN$ Stores program lines as compiled.

N Loop counter.

N1-N6 Loop counters.

P$(n) Print @locations.

PROGS$(n) Finished program.

TP$ Target program.

Fig. 4-1. Variables used in Documenter.
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that was parsed and entered as DATA lines is read into a string
array, L$(n). This 10-line subroutine prints a graphic border around
the screen of the TRS-80. The various portions of the routine,
minus line numbers, are stored in data lines at 190-200.

Next, a group of numbers (data line 210) is read into a second
array, P$(n). These numbers correspond to six screen locations
that will be used in PRINT @ routines to be created later. For
example, the first item of data, 136, will be used to PRINT @136
either instructional material or blanks to erase that portion of the
screen—without disturbing the graphics border around the edges.

At this point, the person running the program is urged to begin
entering the instructional copy. The right margin hot zone is first
placed on the screen, in line 250. Eventually this will scroll out of
sight, but the other lines of copy will constitute a sufficient remin-
der for most.

An INKEYS$ strobing loop in line 260 allows keyboard input of
any character. When A$ does not equal null (* "), control drops to
line 270, where a check is made to see if the backspace character
(CHR$(8)) has been entered. If so, the string that stores the current
input, B$, is rubbed out from the right side by one character.

If ENTER has been hit (CHR$(13)), control passes to line 340;
otherwise, unless the escape ampersand has been entered, A$ is
both added to B$, and printed to the screen. If B$ is not greater than
50 characters, then the program returns to the INKEY$ line for
additional input.

When 50 characters have been entered, the time is ripe to find
the end of a word. Control always drops to line 330, where Docu-
menter looks for a space, CHR$(32), or a hyphen, CHR$(45). If one
is not found, INKEYS$ is accessed for more input.

When the length of B$ is more than 50 and a space or hyphen is
recognized, then B$ is stored in a string array, PROG$(n). Then B$
is nulled and C (the PROG$(n) counter) is incremented by one; the
next time that portion of the program is called, B$ will be deposited
one element farther down in the array. This portion of the program
is used whenever ENTER is hit during the INKEY$ loop.

Input may continue until “&” is entered. At this point, the last
value of B$ is stored in PROG$(C), and construction of the program
subroutine begins. Program lines are stored in a string array,
LN$(n). These lines are assembled similarly to the titles in the last
chapter. That is, first a program line number is produced, and then
the necessary parts of the program line are added to that. The first
program line is always line number 1, followed by MERGE, a quote
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mark, and the title of the target program. The second program line
is always “2 CLS".

The next few lines are always the lines which write the border
routine. They are assembled by adding elements of L$(n) to the
program line number produced by a FOR-NEXT loop beginning at
line 430.

Nested FOR-NEXT loops next construct the information
pages, divided into six lines per page. So, the outer loop steps from
1 to C (total number of lines) STEP 6. The inner loop determines
which PRINT @]location is used in that given program line. Each
screen has a “Hit any key to continue” line added, and an INKEY$
loop.

If all this is a bit unclear, carefully examine the program listing,
which is liberally sprinkled with comments. Also, look at the sam-
ple program, Fig. 4-3,, which was produced using Documenter. The
steps needed to assemble a finished program using operator input
will be explained further in later programs. This is just the begin-
ning.



Tabber

Time for a breather. Tabber is a simple yet elegant little program
that will be very useful to you. It creates no new program lines,
doesn’t make your computer operate 50 percent faster, and won't
even make your laundry whiter.

What it will do is automatically center various prompts that are
printed to the screen using PRINT or INPUT statements. Instead of
sloppy screen formatting, you can have neat copy. It will work with
both 64-column screens in the TRS-80 Models /111, and 80-column
screens of the Model 4. Best of all, you need to make only one small
change in your programming habits.

To center any prompt, simply type PRINTTAB(T) instead of
calculating the proper tab position yourself. See Fig. 5-1. With
messages that are going to be PRINTed to the screen, just insert
TAB(T). If a program presently includes the prompt after an INPUT
or LINEINPUT statement, you will have to do some rewritizg,
since there is no such thing (yet) as INPUTTAB(n) or LINEIN-
PUTTAB(n) statements for TRS-80 computers. Use the second
line, rather than the first in the examples below:

WRONG: 10 INPUT “Enter your name:";A$
RIGHT: 10 PRINTTAB(T)“Enter your name:”;:INPUT
A$
{(Model 4 users should separate PRINT and TAB, as well as LINE
and INPUT, with a space.)
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10 PRINTTAB(T)"THIS PROGRAM DEMONSTRATES THE USE"
20 PRINTTAB(T)"OF TABBER/BAS. ANY PROGRAM USING"
30 PRINTTAB(T)"THE SPECIAL 'T' TAB WILL HAVE THAT"
40 PRINTTAB(T)"PROMPT CENTERED ON THE SCREEN"

Fig. 5-1. Target program to demonstrate Tabber.

You can even run programs using TAB(T) without running
them through Tabber. This is especially useful during program
development and testing. Simply insert the TAB(T)s as you go
along. Until the finished program has been processed by Tabber, all
prompts with TAB(T) will be printed flush left, so long as the
variable T is not used elsewhere within your program. If not, it will
have a default value of zero, and the program will tab zero spaces for
each prompt. Then, when the program is done, save it in ASCII form
and run Tabber. Tabber will search through each program line.
When it finds TAB(T) it will measure the length of the prompt
remaining, calculate how many spaces must be tabbed to center that
message on a 64- or 80-column screen, and then replace the “T”
with an appropriate number. Figure 5-2 shows our target program
after Tabber has finished its work.

A few programming tips are included in this program. Menu
input routines are one area ripe for improvement. Many programs
will offer the operator a choice of actions, listed in a “menu” on the
screen. Items from menus can be selected by having the user press
the first letter of the menu item name, enter the whole choice, or
enter a number that precedes the menu choice.

Having the user type in the whole name is rarely done, because
a simple typing error could invalidate an otherwise correct entry. If
a person wants a 64-column screen but types 63 instead, it is a
shame to make him or her redo the whole entry just for missing by
one, or, worse, having the program crash because it doesn't recog-
nize the choice. Entering one character is popular, especially when
amenu is accessed frequently. The user can easily memorize which
letter triggers which menu choice, because of the mnemonic con-
nection. The following is a typical letter-oriented menu:

(L)oad

(S)ave

(E)xit

(C)ontinue
A problem could occur if two menu choices started with the same
letter, and the programmer could not think of a convenient synonym
that used another initial letter. In addition, such menus force the
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10 PRINTTAB(15)"THIS PROGRAM DEMONSTRATES THE USE"
20 PRINTTAB(15)“OF TABBER/BAS. ANY PROGRAM USING”
30 PRINTTAB(15)"THE SPECIAL 'T°' TAB WILL HAVE THAT"
40 PRINTTAB(17)"PROMPT CENTERED ON THE SCREEN"

Fig. 5-2. Target program with TABs inserted.

non-ty pist user to hunt around the keyboard for letters that may be
widely separated.

N umeric menus, on the other hand, have choices arranged in
neat rows across the top of the keyboard. The limitation is that only
10 mexu choices can be listed, if we want single-key entry (0-9).
Even then we open ourselves to problems, because the simplest
input methods could confuse a null entry (just pressing ENTER, for
example) with zero. It is possible to check the CHR$ values of the
entries, to differentiate between zero (CHR$(48)) and ENTER
(CHR$(13)). One could also extend a numeric menu by using
hexadecimal notation, following nine with A, B,C,D, or E.

In practice this is seldom needed. Tabber’s menu has only two
choice s, that between 64- and 80-column formatting. However, it
also uses a built-in error trap, something that is too often forgotten
by be ginning programmers. Some will write a menu routine like
this:

10 PRINT*1.) Load program”
20 PRINT*2.) Save program”
30 INPUT“Enter Choice”;CH
40 ON CH GOTO 100,200

Now, if a naive user enters “L” or “S”, or some other letter by
mistake, a cryptic “REDO FROM START” message will be dis-
played. That is of no help at all. Entering a number larger than two
will send the program to the line following 40, whatever that is. This
could crash the whole program. We can avoid the REDO message
by using CH$ instead of CH in the INPUT, since strings will ac-
cept letters as well as numbers. Converting to numerics, e.g.,
CH=VAL(CHS$), will send us to our ON CH GOTO line happily—
except we still haven’t handled the inappropriate input that might
result. It is also necessary for the user to remember to hit ENTER
before the input is accepted. The user either has to be sophisticated
enough to do this on his or her own, or else we have to waste a line
to prompt the user to do so.

Since all we want is a single character, why not use INKEY$ to
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get it? Then, if the character is not valid, just send control back to
the INKEYS$ loop until a proper entry s made. That is what is used
in “Tabber,” the variables and listings for which are shown in Figs.
4-3 and 4-4. Line 120, for example, is an INKEY$ loop that repeats
until a character is pressed. That character, A$, is converted to a
number value, A, in line 130. If A<1 or A>2, the program loops
back; otherwise, it sets the value of S to either 64 or 80, as
appropriate.

Next, the user enters the filenames for the input and output
files, and a single line is loaded from disk, in line 230. The next line
looks for an occurrence of “TAB(T)” in the target program line.
Since the string “TAB(T)” is likely to be unique, no effort is made to
check if it is contained in quotes, or after a remark. Odds are that it
will never appear in your program, except where you actually do
want to center a prompt. This is mentioned because Tabber did
“crash” when it was used to process itself—caused by line 240, in
which TAB(T) is contained as part of the program itself, and not
before any prompt. In all other cases, TAB(T) will be followed by a
prompt and a matched pair of quote marks, but in this case that was
not true.

Whenever Tabber finds TAB(T), it looks for the position of the
first quote, loads the value of the rest of the program line after that
quote, and then cuts off the line following the second quote (line
280). B$ will then contain only the material in the prompt.

The next step is to measure the length of the prompt, subtract
that from S, which is the screen width (either 64 or 80 columns), and
divide by 2. The resulting number, D, is the number of spaces that
should be tabbed to center the prompt.

A new program line is then assembled in line 310, taking
everything that appears before the TAB(T), adding that to a string

A% Program line being examined.

B$ Portion of program line.

Cc Position of “TAB(T)" in program line.

C1 Position of quote in program line.

D Half the difference between prompt length
and display line length.

D$ Amount to tab, added to program line.

F$ File to be processed.

F2% Output file.

S Length of display line, either 64 or 80.

Fig. 5-3. Variables used in Tabber.
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representation of the tab value (the leading space has been deleted
in line 300), and finishing off with the rest of the program line,
beginning with “)”. Thus, the “T" has been deleted and replaced
with a number. The program then loops back to line 240 to see if any
more TAB(T)'s appear in the program line. This allows Tabber to
process multiple TAB(T)s appearing on a single line.

Once the work is finished, or if a line contains no TAB(T)s in
the first place, control drops down to line 330, where A$ is printed
to disk and screen. A check is made in line 350 to see if the
end-of-file has been reached. If not, the program loops back to line
230 to load another program line from disk. Otherwise, the process-
ing is finished.
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Screen Editor

The next three programs in the book, Screen Editor, DB Starter,
and Proofer, make up a trilogy (of sorts) called “Automatic Pro-
grammer.” The three in the Automatic Programmer series are
related programs that might be thought of as integrated, but they
aren’t. No data files are transferable from one to the other. How-
ever, output from one of three can be processed or combined with
output from the others quite easily.

These programs are an attempt to present some professional
programming concepts, showing how error traps, help screens,
instructional files, etc., can enable programs to be self-doc-
umenting and usable even by the neophyte.

All three make use of a fourth program, “Automatic Program-
mer Documentation,” which serves as a help file and introduction to
all three. It also is a menu of sorts that can be used to load and run
one of the other programs.

The first of the Automatic Programmer series is Screen
Editor, which you will find to be one of the most useful programs in
this book. I relied heavily on it to write instructional screens for
many of the other programs here, and even for itself. With a few
minor changes, the program is compatible with the Microsoft
BASIC Compiler. A much faster-running compiled version was
used, cutting programming time down from a minute or two to afew
seconds.

Have you ever wished that you could design your program
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menus, instruction screens, and other CRT displays with a word
processor or some similar program—and then tell your TRS-80
something like, “Hey, I want my screen output to look like this.
Please write a few lines of code for me that will reproduce this inmy
program.”

“Screen Editor” will do exactly that for you. Use it as a
screen-oriented text editor to lay out your display exactly as you
want it to appear. Then specify a beginning line number, line
number increment, and a filename for the finished code. The pro-
gram will then write a suitable subroutine that can be MERGEd
with an existing program to produce the desired display.

Ordinary, line-oriented program input and editing are some-
what tedious when neat, nicely formatted screen layout is desired.
It is necessary to use a copy of the TRS-80 Model I/III or 4 screen
map, and do a great deal of laborious notation on PRINT @locations,
or POKEs to video memory. Even less complicated layouts require
calculating TAB positions and other time-consuming tasks. Con-
sider the work that would be involved in programming a display to
provide the menu in Fig. 6-1.

With Screen Editor, simply use the arrow keys to move the
cursor around on the full screen. Press character keys to place
alphanumerics where desired. The layout can be quickly done by
eye. Then, hit ENTER, specify what line numbers are desired for
this subroutine, and collect a finished program module like Fig. 6-2
from your disk a few minutes later. There, stored in ASCII form and
ready for merging will be 16 program lines that reproduce what you
designed on the screen. Instead of 15 or 20 minutes of coding,
RUNning the program to check the appearance of the output, mak-
ing changes, and so forth, you have three to five minutes of typing
with a wordprocessor-like tool.

AERAXBREAA A AR A RAER
2 —Menu— ¥

1) Load disk file
* 2) Save disk file ¥
. 3) Create file

4) Access data base
x 9) Update data base =

* --> Enter choice:
2 2 F SRR XX EXEEE R XX

£

Fig. 6-1. A typical program menu.



20 cLs

30 PRINT TAB( S)Nﬁakﬂﬁﬁkﬁﬂﬁﬁﬁfe?
40 PRINT TAB( 5)°% *
50 PRINT TAB( 5)°*% SCREEN #
60 PRINT TAB( 5)°% EDITOR hd
70 PRINT TAB( 5)%°% ®
80 PRINT TAB( 5)3******#(*******
90 PRINT

100 PRINT TAB( 25) wééweheaeovivnivieasoainasen
110 PRINT TAB( 25)°#% TYPICAL EXAMPLE SCREEN § ©
120 PRINT TAB( 25) 4444444880808 04 08000080048 7
130 PRINT

140 PRINT

150 PRINT TAB( 14)"This is a screen prepared by
the Screen Editor ©

160 PRINT

170 PRINT

180 PRINT

H!l’

200 A$=INKEY$:IF A$="" GOTO 200

3 3 3 28 &

Fig. 6-2. Example of program produced by Screen Editor.

The trick is accomplished by PEEKing into video memory,
noting what character (if any) has been placed there by the user, and
then assigning each screen line to a separate element of a string
array, L$(n). Then, each of the elements in L$(n) are used to
assemble an appropriate program line which PRINT the entire line
to the user’s screen. If, say, line one consists of four spaces,
fifty-six asterisks, and four more spaces, that entire line will be
PRINTed in the resulting program. No PRINT@’s or other calcula-
tions need to be made.

Screen Editor, in other words, reproduces your screen ar-
rangement, spaces and all. It may not be the most memory-efficient
way of invoking a desired screen within your program, but for disk
users with 32K or 48K of memory available, the waste will be
negligible compared to the time saved.

Actually, a nifty technique is used to eliminate the leading and
trailing spaces. As the program looks at each video line in turn, it
sets a BFLAG when it encounters the first non-space character, and
an EFLAG when it encounters the last non-space character on the
line.

In assembling the finished program lines, it constructs a
PRINTTAB statement that tabs to the position of the first non-
space. The following characters, spaces and all, are reproduced
until the last non-space, when a closing quote is added. Thus, aline
like:
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Hello!
Would not be turned into a program line like this:

10 Print“ Hello! ”
Instead, the line would read:

10 PRINTTAB(10)“Hello!”

The program is divided into two main sections. The first allows
user input of the screen design. An INKEY$ keyboard strobing loop
looks for input (line 120). If ENTER has been pressed (CHR$(13)),
control drops down to the video memory peeking/program assem-
bly section. Otherwise, Screen Editor looks at the character input
to see if it was an arrow key (character strings 8,9,10,and 91). If so,
one of four subroutines which move the cursor in the indicated
direction are accessed.

The cursor is not allowed to move off the top of the screen, nor
past the 15th line of the display. To check for this condition, each
subroutine first looks to see whether or not the proposed position

A% Character input from keyboard, through INKEY$
B Beginning of video memory.

C Cursor character.

Cu Counter

E End of video memory.

EFLAG  End of character line flag.

F$ Filename of output file.

IC Increment to increase line number by.

L$ Endof line character, either “;" or “”
LN$(n)  Stores finished program lines.

LN$ Program line currently being built.

N Loop counter.

N1-N9 Loop counters.

PR$ Program line being read from video memory.
S9 Position in filename of */”

SP Space (CHR$(32)) as a cursor character.

t Value PEEKed in video memory.

Zz Position of cursor.

Z1 Check to see if middie of screen reached.

Fig. 6-3. Variables used in Screen Editor.
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(P) for the cursor would be less than 15360 in video memory
(defined as B in line 140), or more than 16314 (defined as E in the
same line).

If the new move is okay, then a space (SP=32) is POKED into
the old location, and C (CHR$(43), a plus sign) is POKED into the
new. Control passes back to the INKEY$ line for further input. If the
character entered is not an arrow key, then that character is
POKED to the screen.

The second section of the program, beginning at line 1210,
PEEKs at the entire video memory, noting what character appears
there. Here the program lines, deposited into string array LN$(n),
are built. After all the screen has been read, an INKEYS$ loop is
constructed as a final line, to keep the new program’s display on the
screen until the user presses a key.

Finally, beginning at line 1760, the elements of LN$(n) are
printed to the disk under the filename specified. The finished screen
image is captured in program form for you to use in programs of your
own.

Like all the programs in the Automatic Programmer series,
Screen Editor has many error traps built in. Entering “Help” or “H”
to the input prompts will call up the help file, or display a tip. More
complex error traps will be discussed in later chapters.
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DataBase Starter

For the microcomputer user, the self-programming computer is
still some time in the distant future. Or is it? There are three things
that computers have a knack for: processing data, controlling func-
tions, and constructing designs from smaller building blocks. The
first two are simple enough. Ask a computer to add 367 to 598, and it
will happily comply. Tell it to send a signal to port X whenever it
receives input from port Y, and a computer will gladly control your
carburetor, monitor your house, or keep your Boeing 747 on
course. When a human is available to provide a list of criteria and
parameters, a computer is entirely capable of combining compo-
nents from an existing library to assemble, or “design” a complex
product.

A computer program is nothing more than a design for ac-
complishing a desired task. Once a human being has determined
how to get from point A to point B, it is entirely practical to have a
computer choose from a library of subroutines to put together a
program. The next program in the “Automatic Programmer” series
is “DB Starter,” which illustrates the basic concept.

This program will ask the user for certain program parame-
ters, such as whether a “menu” is needed, whether or not data will
be stored in a string array, size of the array, and other information,
and then “write” a BASIC program skeleton that conforms to these
parameters.

Figure 7-1 is a sample program that was written by DB Starter.

57



JN‘T# LNANI
$d‘T?’wIu NIJO
$34,% FIWYN HTIId YHIINHT, IOANI
gsuyxsxx JSIAd WOEA HIId AYO0T ssxxxryr WIY
sxvryr HIAH INIINO¥ENS ©sedeled 3IelS LYASNI sxxxzrzx WIY
sxxery SUFH INIINO¥ENS '3led o3epdn LTUYASNI sxxsys WIY
sxxyrxy HSUIH INILOAOYINS BIe(d SSOOIDY LUHASNI nexxxx WIH
0L OLOD
00SZ ‘000Z “00ST ‘000T ‘00S €NSOD HD NO
OFPT OLOD & <HD ¥O0 T>HO JAI 2 ($HD)TIVA=HD
SHO?¢ 4y ¢ HOIOHD ¥AINIuINANI
INIYd
«dSIA O FIId FAYS (°S wINI¥VA
wMSIAd WOdd d1Id V0T (°¥% «INI¥Nd
uoseqeijed 3Iels (°€ LINI¥d
w®3Bd ®3epdn  (°Z «INI¥d
wB3ed SS800Y (°T wINI¥d
LHMIVYd: ysyerrsrrreyr NIW zxzzryzrarzs wNIUd S LNTYd : STD
o IXAN: (D)S$YIA A¥Ad:y O T=D ¥od
0€ =DN
(v )SYIA’(0g ‘0T )$V¥d WId
drz‘euoyd‘ssoIppy‘/sWeN VIvd
2+ €/WIW JY¥ITIO

0€0c
0coc
0T0Z
000¢
00ST
000T
00s
OLT
091
0ST
0v1l
DET
0CcT
OTT
00T

58



"18uels ga Aq peonpoud weiboid jo eidwex3 *§-2 Big %

NINLEE  059C

($Y)TYA=Y 0¥92

0€9Z OLO9 wu=$VY JI:SXIINI=SY 0£9¢

sxzxx ANILAOWENS IOANI SAHEMNIT wxsxxxx WHY 029z
NINLIY: INTYd S INIYdSTD 0192

srzxryr INILOOYHAS NUHHYDS UVHTD wxyxxxr WIY 009¢
NINLIY 0652

dS0TD 08SZ

N‘T0D IXAN 0LGZ

w’uf (TOD’N)SYA’T# INI¥A 09ST

ON OL T=1T10D ¥0d 08SC

AN OL T=N ¥0d 0¥%SZ

AN‘T# INI¥A  0€£S2

$4’T’uwOn NIJO  02ST

$dfu? IWUN FTIId ¥YIINH, LOANI 0162

xxxzxy ASIA OL HTIA HAUS xxxxxyx WA 00s?¢
NINLIY 0602

dS0T0 0802

N‘T0D IXAN 0L02

(TOD‘N)SYA‘T# LOANI 0902

ON OL T=10D0 ¥04 0502

dN Ol T=N ¥0d4 0%0¢




The array in line 40 of the example was created and DIMensioned
according to user input requirements, just as the menu was con-
structed and subroutines allocated for later work by the human
programmer. Two subroutines relating to disk I/0 were actually
written entirely by the program. The finished code was then saved
to disk. As written, the program will do the following things:

1) Ask the user for beginning line number, and desired line
number increments.

2) Ask if a string array will be used to store data, and, if so,
allow the user to specify whether the array will be one- or two-
dimensional. The elements that should be DIMensioned are also
input.

3) A “menu” of reasonable size (i.e., which can fit on a single
screen) may be specified. Each choice can be described. Program
lines to print the menu to the screen will be created, along with an
“enter choice” prompt.

4) Each of the menu choices will be assigned a subroutine line
number—marked with a REMark—so the programmer can flush
them out later. An ON CH GOSUB line will be created, sending
control to each of the menu subroutines.

5) Disk file I/0 subroutines which will save or load data stored
in a one- or two-dimensional array are automatically created.

6) The user can also specify several other subroutines, suchas
CLS:PRINT:PRINT, and A$=INKEY$: IF Ag="" GOTO.

DB Starter will, then, create the basics of a simple database
management program which must be completed by the program-
mer. It doesn’t complete the program, but does save a great deal of
typing time. Arguably, there is a much simpler way of accomplish-
ing nearly the same thing, i.e., write out an all-purpose program
containing most-used modules, and then SAVE that program on a
convenient disk. When the time comes to create a new program, the
user can simply load the general module, delete lines not needed,
renumber, and do other minor work to tailor it into a skeleton for the
new project. Or structured programming techniques can be used,
with common variable names, routines, etc., to build a great many
program modules that can be readily transferred from one program
to another.

Programs that write other programs make the most sense
when developed for the unsophisticated user. That category might
include someone who is incapable of taking an all-purpose program
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and changing the code to fit a new purpose —a nonprogrammer, or a
beginning programmer. Given a sufficiently sophisticated version
of DB Starter, the user might be able to answer a series of prompts
to inform the computer just what type of task had to be performed,
and then receive a finished program that will do the job.

DB Starter can only do a few things. While keeping the size of
the program down to what will comfortably fit in this book, I've left
the door open for ambitious programmers to expand its capabilities,
and to apply the concepts to their own work.

Using Figs. 7-2 and 7-3, let’s look at how the program works. It
consists of a series of modules, each designed to “create” a specific
type of BASIC code. The mechanics are simple. The lines of the
target program are assembled from the “library” of words and
phrases built into DB Starter. As each line of the target program is
completed, it is stored in a string array, LN$(n). The particular
element of LN$(n) is determined by a counter, CU.

Each time a new target program line is initiated, control is sent

A% Character input from keyboard through INKEY$

CFLAG Check to see end of DATA input.

CHS User choice input.

COL$ Number of elements in second dimension
of array.

Ccu Counter

D3% Data string.

D4 Number of data items entered by user.

DI Choice entered by user.

F$ Filename for output file.

IC Increment for line numbers.

IOFLAG Whether or not user will need I/0 routines.

LN$(n) Program lines being built.

MENU$ (n) Label for-menu choices.

Ml Number of choices to be on menu.

N Loop counter.

N1-N9 Loop counters.

NwW Loop counter.

P$ Substring of program line.

P1% Substring of program line.

ROWS Number of rows in user array.

Y$ Middie part of string.

Fig. 7-2. Variables used in DB Starter.
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to a subroutine at line 680. There, the line number of the target (LN)
is incremented by IC (LN=LN-+IC) where IC is specified by the
user. Next, CU is increased by one so that the new program line will
be stored in the next available element of LN$(n). Finally, the new
line number (LN) is converted into a string, and assigned as the first
part of LN$(CU), along with a pair of spaces.

For example, if LN=100 and IC=10 when control is sent to
Line 680 of DB Starter, LN$(CU) will equal “110 ” when it
RETURNS. Each element of LN$(n) will begin with a line number,
usually larger by IC from the previous element. The exception is
when LN has been given a different value somewhere else in the
program.

The initial line of the program will CLEAR two thirds of
memory. Next, DB Starter asks the user whether or not a string
array will be used to store data. If so, the number of dimensions are
input into variable DI. If DI=2, then the user is asked to provide the
desired size for each of the two dimensions (ROW and COL). If
DI=1, then only ROW is used. The target program line is created by
combining the line number (already stored in LN$(n)) with DIM and
the array dimensions enclosed in parentheses. If a two-dimensional
array has been specified, an additional line is developed that defines
variable NC (number of columns) equal to COL. NC is used later in
the target program to control disk input and output.

If menu is needed, DB Starter obligingly creates a line that
labels one. Note that to make a PRINT statement it is necessary to
combine PRINT with quotes around the material to be printed.
Quotation marks (CHR$(34)) are stored in P1$, and this string
variable used whenever quotation marks are desired in the target
program.

The user is asked to input the number of choices required for
the menu. If DI=0 (that is, no string array was dimensioned), the
program assumes that disk file I/0 will not be required, and does
not offer the choice of taking advantage of the built-in disk I/0
subroutines. Of course, disk files consisting of nothing but numeric
values are possible, but the greater flexibility of storing both string
and numeric data as strings (and then converting to numbers with
VAL, as needed) makes it simpler for DB Starter to assume that
disk files will be loaded into and out of a string array only.

If a string array has been specified, then the user is asked if
“save file to disk” and “load file from disk” will be included in the
menu. If so, IOFLAG is set to 2. The user has told the program how
many choices will be included on the menu. This value is trans-
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ferred to CH, which is used as a parameter in a FOR-NEXT loop
that allows input of the names of the menu choices.

If the built-in disk I/0 routines are desired, two is subtracted
from CH so that the user does not have to bother to input these.
That is, if five menu choices will be used, but two of them will be for
disk 1/0, the programmer has to enter only the other three. Then,

the menu display lines are created for all hut the dick routines.

Now things begin to get a little tricky. For each menu choice
the program has to create a subroutine location to which the target
program can branch, and space has to be allocated for them. So,
rather than using LN and incrementing it by IC, another variable,
NU, is used instead. NU is incremented by IC+50 for each of the
menu subroutines. For example, if IC=10, then each of the sub-
routines will be spaced 500 lines apart from each other. The starting
line number for each menu subroutine is stored in an array NU(n).

Next, a string representation of the starting line number for
each menu subroutine is needed (for an ON CH GOSUB 500,
1000, 1500, etc., statement). These are assembled with a comma
tacked on the end. Next, an INPUT “ENTER CHOICE :”; CH$ line
is created for the target program and an error trap is also built.
When the target program is run, if VAL(CHS$) is less than one or is
greater than MI (the number of menu choices available), the input is
refused.

All these subroutines targeted in the ON CH GOSUB line will
eventually RETURN, so control is sent back to the beginning of the
menu. Its starting line number had been stored earlier in IM(1) and
is used in line 670 to build a control-branching instruction. To aid
the programmer in finishing the skeletal program, a REM is in-
serted at each of the menu subroutine starting line numbers. Re-
member that it’s not a good idea to send control to a REM line (these
might be deleted later), so don’t simply begin writing the code at the
next available line number following the remark.

The next portion builds a simple disk input module, which will
ask the user a filename, open that sequential file, input from the file
the number of items in the file,and then begin a FOR-NEXT loop
from 1 to the number of items in the file. Within the loop, INPUT #1
loads the data. If the relevant array is two-dimensional, a nested
FOR-NEXT loop from 1 to the number of columns (NC, defined
early in the program) is used. Actual construction of the disk input
module is fairly clear cut. Its mirror-image twin is the Create Disk
Qutput routine, which performs its own function in nearly identical
fashion.
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Other frequently needed modules can be added to DB Starter’s
“library” as required. I used “clear screen” and INKEY$ routines as
examples; you are free to add your own favorite subroutines as you
desire. The final portion of the program saves the finished target
program to disk under any desired legal name. A noncompressed
(ASCIN) file is created which may be loaded, finished, debugged,
and used as desired.

DB Starter is simple enough to form the basis for a much more
complex code-generating system. A big drawback is the need to
anticipate exactly what capabilities will be needed in the finished
program. If a subroutine isn't in the program generating system’s
library, or if the parameters are beyond its capabilities (i.e., a
three-dimensional array is required), the necessary code will have
to be built up from scratch. It is still beyond the capability of
microcomputers to use logic to create. Our silent servants must
wait for instructions from us before doing anything at all, no matter
how simple.
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Program Proofer

In the two previous “Automatic Programmer” examples, we’ve
shown you how to let your computer write its own screens and
assemble program skeletons. Now here’s “Program Proofer,”
which allows a TRS-80 to partially debug its own programs by
checking the spelling of keywords and some syntax errors.
Some program errors caused by misspelled words lurk deep
within seldom-called code. Obvious bugs will ordinarily surface
during program development, because the interpreter will note a
syntax error when the line is run. Other errors, however, will not
be detected for some time, because the specific conditions that
invoke that program line are rare. In the worst possible situations,
these mistakes are hidden in error traps designed to help the
unsophisticated user, or they may cause the loss of valuable data.
Program Proofer will check every line of a program, and detect all
bad keywords. It will catch only typos, however; if you used
LPRINT when you meant PRINT, the bug will slip by unchecked.
Program Proofer was inspired by the plethora of spelling
checker programs which have become available in the past few
years. These useful software tools take any text document and
compare each word to an internal dictionary. Any word in your text
which does not appear in the dictionary is flagged as a possible
spelling error. This program works on exactly the same principal,
but with a much smaller dictionary of 112 keywords, most of which
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are those used in Radio Shack’s Level II, Model IIl, or Model 4
BASIC interpreters.

Program Proofer examines every word in a target program,
ignoring words inside quotes—prompts, for example —numbers,
and arithmetic operators. The only letter combinations left are
keywords, variables, and misspelled words. Although it would be
possible to tell which of the remaining words are variables, leaving
only the incorrect keywords, I decided not to implement this fea-
ture. As written, Program Proofer has the added capability of
providing a variable cross-reference listing that includes line num-
bers.

Not throwing out variables also means that the operator has the
opportunity to look for variables which may have been spelled
incorrectly as well. This is important both to Model I/IIl users, as
well as Model 4 users, but for different reasons. Under Level Il or
Model III BASIC, PREVIOUS and PEVIOUS would appear as two
different variables, although PREVIOUS and PREVIUS would not.
With the earlier Microsoft BASIC, only the first two letters of the
variable name are significant, so finding such misspellings is im-
portant. With the Model 4, however, longer variable names are
allowed, so finding errors is even more important. PREVIOUS and
PREVIUS would, in fact, be different variables and cause an error if
the difference were unintentional.

The target program should not be one which has been tightly
packed with all spaces removed. These spaces are required with
Model 4’s BASIC, but optional under Level II or Model III BASIC.
Multiple statements per line are okay. However, keywords should
have spaces separating them, and there should be a space after the
line number and before the first word in the line. Other spaces may
be omitted. If you wish to proof a program which has been tightly
packed, use a utility such as PACKER, from Cottage Software. This
is an indispensable programmer’s tool that is especially helpful for
deciphering someone else’s coding logic.

When asked for the target program name, enter the file specifi-
cation of the previously saved ASCII format program. Each line will
be examined separately, and all words not included within quotation
marks compared with the internal dictionary. If a match is not found,
the questionable word (which may also be a variable) is stored away
for later reference. The number of parentheses are counted, and any
missing ones noted. Program Proofer will also locate absent quota-
tion marks, and list all the variables used in the program. For those
who are using NEWDOS/80 2.0, the bad words and variables are
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presented in sorted, alphabetical order. In all cases, line numbers
are provided to make tracking down the errant bugs easier.

Here, briefly, is how Program Proofer works. (Refer to Figs.
8-1 and 8-2.) The 112 keywords are stored in a string array,
WRD$(26,16). Each of 26 rows in the array correspond to one of the
26 letters of the alphabet. The 16 columns allow for up to 16
keywords beginning with that letter. For example, ABS is stored in
WRD$(1,1), while AND is placed in WRD$(1,2).

This is accomplished in a FOR-NEXT loop beginning at line
760. The keyword is read from a data line, and the first letter
examined to determine its ASCII value. Then 64 is subtracted from
that value to obtain the alphabetic position, and thus the corre-
sponding ROW of WRD$(row,col). The keyword CDBL, which
begins with C (ASCII 67), is directed to Row 3 (67 minus 64). The
column is determined by a counter, A, which is incremented every
time a new keyword is READ, and reset to one each time a new
ROW is opened (A2 < > PREVIOUS).

AS Line of text being proofed.

BADS(n) Array storing bad words and variables.

D$ Temporarily stores good keyword names.

D2 ASC value of first character in keyword.

DOSFLAG Set to 1 if NEWDOS/80 used.

F$ Filename of program being proofed.

L Length of the program segment being
proofed.

LP Number of left parentheses.

M$ Middle string of SEG$

N Loop counter.

N1-N9 Loop counters.

NI, NU Counters

P Position of space in program line being
checked.

PARS$(n) Lines with odd number of parentheses.

PFLAG Send output to printer.

RP Number of right parentheses.

SEGS$ Program segment being proofed.

TESTS Program segment being tested.

WRDS$(n,n1)  Array storing good keywords.

Z3 Number of lines printed.

ZU Number of lines printed.

Fig. 8-1. Variables used in Program Proofer.
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As disk operating systems gain new features in their BASICs,
Program Proofer may be updated to include these new keywords
and commands. Add the word to the proper position in the DATA
lines and change the 112 to the new number of keywords. If a given
letter of the alphabet now has more than 16 keywords, it will be
necessary to reDIMension WRD$(row, col) as well.

The target program (F$) is OPENed, and LINEINPUT into
variable A$, a line at a time. The first space in the program line is
assumed to follow the line number, and the rest of the line is stored
in SEG$. A FOR-NEXT loop from 1 to L+1 (length of SEG$)
examines each character in the program line in turn.

When certain delimiters are reached, the program assumes
that the end of a word or variable has been located. These delimiters
include a space, quotation mark, comma, semicolon, parentheses,
colon, and arithmetic signs such as plus, minus, equals, more than,
or less than. At this point, control drops to a subroutine, where that
portion of the line, TESTS$, is subjected to a series of tests.

If TEST$="" (null), or if the value of the first character is
greater than zero (signifying a number), then the program jumps
back and begins looking at the next section of the program line.
Obviously, no variable or keyword can begin with a number. When
“REM” or its abbreviation * * ” is encountered, the program knows
that the rest of the program line should be ignored.

Once TESTS$ passes these checks, it enters a FOR-NEXT loop
from 1 to 16, which compares TEST$ with all the elements of
WRD$(row, col) beginning with the same letter of the alphabet as
TESTS$. If a match is found, FLAG is set to 1 and control drops to
1230, where counter NU is incremented and the suspect word
stored in string array BAD$(n), along with the line number where it
appears. The word itself is positioned first, followed by the line
number, so that the array may later be sorted into alphabetical
order. Finally, TEST$ is nulled and the rest of the line examined for
additional statements, variables, and keywords.

Any time a quotation mark is encountered, SFLAG is set to 1,
and additional characters in the line are ignored until the second
(“close quote”) is located. Then the following words are considered
and checked normally. Though no specific check for missing quota-
tion marks is built in, they will stand out like a sore thumb because,
in the final listing, words inside of prompts will be listed as bad
words.

A check is included for absent parentheses, however. Each
right parenthesis encountered in a program line increments variable
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RP, while left parenthesis increase the value of LP. After the whole
program line has been checked, Program Proofer compares LF and
RP. If they don’t match, then the line in which the error appears is
stored in a string array PAR$(n), along with a note as to whether a
left or right parenthesis is missing. (If one statement is missing a
left parenthesis, while another statement later in that line is miss-
ing a right narenthesis, the values of LP and RP will match and the
error will not be caught. This should, however, be very rare.

When the end of file (EOF) marker is encountered, the user is
asked if results should be directed to a printer as well as to the
screen. Then, if NEWDOS/80 2.0 is available, the array BAD$(n) is
sorted into alphabetical order. Those of you using other disk
operating systems or sorting routines should note that taking ad-
vantage of this feature requires only a single line; the CMD“0”
invokes the sort. “NU” is specified to indicate that all NU units of
the array BAD$(n) should be sorted, beginning with element
number 1. If for some reason you do not want the array sorted, even
though NEWDOS/80 2.0 is available, simply “lie” to the program
when asked.

The suspect words are then printed out in groups of 11
words/lines. A counter, CU, keeps track of how many words are
printed or listed. A word/line combination is displayed only if it
does not equal the previous word/line, so if a variable or bad word
appears several times in a single line, it is pointed out just once.
When CU can be evenly divided by 11, the program branches to a
“paging” subroutine at line 1010. Once the variables and bad words
are listed, the program displays all the lines which contain missing
parentheses.

A number of enhancements are possible. The program could be
extended to check each variable against the keyword list, using
INSTR, to see if any have inadvertently included an illegal
keyword. This would be especially helpful for those of you with
Model I/III computers who like to use long, descriptive variable
names.

Checking the spelling of a computer program is much easier
than proofreading a document, because the number of legal words is
severely limited. Once a computer is told what words are allowable
in a program, it is a simple matter to leave some of the tedious
debugging to the machine.
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Automatic
Programmer Documentation

Care to coast awhile? Here’s the program you don’t even have to key
in. Well, that is not entirely accurate. “Automatic Programmer
Documentation” is a help file for the preceding three modules. It is
included here to demonstrate how such help programs can be used
to make a complex piece of software more usable by a beginner. The
program itself actually has no other function than to serve as an
introduction to the Automatic Programmer series. You have four
options in this case.

1) If you have purchased the disk containing all the programs
in this book, the program should be included on your disk running
the three Automatic Programmer programs. It will be called as
needed, and serve as a menu gateway to the others.

2) You may type in the program as presented.

3) You can type in the BASIC program lines, but write the
others using Screen Editor. It will prepare the screens for you with
less typing on your part.

4) Just skip this chapter entirely and do without the help file
when running the other three programs.

A% User input from keyboard through INKEY$
L$ String of 64 asterisks.
N Loop counter.

Fig. 9-1. Variables used in Autoprogrammer Instructions.

101



uoumo: Auevw 103 saurl wexboxd orsed 8yl Jo Swos 0 LNTHd

.5 ©93TIm 03

zoandud Inok osn 03 nok smoyTe werboad sSTYL s uLNTYd

yosng °d pPTARd tAg

Isumexboig orjewolny

Sy memmm———————

IIIIIIIIII 2 nLNTHd

uz%

# ukNT3d

m=«

# ulNIdd

us#

» b NITId
‘uzvrrres

09T
0sT
0%1
0T
0¢tT
0TT

B R VvV R v g P R PP PP P P PR TR T EETETL LT IN A SR

#

00T

ST0 06
(uxu’P9)SONIVLS=ST 08
0LZ OLOD ¥owyd NO 0L
000G ¥vdITIO 09
FEREERFER RN RN RSN L RN R BB R VRN EY

*

¢ SUOT3ONI3SUI Jawwexboad 03Ny &

L3

*

RYERZRERLIVRNLVS VX PYLRRRRERL VL LRRES

s 0§
8
s O€
8
8

102



‘suononiisu; sewwesboidoiny Joy Bunsy weiboid 2-6 ‘Hi4

OTTT EWNSHY: . IATYA ¥SIA NI YHNWYEDONd .INT¥d
wOILVWOLAY ONINIVINOD MSIA I¥ASNI HSVITd.INIHd

00€
06¢

06 TWONSTY:N

LXEN:00S OL T=N JOJ:T¥HF!,# ANIT NI JOW¥H NMONMNN. INI¥d
06C OLOD ¥S=T+Z/99d 4T

0TE 0OLOD

0GZNIHL ="WNWMZH.NH

£$7 ININ¥G

: u¥

-= Ad¥ ANY LIH -~ *a LNIYd
o=*=Ammvm45-=*=EZHmm

fux ‘noik 1oz

SUOp @I€ ‘sSnusw ‘(SU0 STY} IYT[) SuUS8IOS amc0a ¥ nINTHd
{u¥ =-3ONI3SUT

burytam ‘Arowsw HutyyyTy ‘Aeize ue mca=0amcwﬁa@ *wILNI¥d
Luy se yons

‘syse3 ,burdesyssnoy, Ter3TUT AUuRK *uMmo anok *uLNT3d
fux JO sauTrjnoiqns

Y3TA 3NO ,YysaTF, ued nok YoTym 8IN3oNi3ys ¥ LNTYd

Lux butpoo

1UO3ST3Ys, © @onpoad TTTM 3T *ATTedT3RWOlIN® 4 ,INTH¥d
Lux sureaboaxd

08¢
0Lz
09¢
0se
ove

oee
0ce

012
00c
06T
08T
OLT

(3]

10



s -oxd ‘usyyg,
°p3sn 2q LAew sToquis pue SI930BIRYD OTISBUMU zu LNI¥d

fux eudre TTVW
*HUTITP® USSIOS-TINJ PUR TOIJUOD IOSIND Huisn #n LNI¥Vd

Lux aeadde
03 3T juesm nok se A[3oexe TeTISjRW SY3 ISJUS URD #u ILNIUd
Lux nok ‘ussids

a4yl uo 3x93 ay3z 2onpoadsx o3 sourl weiboid su LNI¥d
s purlTam
pue ‘suo STYl SYTIT ‘sebed 3no bHurddew JO pesajxsul #u GNI¥A

L °SUDB3I0S
TRUOTIONIJISUT SJTIM O3 T ©Sn ued nox (°T #2u LNIJd
4
° i
»«s ILNITEd
° %
sowT]} NnOoAk d@AeS TITM Y] SUOTIOUNI TNIaOsn su LNI¥d
Lux JOo aequmu
e sey Jsuwmeiboxd OTIeWOINY cyoeoadde sTyl 2o NIV
L 03 SoAT9sWRYl
pusT swexboad juswsbeuew 8seq ejled #u INITYd
unk
¥ INITEd

PRV ARURRFFRRBREELR
EEPERRERRPPPRRRRRLRR PSSR XX R R v e R v e vy rrrrerrn LNITIdSSTO

0cw
01?¥
00¥%
06¢
08¢
oLE
09¢
0se
ove
0€EE
oce
0TE

104



('e01 abed woy panuyuo)) suononiisuj Jewwesbordony toy Buys)) weiboid z-6 ‘B4

Lax 23eaId
03 posn 9q osTe Aew gsuweiboad orjewolny (°Z #a LNI¥d 0%S
4
*ud
~*= INITYd Omm
cSu¥
*wexboad asyjzo 10 ‘ssuweb ‘uUOT3IONIZSUT popTe za INI¥d 02S
{ux I930ndwod ‘ssauisnqg
® JIO0J Snusuw IO SSWRIJ TRISASDS 23310 03 *u INI¥d OTS
{,x Pojeadax
8q KLeuw ssoooxd sTYL °OM3 93Ul FOUIW pue ‘wexboad *u LNI¥d 00S
{,x bDuristxe
Ue y3Té 3IOTTFUOD 30U Op sSasqumnu BUTT |Y3x 3Jeyz os #u LNI¥d 06F
L ux 3T I9qunuax
Leuw nok ‘pesjesid ussq sey USDIOS B I93IV 2u LNI¥d 08¥
luvvvrrrenrns

LI EEXEE LRI R LR LR EL LR L EREEREEES XX TR EEE R L X E I
INI¥d:STO OLY
09% OLOD wu=$XIINI 4TI 09V
{47 INI¥d 0S¥
4
° ¥
—= X4 ANV LIH ~- xu INI¥Yd 09V
I'é
*u¥
*YSTP O3 poAeS pu®e US313TIMA 9 TITM SSUTT wexb ¥u LNI¥d OEW

105



Lus cuotjeTnd rurw

I93eT 103 Aeixe ue O3UT eIEP IRy QVIY OI ¢u LNI¥d

f{y,y OSUIINOI ®

93 TaIA pue ‘sjusuelels YILVd ‘SIsqunu SUTT JIASSUT 2u LNId
$ux I1tM xaumexboxd

OT3RWOINY °J[OSIT eIRp Tenjde aYjl I93Ud 4, INI¥d
) Sux A1duts
few noi ‘soury vIvd osn TTTAM wexboad anok II su INIMd

{47 INI¥ASSTO

029 OLODuu=S$XEINI 4I
£$T INT¥d

«:&.
== Xd¥ ANV LIH -~ *u GNITUd

4

© i
*®TTJ YSTP ® 03 sjuajuod s3Tt dump pue 2w INIYd
Sux Aexae
ue Ty O3 sauT3lNox O/I ISTP PITNg ‘Aexxe burtals ¥n LNI¥d
Lux B  UOTSUSWTIP
03 souTT wexboxd 93Tam TTTM 3T °SIAYIO0 4, INI¥d
Lux Texsaes
U3atm buote ‘pesn s Aew sTnpow I83TIM ,U13I0S, ¥u INI¥d
mz# 24L

*UITH YIOM 03 nok 103 suolarays weiboad a1T3uUs 4, INTHd

0LS
099
0s9
0%9
0e9
0C9
0TS
009
066S
08¢S
0LS
09s

06¢

106



(‘so1 abed wos panuiuo)) "suononsisuj Jawwesboidoiny soj Sunsy weiboid "2-6 614

fux pue sdexj
I0II19 SPNTOUT US3]1TaIMm saUTT weaboad ayg % LNI¥d 008
£$7T INI¥A:STO 06L
08L OLODuu=$XEMINI JI 08L
$$7 INI¥A OLL
*u¥x
~= Xd¥ ANY LIH -~ »u LNI¥d 09L
Law *aur3jnoaqns
yoe® 93TIM O3 3I9YM MOUY NOK OS SUOTFIROOT xu INI¥d 0GL
wt.ﬂ 9soy3l 3e
sxojutod UYWAY IISSUT pPue ‘nok 103 SaUTT €NS0D  xu INIUd OFL
fux  °°°NO ®3TIM
T1T4 wexboad ay3 ‘@anjes3 sTY3 bursn usaym xu LNI¥d 0€L
1
*u¥
‘ejep I8Y3l0 pue ‘s90TOYD IsoYl} ¥u LNI¥d 0ZL
fuy 103 sTeqe]
‘s90TOYD JO I9qunu 8yl jo 3ndutr anok woxjy ‘nok xu INI¥d OTL

Lux 103 nuauw

' pPTINg OsTe ued 193ndwod 8yl °SUIINOI ISFITIM 4, ININd 00L
Lox VETY fI3

9yl JO 9Sn oS)YeW URD NOX ‘nUsw WO3ISND ® PIING x. INI¥Nd 069
Lux 03  @sooyd

nok JI °003 ‘nusw B 30NI35U0D Kew NOxK xs INI¥Nd 089

107




{¢7 INI¥dA
u:#
= Ad¥ AN¥Y LIH -~ #u GLNI¥Yd
m:#:AmmvmﬂamB¥BHZHmm
°umiP
°SJI0XI3 I3Y3l0 SwWOoSs pur ‘sssayiuszed zu GNI¥d
uxn peyoRUSTW
‘spromiey psTradsstw 103 Yoouo TTTA 3II °uel zu NIV
i Sun =3T1IM sAey
noik swexboxad sy3z pesayooid o3 ‘jusixs POl TWIT 2a ONI¥A
[ e O
‘pesn 3q osTe ued xsumreiboig OorjeWORINY (°€ u fu %szw
uek
su GNIY4
«:.«
‘3sow a3yl sjunod »u LNI¥d
Sux 3T aI89ym
£31AT30910 INnOK 3Sn 03 nok mMOTT®R pue 3sey Kem »u LNIYd
Sux a3yl jo
3INO sOHTSe( 3yl 136 TITA 3T ‘weiboad sjzstduod e ¥u LNINA
Lun ®31aM jo0u
TIT&4 Isumiexboid orjewolny ybnoyi(y °Jrosinok 2ae ININA
Lux wexboxd
03 ®A®RYy 30u op nok 3eyl ssanjesy nydisy asyzo gu LNTY4

0€6

0C6
016

006
068
088
0L8
098
0s8
0v8
0€E8
0Z8
018

108



(201 ebed woyy panuiuo)) suononasu) Jswwesbordony Joy Bunsy weiboid 2-6 ‘614

‘uxg JO0 0°Z 08

sopmeN 3FI -porTdwod sT wexboxd syj urt pasn xu INI¥A 090T
fux saTqeTrIea
pue sSpiom ;pedq, JO 3ISTIT 9OUSBIVISBI SSOID ¥ O %u INIYd 0S0T
4
cux
*sooeds 3I8SUT TITA YoTym ‘saurl ng INIdd 090T
fun -nox butroedun/buryoed
9TqeTTeAR ATTETOISWWOD 3Y3 JO *u INI¥d 0€0T
fux auo ybnoayl
unx 3s113 st weiboad 3ebiex 8yl JT 3Is9q xu INI¥d 0Z0T
Lux JI0M
TITA STnNpow 3YyJ °SUTT B UT Juswelels 3IsaTy #¥u INI¥d 0TOT
‘us °?y3 pue
Isqumu SUTT 9Yy3 usamilaq adeds ' aq pINOYs ¥u INI¥d 000T
m:# aa9yy,
*.padoed, 3q LON 3Isnu paydayd aq 03 weiboig o ¥u INI¥Nd 066
u:% ‘wIog
IIDSY UT paaes aq j3snu pajooxd aq o3 weaboig o xu INI¥d 086
furu(€9)GVLS uxwININd 0L6
u...q.
:930uU Sseald #u INI¥d 096

'
CUNNERERRRLRRNRRNRR

FRBBXREVLFX VX ERERFLVRSRRRPFEREXN PR R AR 2 22 ¥y LNIUd2STO
0976 OLOD wu=S$AdMNI dI

0S6
oveé

109



(‘601 abed woyy panunuoy) ‘suononuisuy) sewweiboidony Jo} bunsy weibaid g2-5 ‘614

e B 8 8 8 B B8 B B

0TI¢T OL0D 09CT

EWQN\MW&OOM&: NNY NEHL :ms"%4 dI 02T

2 SYE/LIVLSE0s NOY NIHL olu=SY JI 0%CT

uSYE/NITHOS wNOY NIHL oTu=SVY dI 0€CT

06 OIOD® =H="W¢ 0 » 3“%@ dI 0221

0TZT 010D wu=$¥ JISAMINI=SV 0TICT
PRPPPRPRPRERVRE Py pe e nrxvrevruvrrsvrrrrvren (TT)EVL INI¥d 00CT
2 (IT)EYL LNI¥d O06TT

%

* 1930014 wexboag unx o5 (°¢€ #+u(TT)EYL INI¥A 08TT
® I93I03S €Q UNI O (°¢ 20 (TT)EYL INI¥A OLTT
® I03TPE USSID§ UNI OF (°T #u(TT)EYL INI¥A 09TT
% === §881d == #u(TT)EYL INI¥d OSTT
® *suorjonizsut jeadax o3 ¥, ITH #u(TT)EYL INI¥d OVTT
8

2u(TT)EYL INI¥d OETT
FYENPNPL PP LB R LR RS e e e e e revrerevrrrvrenrrn (TT)EYD INT¥Yd OCTT
INT¥d:STD 0T1ITT
00TT OLOD wu=$XdMNI JI O00TT
qu INI¥Yd 060T
°ui
-=  XdI¥ ANY¥ LIH =—-- R LNI¥d 080T
L TE

°po3x0s ©q TTTM ISTT STYl‘pasn ST Io3eT »u INTSd 0LOT

110



Now, wasn’t that easy? When the user specifies HELP in one of
the Automatic Programmer modules, a branch to a line that reads
RUN “AUTOPROG/DOC” will take place. This program will then
be loaded, and display the introduction to the other programs. At
the end, an INKEY$ loop will accept one of three menu choices,
loading and RUNning one of the three Auto Programmer modules.
That’s all there is to it. After a look at Figs. 9-1 and 9-2, class is
dismissed for recess.
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Visual Maker

Though photographic in nature, conventional slide shows used in
business presentations rely more on text material, charts, and
graphs, than on actual pictorial subjects. “Visual Maker” is a pair of
programs written for the TRS-80 Model I/IIl and 4 that allows
designing a series of text and graphics “frames,” specifying how
long each should appear on the CRT screen, and assembling them
into a finished slide show.

Absolutely no user programming is required. The operator
simply “draws” on the CRT screen, using the arrow keys for cursor
control, placing alphanumeric characters and two types of graphic
blocks as desired. Then, when the <ENTER> key is hit, and that
frame is stored to disk. When all desired frames are assembled, a
second program is run. The operator is given the opportunity to load
and briefly check frames, in order, and then specify how many
seconds each should appear on the screen. Then, a BASIC program
is written that will display the frames as desired in a completed,
ready-to-run slide show.

Visual Maker is similar in concept to Screen Editor, which
writes BASIC subroutines that reproduce desired instructional
screens. In fact, I used Screen Editor to write all the instructions in
Visual Maker. The idea is to allow the user to enter various parame-
ters, and then have the computer generate BASIC code automati-
cally.

Visual Maker is very flexible in the ways users may assemble
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A%
AN$

B

B1

C

C4

E
EFLAG
F$
FLAG
FR

‘N
N1-N3
PR$(n)
SP

T

T2

y4

Used in INKEY$ loop-

Used in INKEY$ loop.
Beginning of video memory.
ASC value of A$.

Cursor character.

Line number being PEEKed.
End of video memory.

End of character line.

Name of output file.
Autonumbering flag.

Frame counter.

Loop counter.

Loop counters.

Program lines stored in this array.
Space.

Value found by current PEEK.
Position of cursor.

POKE position for cursor.

Fig. 10-1. Variables used in Visual Maker.

slide shows. Using the first program of the pair, a broad “library” of
frames may be created that can be linked together by the assembler
program in any order desired. This is very similar to the way in
which many photographic slide shows are put together. Corporate
communications departments draw heavily on an existing stock file
of slides, minimizing the number of new frames that must be created
for a given show. The same basic material can be used to develop a
program tailored for employees, stockholders, directors, and the

public.
AN$ Used in INKEY$ loop.
F$ Filename of output file.
FR Frame counter.
IC Increment to increase line number.
LN Line number.
N$ Name of next slide to be added to show.
N2-N3 Loop counters.
PR$ Program line being built.
SC$ Seconds to display frame.
SP$ Space .
TM$(n)  Stores show program lines.

Fig. 10-2. Variables used in Show Assembler.
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Thus you may design several dozen or several hundred frames
that can be used and reused in muitipie siide programs. Existing
frames can also be stored as a sort of visual “boilerplate” and edited
to form entirely new slides—without creating the entire visual from
scratch.

To use Visual Maker, the operator first is given the opportun-
ity to review the commands the visual editor reco gnizes. The arrow
keys move the cursor around the screen, with SHIFT plus arrow
jumping the cursor to the far edges of the screen (top, left and right
sides).

Striking an alphanumeric key reproduces that symbol on the
screen, much like a word processing program. In addition, two
different graphic blocks can be summoned by hitting the@key and
the & key. An entirely new frame may be created, or the filename of
an existing frame entered and that visual edited.

The screen editor written for Visual Maker is a fairly simple
one. Exiting from a given screen line should only be done at a point
in which a space already exists, otherwise the character in the
cursor position will be erased, or the line can be finished. The
cursor will wrap around to the next line. The graphic blocks can be
used to build charts, graphs, and other material. When you are
satisfied with the screen design, hit <ENTER>.

At this point, the program PEEKs each location of video
memory and stores the 64 characters of each line in a string vari-
able, PR$(n). See Fig. 10-1 and the listing (Fig. 10-3) in this
chapter. The sixteen elements of PR$(n) correspond to the sixteen
lines on the screen. The information about each frame is then stored
on disk. The filename for the frame, F$, is assembled from a prefix
supplied by the user and a frame number, FR, which is incrementd
each time a frame is designed during a given session.

This program may be changed easily by the user. If you do not
like the graphics blocks provided, change the definitions of them to
any character you please. You may also redefine any other keys to
any other characters or graphics blocks. Simply choose keys that
you do not plan to use in your screens. Some examples are the!, ¥,
#, and % keys. Then, add program lines. For example, to change
the quotation mark to a graphics block, type in:

xxxx IF B1=34 THEN B1=148

The second program, Show Assembler, takes the frames you
have developed and uses them to write a BASIC program that will
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display the frames for the number of seconds you indicate. To use
the program (Figs. 10-2 and 10-4) you must supply a name for the
slide show being assembled and then enter the names of the frames
you want in the proper order. The program also asks the number of
seconds, generally from 2 to 30, that you want the frame displayed.

At this point the frame is loaded from disk and scrolled down
your screen for a quick, last minute check. If it is indeed the frame
you want, a complex series of procedures are carried out to write
the necessary program lines to display the frame.

The lines assembled look something like this:

10 T=20’ Time to display

20 T$=TIMES$

30 SE$=STR$(T)

40 ST=VALRIGHT$(T$,2))

50 FT=ST+VAL(SES$)

60 IF FT>59 THEN FT=FT-60

70 IF VALRIGHT$(TIMES$,2))< >FT GOTO 70
80 CLS

It is these lines which are assembled and printed to disk,
substituting the actual time the user specified to display the frame
for T. In this way, each successive frame will be displayed for the
amount of time desired by the user. A sample program produced by
Visual Maker is listed in Fig. 10-5.

Compared to DB Starter, Visual Maker is much more sophisti-
cated, because it will write complete, ready-to-run slide show style
programs, and several features have been added in screen editing
over Screen Editor itself.
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Global Replacer

Here is another program in the “REM-over” mold. This one,
“Global Replacer,” demonstrates how one program can be adapted
to perform a second function. In concept the two are almost identi-
cal; instead of searching for remarks and then deleting them, how-
ever, the program looks for any string of the operator’s choice. The
string is then replaced with a second. The result is a global search-
and-replace operation on a program, much like the same function in
a word processing program.

Unlike some word processing programs, however, the user is
shown each occurrence of the search string and offered the oppor-
tunity to replace it. You can pick and chose which to replace and
which to leave alone. Variables and the listing are shown in Figs.
11-1 and 11-2, respectively.

The search string is input into S$ in line 90; since LINEINPUT
is used, the string may contain commas and other string delimiters.
The replacement string is entered into RE$. Then the input and
output files are opened, and the first program (or text) line is loaded
into A$ in line 260.

The user has been offered the option of deciding whether or not
the program queries before making the replacement. A search
routine basically identical to that used in REM-over hunts for the
string. The difference is that line 290, where the former program
had 'R=INSTR®,A$,“REM"Y, Global Replacer substitutes 5§ for
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A% Stores program line being searched.
B$, CH$ Used in INKEYS$ loop.
E Length of string being searched for.

F$ Filename of program being searched.

F1$ Name of output file.

LS Left portion of program line.

N1 Loop counter.

P Position to begin search.

R Position of target string.

RE$ Replacement string.

S$ Target string.

Y$ String of spaces as long as replacement string.

Fig. 11-1. Variables used in Global Replacer.

REM. If R does not equal zero, then the line is cut into two sections.
L$ stores everything in the line up to the beginning of the search
string. R$ includes the rest of the line after the search string.
Another string, Y$, is constructed from a series of blanks equal in
length to the replacement string.

If the user has specified querying, control goes to line 360,
where an INKEY$ loop awaits keyboard input. Each time through
the loop L$, Y$, and R$ are printed on the same line, and are, aftera
short delay, followed by L$, RE$, and R$, The result is a flashing
display; the left and right portions of the program line remain on the
screen, while the potential replacement flashes on and off in its
place. A “Replace it?” prompt asks for a decision. The program will
only replace the string if a “Y” is entered; any other key will leave
the program line as it was. Once the string has been replaced, the
program branches back to look further. If the search string is not
found, the program line is printed to the disk in line 490, and a new
program line fetched.

Global Replacer is a short but powerful program that will let
you make changes rapidly in a given program. Should you decide to
change the name of a variable, substitute one keyword for another
(LPRINT for PRINT, for example), or change some prompts and
other material within quotes, it will handle them all. Its chief
advantage over using a text editor for the same chore is the ability to
examine each line before making the change. Those without word
processing programs can use this utility, too.
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Menu Master

Strictly speaking, “Menu Master” is not a program-writing utility.
It won’t generate any lines for you, nor change an existing program.
However, it may speed your initial work somewhat, and it can be
interfaced with a variety of BASIC programs to save you time.

Menu Master is an all-purpose menu program that allows you
to summon any of 26 (or more) programs, functions, or commands at
the press of a single key. With it on your system disk, andan AUTO
command to load BASIC and run Menu Master on powerup, it is
possible to switch on your TRS-80 and go directly to your word
processing program, format a disk, or perform some other task by
hitting only one key.

As listed, the program does 26 things that I judged most useful
to me, as shown in Fig. 12-1, but you can substitute those more
suited to your own needs. Again, Menu Master takes advantage of
some of the features of NEWDOS/80. You may want to make
several changes to adapt the program to your own DOS.

The 26 menu choices are displayed in two columns of 13 each.
Every choice is preceded by a single letter or number; the first 10
are invoked by pressing numerals from zero through nine, while the
last 16 require pressing a letter from A to P. Either lowercase or
uppercase letters are fine.

The menu choices are sometimes a logical, sometimes eclectic.
Pressing zero through three summons the directories of Drives
zero to three. Since the numbers correspond to the drives, this
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series is easy to remember. If you have fewer than four drives, you
can substitute a command of your choice.

Pressing other keys will command the system to copy a disk,
change the name of afile, copy a single file from Drive :0to Drive:1,
or format a disk. You may also purge a disk, change a disk’s name, or
fiddle with the SYSTEM or DRIVE specifications.

If your computer is going to sit around all day. you can even
turn on the clock and ask to be reminded when a certain time has
passed. Should none of these please you, feel free to substitute
commands of your own. The basic work has been accomplished for
you. See the variable chart in Fig. 12-2, and the listing in Fig. 12-3.

On entering the program, the user should make some sub-
stitutions in lines 80-110 for his or her own word processing,
communications, or spelling checker programs. The menu is then
displayed (after a check) in line 160, to see if the timer has been set.
If it has, the time for which the alarm is set is displayed at PRINT@
position 11, which is directly below the clock display on the Model
1/111. Model 4 users can change this to suit.

An INKEYS$ loop awaits input and, to help out, a flashing cursor
is printed after the ENTER CHOICE prompt by a routine at lines
340-370. While waiting for the user to press a key, the program also
repeatedly compares the current time, in line 380, with the time for
which the alarm is set.

Once akey is pressed, the program looks to see that only one of
the valid key choices has been entered. If a lowercase letter has
been pressed (i.e., C>96), then it is converted to uppercase. The
key depressed is used to send control to one of the subroutines that
carry out the desired function.

.) DIR :0 .) RUN Basic program

.) DIR :1 .) Load Basic program

.) DIR :2 Go to Basic

.) DIR :3 .) Go to DOS

.) Copy a disk .) FREE

.) Word Processing Purge disk
Communications Format disk :1

Format disk :0
Change name of disk
Change SYSTEM
Change DRIVES
Turn clock on
Reboot System

Run Spelling Checker
Change name of file
Copy file from :0 to :1
Process a file for Comm
Turn computer clock off
RILL a file from a disk

A PFPOWENALSWNFO
o s e o o
LLLILLLLLLLLLY
HOZRHMAUHIOBEBU
¢ s 4w o 8 0 °
e e e e

ENTER CHOICE : mmmrmmmmmi >

Fig. 12-1. Sample screen from Menu Master.
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A% Used in INKEY$ loop.

AN$ Used in INKEY$ loop.

B$ Used with CMD to carry out function.

C Value of user choice.

CG$ Changes to SYSTEM or PDRIVE.

CH User choice.

CM$ Name of user text processor.

COs% Name of user communications program.
D$ Drive number.

G$ Used with CMD to carry out function.

| Position to POKE cursor.

N Loop counter.

N1$ Name of file to be changed.

N2$ New name of the file.

PR$ Name of program.

R$ Used with CMD to carry out function.
SPELL$ Name of user spelling checker.

TNS$ Time now.

TUS Time up.

WP$ Name of user word processing program.

Fig. 12-2. Variables used in Menu Master.

The rest of the program consists of modules to do the task
requested. In many cases the chore is a DOS function that, with
NEWDOS/80, is achieved by assembling a string, such as RS,
containing the command. For example, if the user presses zero, R$
will equal “DIR :0”. A simple CMD R$ line will implement the DIR
command. Other operating systems may use SYSTEM, or some
variation to do this task. (Hint: use Global Replacer to make this
change if you discover it after the program has been keyed in.)

The clock routine beginning at line 1000 required the most
programming. The user is asked what time he or she wishes to be
alerted, and the current time. The time is set, and TU$ given the
value of the time for which the alarm is set.

You could probably squeeze in more than 13 menu choices.
Model 4 computers, with 24 available screen lines should top out at
48 possibilities. Three columns of choices could up that to 72. You
might be hard pressed to find enough unique keys, and could have to
resort to upper and lowercase menu labels. But do you really think
you could come up with 72 different things for your computer to do?
Many of us don’t even own that many programs.
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Lister

Lister combines some of the features of programs introduced previ-
ously. Like many of them, it loads a program and looks at each line.
Then it examines the contents and performs some small trick that
we programmers will find of value. In this case, it will format
program listings into paged, neater groups.

The program asks the user to enter the name of the file to be
listed on the line printer. The page width in columns is entered,
along with the number of lines per page. Then, the file is opened and
a line input into A$.

Then the program enters a FOR-NEXT loop that begins 10
characters to the left of the desired column width. That is, if 50
columns are desired, the program starts checking a line to be listed
at the 40th character. This is considered the “hot” zone, where the
program begins looking for either a colon or a space. When one is
found, it splits the target program line at the colon or space and
LPRINTS the two parts, with some spaces added to indent the
second portion of the line past the line number above. The counter
for the number of lines printed so far, LL, is also incremented.
Whenever LL is greater than the desired number of lines per page, a
new page is started, with an appropriate heading.

Note: because some computer setups hang up when attempts
are made to LLIST without a printer being switched on or con-
nected, leave the REMs in place while typing and debugging Lister.
When everything is working fine, remove them and your listing will
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19 i R A RARRRRARRARARRRNRRRR
20 ' * *
30 " * Word Counter *
40 v * *
50 | AR ARAERRRRRRRREANRR

60 CLEAR 4000

70 DEFINT A-Z

80 CLS:PRINT:PRINT

90 PRINT TAB(2l)"Writer's Word Counter
11}

100 PRINT

110 PRINT TAB(6)"This program will
count the number of actual words
ina™

120 PRINT TAB(2)"text file, or any
file that has been stored to disk
in ASCII *®

130 PRINT TAB(2)"format. In addition,
it also provides the total number
of 11}

140 PRINT TAB(2)"'standard ' five
character words, and the average
character "

150 PRINT TAB(2)"length of the words
in the text. "

160 PRINT:PRINT TAB(17)%== Hit any
key to continue == *®

170 IF INKEY$="" GOTO 170

180 CLS:PRINT:PRINT*® #**%* Access
Disk File #®%%

Fig. 13-1. Example of listing producer by Lister.

A% Stores program line being listed.
C$ Used in INKEY$ loop.

CcOoL$ Width of printout.

L$ Name of file to be listed.

LL Lines listed.

N Loop counter.

P Page number.

PG Lines per page

R$ Middle string of line being listed.

Fig. 13-2. Variables used in Lister.
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g0 to the printer as well as to the screen. Figure 13-1 shows an
example of another program in this book that has been LLISTed
using Lister; variables and the listing are shown in Figs. 13-2 and
13-3.
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Error Trapper

Error Trapper is dedicated to all of you who have written programs
containing a bug or two. Our handy BASIC interpreters are nice
enough to point them out to us at runtime. It would have been handy
to have the syntax errors (at least) brought to our attention when the
program line was first entered. But no, the computer is not that
accommodating. It reserves judgment until we actually try to run
the program.

Most amateur programs-and darned few professional BASIC
programs—take advantage of the error trapping possibilities of the
TRS-80. The machine not only tells us that there is an error, but in
many cases it will point out exactly what type of error has been
made. A clever code number is supplied, which can be manipulated
by the program. In many cases some routine could be written to
recover from the error. Or, in other cases, the error number could
be used to supply the user-operator with some hint of what he or she
has done wrong.

For example, a friendly prompt would be nice, something on
the order of, “Program tried to divide by zero. Are you sure all the
amounts you entered are correct?” Admittedly, many programmers
don't understand enough about errors to do anything about them.

That’s where Error Trapper comes in. Unlike Level Il BASIC,
Disk BASIC provides nice long error messages. Instead of “NF
Error” we get NEXT WITHOUT FOR, which is much clearer.
However, some of the more esoteric error messages may puzzle
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the best of us. Do you really know what sort of mistake will trigger
an ILLEGAL DIRECT message?

This program, when appended to your own program, will spell
it out for you. It provides really long error messages which, instead
of just telling you how you goofed, will suggest situations that might
have produced the error and places to check for the bug.

For example, if you see OUT OF DATA you know that the
computer would like more data items. Error Trapper suggests that
perhaps several data items were left out by mistake, or that the
FOR-NEXT loop which reads the data is too large. ILLEGAL
FUNCTION CALL suggests that the programmer list the offending
line, and print out from command mode some of the values of the
variables. Perhaps, it says, a number larger than 32767 was
PEEKed, or you attempted to PRINT CHR$(256).

Little understood is how the TRS-80 manages to do something
about errors. The secret is in line 10070, which is an ON ERROR
GOTO command that summons the computer’s interrupt routine.
Interrupts are different than normal statements. If a program line
says IF INKEY$=" " GOTO, it will act on that only at the exact
moment that the line is interpreted by BASIC. In order to make
INKEY$ work, we have to loop back, over and over, until something
happens.

However, once ON ERROR has been activated, the computer
can go on to other things. The program can perform all sorts of
different functions, and the interrupt routine will remain dormant
. . . until an error occurs. Then it will obey the command and send
control to the line previously specified.

You can’t even turn off the interrupt routine by exiting the
program. Run Error Trapper and hit Break at some point. Then,
trigger an error by typing in a syntax error or some other goof from
command mode. Oops! The program is running again, and you are at
line 10080. You didn’t even type RUN. That is the interrupt routine
at work.

Once an error has taken place, Error Trapper looks to see what
kind of error it is. An error deposits a value in the reserved variable
ERR. Dividing ERR by two and then adding one, we come up witha
number that relates to the error code; the same error always
produces the same unique number. We use that number in this
program in an ON...GOSUB line that directs control to the appro-
priate error message. In a real program you might substitute for the
message, some type of error trap or perhaps a routine that corrects
the error.
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For example, if the error were FILE NOT FOUND, you might
write a routine that asks the user to check the filename, or deposit
the correct disk in the drive. Then it would ask again for the
filename. Using RESUME followed by a line number, control can be
returned to the main body of the program.

If you append Error Trapper to your own programs, you will
want to move the ON ERROR line higher in the program, so it will
be activated BEFORE the main body of the program is run. Error
Trapper is listed in Fig. 14-1.
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Chain Zapper

Chain Zapper is aimed squarely at NEWDOS/80 users, but the idea
behind it can also be adapted by users of other operating systems.
To find out whether or not you qualify, ask yourself the following
question: Do you flinch every time you open an envelope containing
those familiar blue pages full of mandatory ZAPs for your favorite
disk operating system? The ones that inform you that you must type
in the following 47 bytes, plus half of SYS6/SYS, in order to avoid a
horrible problem that may crop up if more than seventeen directory
entries begin with the letter Q?

Those who faithfully apply ZAPs to their NEWDO0S/80
operating system, or to programs in order to make them compatible
with DOS, can now rely on their computer to take a good 50 percent
of the drudgery out of this patching. Chain Zapper is a program
which will create a custom chain file to do this chore.

Why not simply type in the ZAPs by hand, if they still must
(obviously) be entered into some other utility program. There are a
number of very good reasons. First, using Chain Zapper, you have
only to type the filename to be zapped, the relative sector, first
byte, and the actual ZAPs. This procedure can be repeated for any
number of desired ZAPs in one session. More importantly, you can
LOAD this chain file at any time, and proofread the patches you have
typed in before the dirty work is done on the disk.

The real time savings come in applying the patches. The chain
file created by Chain Zapper is activated merely by the normal
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CHAIN command. If you have called up your ZAP file, NEWZAP,

. SITATY WUI7A FAD /. NN NRWTA 7 A [ S, . o
Lype but‘uN Nuwanp.bnx \OL v ﬁuVVan,anP 1 udig

NEWDOS/80 2.0). In this case, ZAP is the section ID automatically
tagged onto the file by Chain Zapper.

The chain file will load SUPERZAP, invoke DFS (display file’s
sectors), enter the correct sector—plus MOD, the starting byte, all
the ZAPS, <ENTER> to finish the patching, and answer “Y" to the
“Okay to write modification to disk?” prompt.

Then the chain file will return control to the main SUPERZAP
menu and, if additional ZAPs have been included in the file, go on
and patch the next, and the next. If all the disks containing the
affected files are already loaded in the correct drives, the process
can be amazingly fast. The CRT screen flashes almost quicker than
the eye can follow.

In fact, the patching is so quick that it is a viable replacement
for copying sectors to update all your disks. Once you have ascer-
tained that a ZAP is correct (by proofreading before running the
chain file), and have run one version a few times to make sure that
everything seems to be okay, simply put other disks in drives and
ZAP them all automatically. You may want to save an unaltered
version, just in case. This is a technical term called “good data
processing practice,” or in layman’s language, “covering your
backside.”

While Chain Zapper will save an individual much time, it has
even more extensive application among user groups and computer
clubs. One person can create the file and share it with all other
members who are using NEWDOS/80. Copying disk sectors which
have been ZAPped is time-consuming, because different file rela-
tive sectors may be in different locations on disks. But the Chain
Zapper file doesn’t care where the program to be patched starts on
the disk. It invokes “DFS” for each file and relies on SUPERZAP to
find the correct location. Once one member has written the chain
file, it may be freely distributed for all to use.

This marvel of automation also makes it possible to goof on a
truly mammoth scale. Be careful when entering ZAPs.

There are several modifications you may wish to make. By
substituting OPEN “E” for OPEN “O” in line 180, and replacing the
default “ZAP"” section ID with a string variable that can be input with
an ID name by the user, one chain file can serve a continuing series
of ZAPS. When you receive your new patches, they can be added
onto the end of the existing ZAP chain file. OPEN “E” opens a
sequential file without resetting the EOF marker to zero, so the
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new information is tacked onto the end. To invoke a specific set of
patches, you'll have to use the appropriate section ID in place of the
ZAP 1D supplied with the unaltered program.

The program described in Figs. 15-1 and 15-2, makes use of no
special routines. Some of the chain commands, such as SUPER-
ZAP, DFS, and MOD, are built in, and are automatically written to
the chain file with no user intervention. Other items, such as
filespec, first byte to modify, and the actual ZAPs, must be supplied
by the user. Apparat already formats all patches in filename, file
relative sector, relative byte, new bytes order.

Patches may be entered as one long string, up to 255 charac-
ters in length. One space, and one only, must be entered between
bytes. If you forget to space at the end of the patch, one will be
added. The program looks for these spaces, using INSTR, to divide
the ZAP into separate bytes. The bytes themselves are further
parsed into nybbles and written to the chain file. Individual patches
longer than 255 characters should be treated as two (or more)
separate ZAPs. Following each patch, the program will ask if the
user wishes to do another. If so, the input and disk write routines
are repeated (except for the initial lines which invoke SUPERZAP).

The EDIT mode has purposely been kept fairly primitive, in
order to discourage extensive use. You should be very careful when
entering the original ZAPS. They are all displayed on the screen, so
check them out before you hit ENTER. If a change must be made,
however, the user may specify the chain zapping file to be edited,
and type in the name of the affected program or other file. Chain
Zapper will then search through the chain file, and stop at the first

A% Used in INKEY$ loop.

E Counter for name of file being edited.
F$(n) File being edited.

F3% Name of file to which ZAPs are

being applied.
Fi$ Name of output file.
G$ New value.
HEX$  Hex values.
1% Used in INKEY$ loop.

N, N2  Loop counters.

Fig. 15-1. Variables used in Chain Zapper.
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patch for that particular program. Each byte will be displayed. and
may be changed. If several separate ZAPs exist for a single pro-
gram, you may have to page through several patches to find the one
you want.

It is obvious, with postage and media costs as high as they are,
that it would be impossible for a company like Apparat to send out
chain files in disk or cassetie form to do our patching for us. Their
support in providing printed sheets for free (so far), is effort
enough. However, given a wide enough distribution of chain files
created by Chain Zapper, this tedious but necessary chore can be
minimized for many more users.
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Translator

Most of the BASIC language’s limitations stem from its original
purpose as a high-level language that would be easy for beginners to
learn and use. Its strongest point—the simple English key-
words—provides an artificial barrier for those whose primary lan-
guage is not English. Some of the largest Spanish-speaking com-
munities in the world, for example, are in the United States. The
availability of a BASIC in Spanish might make it easier for these
citizens to use computers at an earlier age.

A machine-language Spanish-BASIC interpreter for any of
these would be ideal. Programs could be written in a Hispanic
version of BASIC, run, tested, and debugged in that form. Unfortu-
nately, that would be a major undertaking, best tackled by a
software house with some hopes of recouping the time investment
through sales—but one-tenth of a loaf is often better than none.
Translator is a simple pseudo-compiler that converts programs
written in Spanish tiny BASIC to standard BASIC for running.

In other words, the program is used to write the source code,
using the Level I type of Spanish keywords, instead of the English
BASIC equivalent. As each line is entered the program checks it for
various criteria (must begin with a line number, with no more than
one statement per line) and generates a new line of code, replacing
each of the Spanish keywords with the English equivalent. Both
versions may be saved to disk or listed at any time.

Translator combines some of the features of Global Replacer
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and Program Proofer. It compares its internal list of allowable
keywords with those in the input lines, and replaces them with the
equivalents as needed.

Editing is accomplished by re-entering the line. The English
(“compiled”) version of the program is object code that may be
loaded and run under your BASIC interpreter, like any BASIC
program, as long as the code entered in Spanish conformed to the
normal syntax rules of BASIC. Ideally, the program should be used
by a person who already knows standard BASIC to teach a Spanish-
speaking person how to program.

The Spanish words chosen are not necessarily the best possi-
ble equivalents for the BASIC keywords they replace. The BASIC
translations were chosen using two criteria. The Spanish words had
to be short and mean approximately what the BASIC equivalents
mean. Because keywords have the effect of commands, the impera-
tive form of the verbs was used. Second, programming was made
easier by selecting Spanish words that were either the same length
or longer than the BASIC keywords.

Spanish Version

10 IMPRIMA "PROGRAMMA"

20 ENTRE "SU NOMBRE :";AS$

30 SI A$="DAVID" LUEGO IMPRIMA "HOLA
DAVID!*®

40 SI A$<>"DAVID" VAYA SUB 100

50 FIN

100 IMPRIMA "HOLA,";A$

110 RETORNE

English Version

10 PRINT FPROGRAMMA"

20 INPUT "SU NOMBRE :";A$

30 IF A$="DAVID" THEN PRINT "HOLA
DAVID!®

40 IF A$<>"DAVID" GOSUB 100

50 END

100 PRINT "HOLA," ;A$

110 RETURN

Fig. 16-1. Example of program produced by Translator.
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A(n) Difference in length of keywords.

A% Line entered by user.
A13$ Used in INKEY$ loop.
B Position of quote in line input.
C Position of colon in line input.

COM$ Command entered by user.

CP$(n)  Array storing program lines in English.
Cu Counter.

E2%(n) Array storing program lines in Spanish.
F$ Filename.

F3% Filename.

FLAG Shows whether instructions have been displayed.
G Loop counter.

IG$ Program line input by user.

L Length of program line.

N Loop counter.

NE$ Name of program in Spanish.

NI$ Name of program in English.

P Print @ position.

X Set X coordinate.

Fig. 16-2. Variables used in Translator.

To use the program the student types RUN in English, and is
shown a summary of the commands and statements available. This
list can be summoned at any time by typing HELP or AYUDA at the
“ > " prompt. An existing program may be loaded from the disk
using the CARGE command. Prompts ask for the name of the
program in Spanish and English. Then, a program can be edited, or
new lines added. Figure 16-1 shows both Spanish and English
versions of a program written using Translator.

A specific line in Spanish can be seen at any time by entering
ALISTE xxx, where xxx is the line number; by typingjust ALISTE,
the entire program will be presented, a section at a time. Entering
LIST, in English, will display the compiled English version.
NUEVO or CORRA will erase the current program in memory, and
allow starting over.

Only line numbers between 1 and 200 may be used, and only
single statements are allowed per line. Spaces must be used after
line numbers and between words. It is permissible to end a line with
a space, since one is added automatically. Spaces are essential,
because in searching for keywords the program looks not for, say,
the letters SI, but for <space>SI<space>. Otherwise, by the time
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the loop which searches for keywords got to SIGUIENTE, the word
would have been changed to IFGUIENTE.

Examining the program, described in Figs. 16-2 and 16-3, we
can see that actual translation from Spanish to English is simple.
The programmer enters a line, which is loaded into A$ in line 1450.
The first four characters are checked to see if any of the allowable
commands are included. If not, then the line must begin with a line
number, or an error message will be generated. A check is made for
a colon outside quotes, which would indicate a multiple-statement
line. An error trap also checks to make sure that the line number is
within the range allowed.

A FOR-NEXT loop beginning at line 1760 compares each word
in the line with the permissible keywords, and, if one is found, the
substitution for the equivalent English keyword is made. Several
subroutines take care of LISTing the program lines, stored in two
string arrays.

The only hitch in Translator is a problem common to all com-
pilers. The programmer cannot run the program to test it until it has
been compiled. Then, if bugs are found, the compiled version
cannot be changed (because, in this case, the Spanish-speaking
person supposedly cannot understand the BASIC object code). Of
course, an English-speaking person can edit it, but for those for
whom Translator was intended the object code may mean about as
much as a machine-language dump.

Because Translator was meant as a learning tool, it was de-
signed to be easy to change. Keywords can be added by appending
them to the proper locations in the DATA lines, adding numeric
DATA that shows the difference in length between the longer
Spanish keyword and the shorter English equivalent. WR must also
be changed to reflect the new number of words.

This program will compile from any language. The user could
select keywords in, say, French, and enter them with their English
BASIC counterparts in the DATA lines. All the prompts in Spanish
will have to be changed as well, but these have purposely been kept
to a minimum in the program.
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Document Sorter

The final program in the book will be of use to anyone who writes or
uses long documents, or who is interested in the clarity of their
writing style—even if they generate nothing longer than a memo or
letter. Document Sorter will provide you with an alphabetized list of
every word in a document, or even a book-length manuscript. In
fact, the program was written for that very purpose.

Are you preparing an index or glossary for a term paper,
article, or book you are working on? Curious about the scope of your
vocabulary? Document Sorter will take most text documents of
reasonable size, throw out the punctuation marks and numbers, and
collect the remaining words into a file sorted alphabetically. Dupli-
cates and many plurals of a root word are also ignored, so that you
wind up with a listing only of the unique words in your document.

This program was written recently to help in the preparation of
a particularly technical book. After about 60,000 words were run
through it, the result was a list of a few thousand unique words that
was further condensed to form a glossary and index. Document
Sorter will also work with your shorter text items, such as letters,
short stories, or school assignments. Odd punctuation won’t throw
it, and capitalized words are automatically converted to lowercase.
You can even use the program on your BASIC programs to find out
what keywords were used. Line numbers and other non-alphabetic
characters will be thrown out as well.

Those who want to measure the “fog index” in their writing can
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use the program to compile a list of the commonly used words in
their written vocabulary. Just append a representative number of
letters or memos together, or any other documents that you want to
study, and run the program. Since duplicate words are eliminated,
the listing produced is a fair gauge of a vocabulary. If you wish,
changing a single line in the program will keep Document Sorter
from dropping the duplicates; in this case actual frequency of word
usage can be measured.

Note that you will need a text processor to generate the text
files to be checked. The program was tested with Scripsit files,
which were saved in ASCII form using the “S, A filename” syntax.
The program will work with any ASCII file, .including programs, if
the goal is to alphabetize the words used in the program listings.
Line numbers, other numeric constants, and many single-character
variables will be filtered out as well. Variable names with two or
more characters will be left alone, and sorted along with keywords
and words within prompts.

Also note that the program does not incorporate a sorting
routine of its own. Instead, it simply acts as a sophisticated filter,
and relies on the fast machine-language sort built into many operat-
ing systems. The sort used here is the CMD“0” sort found in
NEWDOS/80 2.0. This works with TRS-80 Models I and III, or
Model 4 operating in Model III mode.

Model III TRSDOS also has a similar CMD“O” string sort, and
some other operating systems may have their own provisions for
fast, machine-language sorts. Various utility programs can also be
adapted. Because of the size of the arrays used in this program (up
to 4,000 elements), I didn’t bother to include a BASIC sort routine,
which would be much too slow. Since Document Sorter requires a
disk drive anyway, most users should have an operating system
with a built-in sort.

Several interesting programming tricks make Document
Sorter an educational as well as useful module. Warning: This
program uses a lof of string space. As a result, it can take quite a
while to sort a fairly long document, say, one 3,000 to 4,000 words
long (that’s 13 to 18 double-spaced typewritten pages). The time
needed is the result of string “garbage collection,” during which
process the computer may appear as if it has locked up.

While there might be more efficient ways of carrying out the
designed functions, ones that would not involve this string collec-
tion bottleneck, the most obvious method was chosen for this book
because it was quicker to write, and easier to explain.
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Your entire document to be sorted is loaded into memory at
one time, and is stored in a string array, WRD$(n). This array is
DIMensioned to 4,000 elements in line 80, and allows a document
with a maximum size of 4,000 words. This will handle most docu-
ments, although I had to break my book up into about 15 different
sections. Once the program had thrown out all the duplicates and
nonwords in each section, I was left with a much shorter collection
of words. These were merged and run through the program addi-
tional times until I ended up with a single sorted file.

Although the machine-language sort of your array is very fast,
parsing the document into individual words takes time. I'd recom-
mend letting the program run while you do something else. Shorter
documents can be processed much faster than the equivalent
amount of text in a single, longer document. That is, four 1,000-
word files will be sorted faster than one 4,000-word document.

The reason for this is that, as mentioned, some time is taken up
in so-called “garbage collection” as string space is consumed by
your program. With longer documents, the available string space
becomes smaller as more of the document is processed, so string
collection must be done more frequently.

Shorter documents do not require so much time at this task,
and thus run to completion sooner. Since [ had time to spare, I wrote
the program to allow maximum document size, even if the longer
documents frequently slowed down the program. While it might
take two or three minutes to process a 1,000-word file, it can take
10 minutes (or longer) to handle a 4,000-word document. You can
let your computer operate unattended or, as I did, allow it to
process many files consecutively overnight. The way to do this will
be described later.

Garbage collection of unused string space can also be cut down
by CLEARing as much space at the beginning of the program as
possible. With a 4,000-element array, only about 24,000 bytes were
free for strings (line 60). If you will be sorting only shorter docu-
ments, you can decrease the size of the array to, say, 2,000 ele-
ments, and increase the available string space to 30,000 bytes or
more.

To help speed up Document Sorter, variables were defined as
integers (line 90). In addition, Model 4 owners can accelerate their
computer’s operation by including line 70. This OUT statement
allows running the Model 4 at full 4 MHz speed, even in Model I1I
mode. Owners of “real” Model Il or Model I computers will want to
delete line 70.
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The first step in setting up Document Sorter is to decide what
characters will be considered word “delimiters.” That is, how do
we know when we have reached the end of a word? Obviously, a
space (CHR$(32)) indicates the end of a word. But most punctua-
tion, such as commas, periods, question marks, and (usually) apos-
trophes, also marks ends of words. Hyphens and other characters
such as parentheses and asterisks are also not found within words.
So Document Sorter looks for any of these and, if one is found, ends
the current word. The only exception is when a character other than
“s” follows an apostrophe. Thus, “can’t” or “I've” would not be
truncated after the apostrophe, but the terminal “s” on “America’s”
would be cut off. This effectively filters out possessive forms of
words, while allowing most contractions. A few contractions end in
“’s” (such as “it's” and “let’s”), but those are minor exceptions that
don’t detract seriously from the usefulness of this program.

Fortunately from a programming standpoint, most of the word
delimiters used by Document Sorter occur all in one place in the
standard ASCII list—CHR$(21) to CHR$(64). The program builds
one long string, containing one example of each, in lines 100 to
120. At this point, DELIMITS is equal to !“#%—'(*,-./
0123456789:; <=>?®@. Three more characters, CHR$ (140)-
CHR$(142), are used by Scriptsit to mark the ends of lines, para-
graphs,and pages. These are added to the list so that Document
Sorter will recognize them as end-of-word markers and filter them
out. If your own word processing program uses special CHR$
codes, add them to DELIMITS in line 130.

The next section, lines 140 to 200, asks the user for the desired
filename to process, and the filename of the output file (the sorted
words). If you have many documents to sort, as I did, you can
replace the LINEINPUT statements with a large FOR-NEXT loop
beginning at line 180 and ending at line 530. I called each of the files
I wanted to sort “CH1,” “CH2,” “CH3,” etc., and stored them on
disk under those names. Then, each time through the FOR-NEXT
loop, the filenames were constructed automatically:

160 FOR CHAPTER=1 TO 10

170 F$="CH"+MID$(STR$(CHAPTER),2)

180 F2$=F$+“/SRT”

530 NEXT CHAPTER

Actual processing of the file begins at lines 210-220, where a
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A ahout accelierate account accounted
actual actually add added addition
additional adopted after again against

all allow allowed allowing allows alphabetic
alphabetically already also alternative
although america amount an and another
any anything anyway apostrophe appear
are array ariicie as ascii asks
assignments asterisks at automatically
available award awhile basic be because
been begin beginning begins bit bm book
bother break builds built busch but by
called can can't candidate capitalized
carrying case ch chance changes chapter
character check chose chr clearing

cline cmd codes coliect collection
command commas competion computer
condensed considered constructed
consumed containing content continue
contractions converted counter cu
current cut david decide deciding
decrease deemed defined delete delimit
delimiter designed desired detract did
didn’t different dimensioned disk

divided do document does doesn't don't
dos down drive drops duplicate each
easier educational effect effectively
efficient element else encountered end
ended ending ends enhancements entire
equal especially etc even example
except exception explain fast faster
feature few fifteen fig figured file

filename files filter filtered

filtering filters find finished first fog
followed following follows for form

format formed forms fortunately found
four free frequently from full fun

further garbage glossary goto had

handle has have help here how hypens i id
i've identical if ignored iii in

include including increase incremented
index indicate indicating individual
instance instead instr integers

interesting intervening into is isn't

it its itself just keeps kent keywords
killing know language large last leave

left legal len length let letter

letting line lineinput lines list

listing Im loaded located lock long

longer look looked iooks loop lot

Fig. 17-1. Words in Chapter 17, compiled by Document Sorter.
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lowercase Is machine make many mark
marker marks maximum may mhz
memory merged message mid might
minor misnomer mode model module more
most much my name named names

nest newdos next ni non nonwords not nothing
noting now nulled number obvious
obviously occur odd of off offered ohio

on once one only operating operation
operator or other out output own page
paper paragraphs parentheses parsing
particular past periods pf pi place

plural point position possessive

possible preparation preparing present
previous printed process processed
processing program programming programs
proportionately provisions punctuation
question quicker quickly quite ran

range rd reached read real really

reason reasonably recently recognize
recommend reduced remaining reorder
replace requirements requires resisted
resuit resume right rm root routine run
running s' same save saved saver say
school scope screen scripsit second
section see seriously serves setting
several short shorter shown similar

since single size sized slip slowed smaller so
some something sooner sort sorted

sorter sorting sorts space spare

special speed spend srt standard
standpoint starts statement step stored
stories str string strip successive

such syntax system take taken takes
taking task temptation term terminal

text than that the their them then

there these things this those thousand
three through throw thrown thus time tm
to too total track tricks trs truncated

under understand unique until unused
unwanted up uppercase use used useful
user uses using usually utility valid

value variables variations various very
vocabulary wait want wanted warning was
way we well were what when where which
while whole will wind with within won't
word work working works worth would wrd
write written wrote ws year yet you

your zero

Total words in file : 1885.
Unique words in file ; 538.
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line is read in from your ASCII text file. In addition to text files,
Document Sorter will also process prograins that you have saved in
ASCII form (SAVE“filename”,A), although most of the content
(such as line numbers) will be ignored.

If the end-of-file marker is not encountered, the program starts
a FOR-NEXT loop from 1 to the length of the current text line, AS$.
Each successive character in A$ is looked at, using MID$, and
stored in B$. If B$ is an alphabetic character in the range from
uppercase A to uppercase Z, it is converted to lowercase in line 250.
Then, a programming time-saver is used to see if B$ equals any of
the word delimiters.

One way to do this would be to nest yet another FOR-NEXT
loop, and check B$ against each delimiter character, which we
might have stored in a string array:

260 FOR N1=1 TO 46
261 IF B$=DELIMIT$(N1) GOTO 270
262 NEXT N1

This would slow things down quite a bit. An alternative would be to
use the DELIMIT$ we already defined, and check each character
against B$:

260 FOR N1=1 to LEN(DELIMIT$)
261 IF B$=MID$(DELIMIT$,N1,1) GOTO 270
262 NEXT N1

This is also a bit slow. Instead, INSTR looks at the whole DE-
LIMITS$ string and finds B$, if present, much more quickly. If the
position of any of the delimiters does not equal zero, the program
drops down to line 270, where it checks to see if B$ equals an
apostrophe (line 270). If it does, and the apostrophe is followed by
“s”, the word is allowed to continue to the next word delimiter.
(This might be a space; Document Sorter also does not filter out
possessives ending in “s’ ".)

Once a valid word ending has been located, the word counter
CU s incremented by 1, and the word, C$, is stored in WRD$(CU).
C$ is nulled to begin the next word, and the word is printed to the
screen.

Some words are filtered out at this point. If WRD$(CU) equals
nothing (“ ”), oris only the letter “s,” or has a value (indicating that
it isa number), then CU is reduced to its previous value, effectively
kiiling the word. Single character words other than “a” and “I” are
also left out of the array.

210



When the end of file is reached, the array is sorted.
NEWDOS/80 2.0’s syntax is shown in line 400; you may have to
make some changes to account for your particular DOS or sorting
utility. Then most of the sorted words are written to a disk file, with
one last filtering taking place.

Beginning at line 410, a FOR-NEXT loop from 1 to CU first
checks to see if WRD$(N) equals WRD$(N-1). This would indicate a
duplicate word. Only the first instance of a word is written to the
disk file. The program also checks to see if a word and the previous
word are identical except for a terminal “'s.” If so, the second word
(the plural) is not written to the file. Some plurals will slip past,
especially those divided from their root word by an intervening
word, such as “name named names.” I deemed it not worth the
bother to look for all plurals, because there are many not formed
using “s” that slip into the file anyway.

A counter, NI, keeps track of how many words are actually
written to the file. When finished, the program writes a message at
the end of the file noting how many total words were in the file, and
how many unique words have been printed to the file.

Then the operator is offered the chance to run the program
again. Now that you understand the workings of Document Sorter,
you might want to add enhancements that will filter out some of the
exceptions not accounted for. I've resisted the temptation to include
all the variations, to leave some of the fun up to you. For example,
to look for possessives ending in “s’, ” just add the following line:

415 IF RIGHT$(WRD$(N),2)="s’ " GOTO 480
or

415 IF RIGHT$(WRD$(N),2)="s’ " THEN WRD$(N)=
LEFT$(WRD$(N), LEN(WRD$(N)-1)

A sorted list of the words in this chapter, processed by Docu-
ment Sorter is shown in Fig. 17-1, while the program itself is listed
in Fig. 17-2.
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Some Tips

The whole aim of this book has been to show you how to make your
programming more efficient by letting other programs write your
code for you. The 17 programs presented so far generate program
lines, modify software, or perform other tasks for you. However,
there is no reason to limit your automatic TRS-80 to just those
utilities included here. There are actually many, many programs on
the market that will streamline your work.

There is one tool you may not have thought of—unless you are
an old-time programmer, or write in assembly language or for
compilers. That utility is your word processor. Word processors of
today have much in common with text editors, used in the past to
write programs that are compiled or assembled into machine-
language code at runtime. However, most BASIC programmers
today have never written a program with a text processor. The
majority have worked only with interpreters. An interpreter is, of
course, a computer program that takes the instructions written by
the programmer, and translates it into the computer’s machine
language each time a line is run.

That is, when a line like FORN=1TO 50:B=A+C:NEXT N is
encountered, the interpreter will calculate the machine code fifty
different times. This is why interpreters are so much siower than
machine-language programs. However, there are advantages to
interpreters. One is that a program can be writien a smail part at a
time, with each section run, tested, and then modified immediately.

212



Another advantage is that interpreters can include error-trapping
features that handle user input —such as attempts to store numbers
larger than 32,767 in an integer variable—that might have been
unanticipated when the program was written.

Compilers and assemblers are less forgiving. Code is written,
and the source code used to produce the runtime object code.
Mistakes can only be corrected by modifying the source code and
then compiling or assembling new object code. Partially because of
this, BASIC interpreters have been the favored tool, but TRS-80
BASIC programmers have missed some of the editing and program
writing tools possible with word processors.

Unless special utility programs are used, the TRS-80 Models
I/111 and 4 rely on line-oriented editing. That is, if a change must be
made in line 40, the programmer types in EDIT 40 and makes
changes only to that one line. If a similar change must be made to
line 50 (such as changing all the PRINTSs to LPRINTS), it is neces-
sary to EDIT that line, and so on throughout the program. Making a
lot of changes to an existing program can be tedious and time-
consuming.

But wait. What if the program were loaded into the word
processor as if it were a document? Then the arrow keys could be
used to zip the cursor around the program, and changes could be
made by overtyping, global search and replace, and other powerful
features.

In truth, this screen-oriented program editing is nothing new.
Some computer systems, such as the Commodore PET, VIC-20,
Commodore 64, and even Radio Shack computers like the Model
100, use this type of editing, or some variation. With the Commo-
dore line, for example, any program line that appears on the screen
can be edited simply by placing the cursor over a character and
typing, inserting, or deleting as desired. If changes are to be
permanent, the programmer hits enter while the cursor is still on
the program line. Otherwise, (or by hitting shift RETURN) the
changes are ignored. Duplicating a program line can be ac-
complished simply by editing the line number. A copy of the line
appears under the new line number, while the old program line
remains.

With the TRS-80 Model 100, entering an edit command for a
line, or range of lines, actually causes the portable computer to
enter its TEXT mode, with each of the lines specified translated to
ASCII form for editing. In this case, however, a program line
number can be edited, but the old program line is deleted.
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Although utilities are available to give other TRS-80s screen
editing, you probably own one aiready: your word processor. Pio-
grams can easily be loaded into Scripsit, edited, and put back on
disk. All of the programs in this book, in fact, were at least partially
edited using Scripsit.

The only “trick” to using a word processing program as a
nrogram editor is to remember to save the program from BASIC in
ASCII form. Then it will be loadable into the word processing
program. You must also take care to store the program from the WP
software in ASCII as well. With Scripsit, the syntax is “S,A
filename/ext.” If you forget this step and attempt to load the pro-
gram, only a few characters of garbage will appear on the screen.
Don’t panic. Return to the word processing program, reload the
compressed program file, and then reSAVE it in ASCIL

What can you do with a program in text form? For starters, how
about formatted listings even slicker than those produced by
Lister? The latter was provided both as an illustration and for those
who do not have a WP program. However, Scripsit was used to print
out the listings reproduced in this book. The word processing
software divided up the program lines into pages, and printed a
header at the top of each page.

By setting the window of the TRS-80s screen to the same
width as the paper being used, it was simple to scroll down through
the program text to see when lines were too long. In most pro-
grams, line breaks were chosen for clarity, and the next part of a line
indented. Scripsit was also used to add spacing betwen REMarks
and the program lines preceding and following.

Although, unlike interpreters, original code cannot be tested
by a WP program, there are advantages that make them very
desirable. Here are a few tips for using Scripsit to streamline your
program writing. Those of you with other WP programs can use
them as well, by applying the particular syntax and commands of
your favored text processor.

1) Put your most-used modules at the tips of your fingers.
Several phrases and program lines were written and encased in
blocks given unique markers. Then, when a phrase like A$ =
INKEY$:IF A$="" GOTO was needed, it was a simple matter to
type“@S@Q,” which is the Scripsit command for INSERT BLOCK.
When asked the name of the block, the letter for the desired phrase
was entered. The inserted block has no block markers and the
original block remains available for insertion in other positions.
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Of course, it would have been simpler to write subroutines and
call these, rather than write the code over and over, even automati-
cally. But “easier” is not always as clear for someone attempting to
understand a BASIC program. So, in many cases subroutines were
avoided. Programming speed did not slow down, however, because
of the power of the word processing program.

2) Global searches, replaces, and deletions made writing the
programs in this book much easier as well. Halfway through a
program, on discovering that a variable name was ill-chosen, it was
a simple matter to replace all occurrences in a few seconds. Or,
“REM ***” could be changed to “’ ***" almost instantly. Some
program screens, written using Screen Editor, had PRINTTAB(0)
in a number of places. All the “TAB(0)” appearances could be
deleted just as quickly.

Care has to be taken when using this feature, however. A word
processor will not check to see if the string being changed is inside
quotes or not. Changing all PRINTs to LPRINT's can result in some
undesired modifications, such as LPRINT becoming LLPRINT,
or “IS YOUR PRINTER ON?” transformed into “IS YOUR
LPRINTER ON?”

3) Programs can be “cleaned up” quite easily. It is fast and
efficient to zip through a program with a word processor and touch
up sloppy coding, change all uppercase prompts to upper and lower-
case, or delete undesired spaces. After writing Tabber, I wanted to
go through some earlier programs and center prompts. However,
some program lines had prompts with (horrors!) embedded spaces:

10 PRINT “ DO YOU WANT TO:”

20 PRINT“ 1) RUN A PROGRAM”
30 PRINT “ 2) EXIT THIS PROGRAM”
40 PRINT “ ENTER CHOICE:”

While it was easy to type embedded spaces when writing the
original program, someone typing in the program from this book
would be hard-pressed to count the number of spaces needed to
properly format the lines on the screen. By replacing all PRINT ”
with '"PRINT” one space was closed up. Then, by replacing all
'PRINT” 'with simple PRINT and quotation marks, the excess
spaces inside the prompts were elminated. The PRINTAB(T)s

could then be put where needed, and Tabber did the rest.
Utilities need not stop at word processors, either. How much
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would you pay for a program that would allow you to insert your 10
or 11 most-used subroutines into a program you are writing, at the
touch of a key? Would you like to be able to format a disk or produce
a backup copy by touching a key, or hit another to call up your word
processor, another utility, or BASIC?

There are a number of machine-language programs available
that will let you do just that. Many communications programs,
SuperScripsit, and other utilities also allow you to define keys. The
TRS-80 Model 100 supports redefining the special function keys
(butonly up to 15 characters), while the TRSDOS 6.0 supplied with
the TRS-80 Model 4 has its own keystroke multiplier capabilities.

Those who think that special function keys are best applied asa
kind of shorthand to eliminate typing in GOTO or other phrases
suffer from a failure of imagination. Programs which allow users to
define keys—a program called IRV, for example, allows keys to be
defined up to 255 characters—can be very useful in other ways.

The nice thing about general-purpose microcomputers is that
they can be custom-configured to perform specialized tasks tailored
to the exact needs of the end user. Thanks to sophisticated disk
operating systems, patches, special ROMs, and utility programs,
many features can be available on power-up or, at most, at the press
of afew keys. User-programmable special function keys can do a
great deal more than printing out a lengthy BASIC keyword.

Programmable function keys vary in their utility. Some pro-
grams allow reprogramming every key on the keyboard, while other
systems limit you to only one or two special function keys. You may
have tight limits on the number of keystrokes that can be pro-
grammed.

Many DOS functions can be compressed into several special
function keys. User-programmed keys also allow duplicating (and
improving on) other advanced DOS features with lesser operating
systems. It is possible to change the default drive number for DIR
under many types of DOS, so that every time youenter DIR you see
the directory of, say, Drive 1, instead of that of the system disk on
Drive 0. Program a key so that a shift key produces “DIR :1.” Other
keys can be programmed to provide directories of other drives—by
hitting two keys instead of seven.

Striking <shift>!on a TRS-80 can yield a COPY command,
complete with all the necessary <ENTER>s, to make a full disk
copy from Drive 1 to Drive 2. <Shift>X can produce “BOOT,”
aiiowing you to reboot the system without hitting the reset key or
typing the full word.
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You can store several keyboard configurations with many pro-
grams. Have one setup for programming, another for operating.
While three or tour different configurations might be possible, it is
unlikely that an operator would bother to learn all those commands,
or mark the key fronts with all possible combinations.

Because some special function key programs allow multiple-
line programming, there is no reason why you can't define keys with
useful subroutines, which can then be added to your program at a
single stroke. For example, you can build the routine shown in Fig.
18-1 into a key program.

These two subroutines, because they total less than 255
characters, can be loaded into a single programmable key with a
program such as IRV. Then, when writing code that requires an
all-purpose disk 1/0 routine, simply hit <shift>>W and the above
lines will appear. By keeping the main program line numbers less
than 10000, the appending is automatic. If necessary, the standard
subroutines can be edited, renumbered, or moved as required.
Subroutines aren’t the only programs that can be entered as key
definitions. Any short program can be stored, such as your gas-
mileage calculator, a binary/decimal/hex converter, or a program
that prints out a frequently used expense report.

Or, try this program for one key:

10000 A3$=INKEY$:IF A$="" GOTO 10000

10100 INPUT A:B=B+A:PRINT B:GOTO 10100

10200 FOR N=32 TO 191:PRINT N;* .)”; CHR$(N);*
“ 7.:NEXT N:STOP

10000 OPEN "O",1,F$
10100 PRINT #1,NI

10200 FOR N =1 TO NI
10330 PRINT #1,DAS(N);","
10400 NEXT N

10500 CLOSE 1 Fig. 18-1. Example of function-key
10600 RETURN subroutines.

10700 OPEN “I".1,F$
10800 INPUT #1,NI
10900 FOR N=1 TO NI
11000 INPUT #1,DAS$(N)

11100 NEXT N
11200 CLOSE 1

11300 RETURN
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By hitting the appropriate key, you can call up three or more
short programs that can be accessed by typing RUN 10100, etc.
Line 10000 is an input line that can be included anywhere in your
program. It serves as an example of typical much-used lines that can
be drawn from a stock library. Line 10100 simulates an adding
machine whenever a series of quick calculations are needed and you
require subtotals, or you don’t want to use your computer’s coiii-
mand mode. Line 10200 provides a quick listing of alphanumerics
and graphics, along with their applicable CHR$ codes for ready
access.

User-programmable keys are truly the programmer’s friend.
Do you frequently renumber your programs during writing to make
additional room between lines? Program a key to yield “RENUM
10,10 <ENTER>" (or whatever syntax your BASIC uses)
whenever you strike it. Another key could produce a REF variable
cross reference listing.

Your uses are limited only by the number of keys available for
programming. Having a key produce CMD"DIR” would be the
equivalent of the F1 (FILES) special function key on the Model 100.
You can come up with other applications not suggested here.

As aprogram is developed, it is good practice to save the work
in progress periodically, either to cassette or disk. Should a power
failure occur, hours of work are not lost. With disk-based systems,
backups are much easier—so simple, in fact, that many program-
mers end a session, look at the working disk’s directory, and see 10
or more versions of a program tucked away. This system works
fine, but few of us can remember what we called the last version.
Either we invoke a SYSTEM or CMD “DIR” to check, or play it safe
and skip a number or two.

Here’s a short program for disk users that can be appended to
the end of any program you are working on, and used to automati-
cally SAVE an updated version of a program under an appropriate
filename. To use it, remember to turn on your CLOCK. Then, by
typing GOTO 30000 at any point during program development, the
module will collect the current TIMES$, extract the hour and
minutes, and use that to make the filename.

30000 B$=TIME$:H$=MID$(B$,10,2)
30010 M$=MID$(B$.13,2)

30020 F$="PROG”+H$+M$

30030 SAVE F$
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Save this in ASCII form on your disk, and then APPEND or
MERGE it to any program you choose (as long as it does not have
line numbers which conflict). You may want to EDIT line 30020,
replacing the string “PROG” with any four letters that are more
meaningful for the program you are developing. If you want to back
up the program to two (or more) disk drives automatically, add the
following lines:

30025 F1$=F$+" :1":F2$=Fg+" :2"
30035 SAVE F1$:SAVE F2$

These two short examples are just two of the utilities you can
write yourself to make your programming easier. This book should
have given you ideas for many others. The goal of the automatic
TRS-80 is to let the computer do all the work, and the programmer
do all the creating.
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Appendix

Converting Model Il
to the Model 4

| Programs

One of the strongest advantages of purchasing a TRS-80 has been
the high degree of compatibility of all the computers in the line, at
least in the area of BASIC programming. If one avoids exotic file
types, such as those added by NEWDOS/80, and obscure com-
mands that aren’t needed for most applications, the same Disk
BASIC programs written for the TRS-80 Model I in the late 1970s
can be used with the Model 4 of the mid-1980s. All such programs
can be used on the Model 4 in Model III mode; many will be
compatible in Model 4 configuration as well.

This is also true for the programs in this book. They will run
as-is on Model I/III computers, or the Model 4 emulating a Model
I1I. All but a few can easily be converted to operate under TRSDOS
6.0 in full-fledged Model 4 mode. Here are a few tips on making the
conversion.

Model III and Model 4 BASICs are very similar in many
respects. However, there is a difference in the way the two com-
puters handle video displays. Models I and III both store informa-
tion about what is displayed on the screen in 1,024 memory loca-
tions, beginning at 15360. Two of the programs, Screen Editor and
Visual Maker, prepare program lines based on what has been
written to the screen by the user. These two cannot easily be
transferred over to the Model 4 mode. However, both can be used
with Model 4 computers in Model III mode, and the resulting
programs transferred to Model 4 TRSDOS disks.
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Two other programs, Error Trapper and Chain Zapper, are
fairly specific for the disk operating systems of Models I and III. All
the other programs can and have been transferred to a Model 4
computer, and with only a few changes, successfully run.

Because of the scarcity of Model 4 software, most purchasers
of the computer will also have access to a Model III operating
system such as TRSDOS 1.3, NEWDOS/80, LDOS, DOSPLUS,
MULTIDOS, or a compatible system. Others might have a Model I
computer, with the Model 4 as a second, or replacement unit.

Such users might find it convenient to enter the programs in
the alternate mode, so they can be tested and compared with the
program listings in the book before conversion. Having a Model I1I
operating system will also allow full use of the two programs which
do not convert easily.

Once you have the programs on a Model I or Model ITI disk, it is
necessary to save them in ASCII form. Then load the TRSDOS 6.0
disk. If only the two built-in drives are available, it may be most
convenient to KILL extra files on the TRSDOS disk, to leave room
to transfer programs. With a Model 1 disk in Drive 1, simply type
REPAIR 1. This will make the necessary changes to the single
density Model 1 disk so that TRSDOS 6.0 can read it. Copy all the
files from the Model I disk to the TRSDOS 6.0 disk.

If the programs are on a TRSDOS 1.3 disk, the correct com-
mand is CONV :1 :0 (VIS,Q=N). Because NEWDOS/80 allows
changing the disk directory starting “lump,” the directories of
NEWDOS/80 Model I and Model III disks can differ from those of
TRSDOS 1.3. The PDRIVE specifications can vary widely as well.
The most foolproof way I have found when using NEWDOS/80 is
simply to put the programs on a single density Model I formatted
disk, and load into the Model 4 using REPAIR. For both Model I and
Model III, the NEWDOS/80 PDRIVE should be set to TI=A
TD=A. :

Once the program is deposited on a Model 4 disk, I recommend
going to BASIC and loading “GLOBAL” first of all. Check through
the program to make sure that there is a space between “PRINT”
and “TAB,” and “LINE” and “INPUT.” That, and the necessity to
make sure that THEN is always included in IF statements, are the
only changes necessary to all the rest of the programs. By checking
over Global Replacer first, you can use it to process all of the other
programs automatically. We told you that the TRS-80 would do all of
the work.

Next, do as outlined above. Run Global Replacer on each of the
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other programs. Because Model 4 BASIC allows long variable
names, the spaces between variables and keywords are #0¢ op-
tional. If you happened to leave out spaces while typing in programs
from the book, the programs will test OK in Model IIl mode, but will
not operate under the Model 4 operating system. Global Replacer
can SEARCH for each occurrence of PRINTTAB and replace it with

PRINT TAB. It will do the same with LINEINPUT and LINE
INPUT. Then run the programs to see how they work. In most
cases, all will be fairly well.

Small syntax errors may appear. In Model I/1Il BASIC, a
statement like “IF N=2 PRINT “N=2" is perfectly legal. Many of
us who have been using these computers for long periods will leave
out the THEN, even if it appears in a program listing. The Model 4
requires THEN. If a Syntax Error appears in a line containing IF,
look to make sure that THEN is in the proper place.

Another typical problem will be in long variable names. Under
Model 17111 BASIC, only the first two characters are significant.
The Model 4 allows up to 40 characters. Those accustomed to the
earlier Radio Shack computers sometimes get sloppy and ab-
breviate variable names to only two characters in some places, but
use longer names in others.

Look at Translator in Chapter 16. The variable array SPAN$(n)
is defined, but under the Model I/1II mode it can be referred to as
SP$(n), as it is. However, the Model 4 will see those as two
different arrays. Check your programs carefully to make sure that
some of the longer variable names have not been misspelled or
changed from place to place in the programs.

CLEAR is used to allocate string space in the TRS-80 Model
I/1II computers. With the Model 4 such space is allocated dynami-
cally, so this statement clears the value of all variables and closes all
OPEN files (like RUN). It can also be used to set the highest
memory location for BASIC, and the amount of stack space. Since
none of these functions are required for the programs in this book,
you can DELETE the CLEAR statements if you wish.

ROW, which is sometimes used as a counter for two dimen-
sional arrays (e.g., ADDRESS$(ROW,COL)) is actually a keyword
under Model 4 BASIC. ROW(y) returns the row position of the
cursor. A few other words which could safely be used as variables
with the Model I/III are implemented as statements in the Model 4.
- These include SWAP, WAIT, WHILE, WEND, and WRITE. Extra
operators, such as MOD, are provided as well. None are used inany
of the programs in this book.
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Because screen displays are 80 columns in the Model 4, and
only 64 columns in the Model I/I1I, a different arrangement may
appear in some programs. Most programs with PRINTTAB(n) will
operate just fine, but the tabbing will not center the text on the
screen. There will be extra space at the right side. This is no great
problem. If you wish, you can go through the programs and substi-
tute PRINTTAB(T) for those prompts you would like centered.
Then run Tabber on the target program.

Programs using PRINT@will definitely cause strange screens.
PRINT @ works with the Model 4, but the locations are different.
You may have to fiddle with the few PRINT@statements to come up
with new locations which look better.

Some changes will have to be made to Menu Master to account
for the differences in your operating systems. The program calls
various DOS functions, using NEWDOS/80 syntax. Instead of
CMD“DIR” you will want to use SYSTEM“DIR” under TRSDOS
6.0. Use BACKUP instead of COPY, DEVICE instead of PDRIVE
or SYSTEM, and make other changes as desired.
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ILLEGAL DIRECT error, 171
ILLEGAL FUNCTION CALL error, 171
INKEYS$ loop, 29, 111, 140
Input routines, menu, 35
Interpreters, advantages of, 212
Interrupt, error trapping, 171
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Keys, function, 216

LDOS, 221

Leading spaces, elimination of, 44

Loop, INKEYS, 29, 45

Loop, strobing, 29

Lowercase letters, ASCH codes for,
140

Marker, EOF, 7

Menu, all-purpose, 139

Menu, letter-oriented, 35

Menu, numeric, 35

Menu input routines, 35
Microsoft BASIC Compiler, 42
Model 4, speed capability of, 202
MOD operator, Model 4, 222
MULTIDOS, 221

N
Names, variable, 85
NEWDOS/80, 85, 173, 220
NEXT WITHOUT FOR error, 157
NUEVO (new) command, 182
Null string, 29, 87

0
ON ERROR GOTO statement, 171
OUT OF DATA error, 171
OUT statement, Model 4, 202

P

PACKER (utility program), 85
Parsing, 29
PDRIVE specification, 221
PEEK function, 56, 132
POKE statement, 56
PRINT @ statement, incompatibility of,

223
Program, database management, 60
Program, functional definition of, 57
Programming, modular, 60
Programming, structured, 60
Programs, spelling checker, 84
Pseudo-compiler, 181

R
REDO FROM START message, 36
REM, abbreviation for, 8
REPAIR function, 221
RESUME statement, 172

S
SAVE command, “A” option, 3
Scripsit, 2
Scripsit, SAVE syntax for, 214
Scripsit, using, 214
Slide show, 112
Software, difficulty of, documentation
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Spelling checkers, 84
String, null, 29, 87
Strobing loop, 29
SuperScripsit, 216
SUPERZAP, NEWDOS/80, 174
SWAP statement, Model 4, 222

T
TAB(T) routine, 34
Text editors, 212
THEN statement, omitting, 222
Tokenization, BASIC, 2
Trailing spaces, elimination of, 44
TRS-80 Model 100, 213

v
VAL function, 81
Values, default, 15
Variable names, significant charac-
ters of, 85
Variables, DB Starter program, 61
Variables, defined as integers, 202
Variables, Documenter program, 23
Variables, ERR, 171
Variables, Global Replacer program,
135
Variables, Instructions program, 101
Variables, Lister program, 153
Variables, Menu Master program, 141
Variables, Program Proofer program,
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Variables, Program Titler program, 16
Variables, REM-over program, 10
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Variables, Show Assembler program,
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Variables, Translator program, 183
Variables, Visual Maker program, 113
Variables, Word Counter program, 3
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w Word delimiters, 203

WAIT statement, Modei 4, 222 Word processor, ulility of, 212
WHILE-WEND statement, Model 4, WRITE statement, Model 4, 222
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Teach Your TRS-80™ to Program ltself!

If you are intrigued with the possibilities of the programs included in
Teach Your TRS-80™ to Program lItseif (TAB BOOK No.) 1798, you
should definitely consider having the ready-to-run disk containing the
software applications. This software is guaranteed free of manufac-
turer's defects. (If you have any probiems, return the disk within 30
days, and we'll send you a new one.) Not only will you save the time and
effort of typing the programs, the disk eliminates the possibility of errors
that can prevent the programs from functioning. Interested?

Available on 40-track double-density disk for Radio Shack TRS-80
Models lll and 4, with 48 K and two disk drives at $19.95 for each disk
plus $1.00 each shipping and handling.

I'm interestedin the ready-to-run disk for Teach Your TRS-80™ tofl
B Program ltself. Send me: ‘

E —_— disk for TRS-80 Models 1ll, and 4, 48K ( 60518)
— TAB BOOKS catalog

- Check/Money Order enclosed for $——__

B plus $1.00shipping and handling for each disk ordered

VISA — MasterCard

IAccount No. . Expires

E Name

|
Address
]

E City State Zip

] Signature

# Mail To: TAB BOOKS INC.
P.O. Box 40
Blue Ridge Summit, PA 17214

(Pa. Add 6% sales tax. Orders outside U.S. must be prepared with international money orders in
U.S. dollars.)

TAB 1798 l
R SRR ) R T B [ () YR N R O T S O ) ) RN (PR A ey
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Teach Your TRS-80™ to Program Itself!

by David Busch

Why spend hours writing program code when your TRS-80 can
do it foryou? It'strue . . . using the 16 programs included in this unique
guide, your TRS-80 Model |, lll, or 4 can generate ASCII files that can
be loaded and run as programs.

Here is everything you need to put your TRS-80 to work compos-
iIng subroutines, completing programs, setting TABs, or giving existing
software new capabilities and power. Each program is fully explained
and is readily adaptable to most TRS-80s.

Let “Visual Maker” design a custom “slide” to appear on the
screen of your TRS-80, using graphics and alphanumeric characters.
You decide how long the “slide” should be displayed, add more
“slides” and soon your TRS-80 will write complete BASIC programs to
display the “slides” as you requested! Want to center your screen
output for prompts and other messages? Tabber can do it for you,
quickly and easily.

All the groundwork for producing “user friendly” programs with
title screens, menus, and on-screen directions that are centered and
polished-looking can be done by the programs in this book. Think of
the time you can save using “Proofer’ to find your misspelled
keywords, mismatched parentheses, and other errors before you run
a program!

If you're abeginning programmer, “Error Message ' can't be beat.
It will locate your errors, plus, detail exactly what the problem is and
give you tips for tracking down every bug!

If you write programs to sell, this guide will save you countless
hours of programming. (In fact, the author used some of these pro-
grams to write other programs included in this guide.) Similarly, you
can take ideas and suggestions here and develop programs of your
own that will streamline your BASIC development work.

The possibilities are virtually unlimited once you put these in-
novative programs to use. Whether you're a novice or an experienced
programmer, this invaluable guide is guaranteed to save you hours of
time on every program you write.

David Busch has been involved in the computer industry since
1974 as a reporter, computerist, and author of more than 300 articles
and seven books on computer-related topics.

‘TAB\ TAB BOOKS Inc.
Blue Ridge Summit, Pa. 17214

Send for FREE TAB Catalog describing over 750 current titles in print.

FPT > s$11.350 ISBN 0-830k-179é8-1

PRICES HIGHER IN CANADA 1095-0784




